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Preface

This reference manual has been conceived for experts concerned with information systems, especially
geo information systems or land-information-systems. Above all it ought to be of interest to authorities to
whom careful dealing with data is a main object.

In 1991 "INTERLIS — A Data Exchange Mechanism for Land-Information-Systems" was first published.
This mechanism consists of a conceptual description language and a sequential transfer format which in
particular takes into account space related data (shortly geodata), thus permitting compatibility among
various systems and long-term availability, i.e. depositing in archives and documentation of data. Making
use of INTERLIS when deciding, planning or administering processes may yield great profit. Very often —
e.g. through multiple application and uniform output of documented and verified data — major economies
can be achieved.

Five years after its publication INTERLIS, in retrospect called version 1, resp. INTERLIS 1, has come out
of its "Sleeping Beauty existence". In the meantime a considerable range of software tools has become
available to the user, making it possible to process geodata described and coded in INTERLIS. INTERLIS
has been created out of the requirements of Cadastral Surveying, but its range of applications is
considerably wider, as proved by more than a hundred data models and projects which work with
INTERLIS ten years after its publication. The standard "INTERLIS version 1" in its form of Swiss Norm
SN 612030 will remain of use for some time yet — in parallel with its successor versions.

In order to meet increased demands of our users, several extensions to INTERLIS 1 have become
necessary, e.g. incremental re-export, structural object orientation or formal description of graphic
illustration of objects. 1998 saw the beginning of a process which was to last several years and involved
the joint efforts of half a dozen experts in research, administration, counseling and software industry. Its
result is a product that may be called an extension to INTERLIS 1 and at the same time a synthesis of all
the latest concepts.

In the INTERLIS Version 2-Reference Manual we have striven to lay down only the absolute necessities;
examples and figures only appear where they may complement the concise text. In this way the
specification is clearly arranged and easy to implement. If some language elements, such as views and
graphic descriptions seem ambitious and demanding, this is in all likelihood not due to INTERLIS itself,
but to the complexity of the field. To solve this problem we rely on the following methods: good example,
basic and continued education as well as so-called "profiles”, i.e. sub-quantities of well-defined INTERLIS
tool capacities.

For a general understanding of INTERLIS 2-concepts | should like to advise the reader to peruse at least
chapter 1 Basic Principles.

Extensionsin INTERLIS 2 compared with INTERLIS 1

With some few exceptions the existing description language INTERLIS 1 has only been complemented
and not altered. Thus we have extended the possibilities to describe relationships between objects (actual
relationships as association class and reference attributes with REFERENCE TO. Note: The "->"-syntax
of the INTERLIS 1 relationship attribute has been given a different meaning) while taking into account that
the transition from INTERLIS 1 to 2 should be rendered as easy as possible (cf. chapter 2.7 Proper
relationships). Henceforth-proper relationships and reference attributes can, certain conditions applied,
refer to objects in other baskets. Basket is a new term for the well-known organization of objects (i.e. data
who describe reality, also called object instances or instances) in a database. We have revised the term
TABLE that has become CLASS in accordance with the changeover from relational to object-oriented
formalism. Without further specification any attribute is considered optional (OP TIONAL is omitted) and it
has to be indicated as MANDATORY. Furthermore the uniqueness key word IDENT has been renamed
UNIQUE. The new object-oriented concepts include transmission amongst others of topics, classes,
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views, graphic descriptions and attribute value ranges. Other extensions of great importance are set data
types (LIST, BAG), constraints, data views, graphic descriptions, descriptions of units, description of meta
objects (coordinate systems and graphic symbols) and incremental re-export. Furthermore special, user-
specific extensions, such as functions and line geometries can be defined. However this will make
contracts, i.e. agreements with tool providers, necessary.

From now on the eXtensible Markup Language (XML) will take over coding for our INTERLIS 2 transfer
format. We expect XML to become internationally widespread and universally accepted and count on a
great number of compatible software products to be obtainable in the near future.

Any user well acquainted with INTERLIS 1 will not have to face many changes as long as he renounces
the use of our new concepts, such as object orientation and graphic description: his present knowledge
will be applicable in INTERLIS 2. Various tools, such as the commonly available INTERLIS 2 compiler,
will facilitate adapting to the new version. Those producers who already had flexible configuration
possibilities on their minds when implementing INTERLIS 1, as well as taking into account rules and art of
software development (e.g. modularization and abstraction), will find that their past investments will
remain of value. Thanks to universally accessible program libraries software manufacturers will be able to
concentrate fully on the integration of their systems in INTERLIS 2.

Outlook

INTERLIS 1 appeared at a time when the relational data definition language SQL-92 had not yet been
standardized and object orientation had not been talked of. It is thanks to Joseph Dorfschmied -originator
of INTERLS 1- acting with rare foresight, that some of these nowadays well established concepts already
then were introduced. Now that INTERLIS has been revised and object-oriented and specific concepts of
informatics have been included, it may be said to have achieved a new degree of maturity. Thus
INTERLIS 2 may be used already today - and not only tomorrow — as an efficient tool.

Nevertheless we are well aware of the fact, that even with INTERLIS Version 2 our quest for a universal
data description language is nowhere near its end. However any hesitation might lead to similar
consequences as the shortsighted handling of the resources of our earth. INTERLIS deserves to be
accepted not only as a data exchange format but also as an enduring tool: Thanks to INTERLIS the call
for an enduring way to deal with technology has been given a name!

Each language has to be studied and embedded in its own method. Thus it is obvious that this reference
manual will have to be followed by several user manuals.

Thanks

In his position as head of a team charged with the further development of INTERLIS and main editor of
this document, Stefan Keller (Hochschule fur Technik Rapperswil, formerly Federal Directorate for
Cadastral Surveying) has fully supervised all work on INTERLIS 2 from its very beginning, and to a great
extent even after his leaving for ITR. We would like to express our thanks to him, as well as to the entire
"INTERLIS 2 hard core" for their superb and unique efforts. Members of this team are Joseph
Dorfschmied (Adasys AG), Michael Germann (infoGrips Gmbh), Hans Rudolf Gnagi (Federal Technical
Institute), Jirg Kaufmann (Kaufmann Consulting), René L'Eplattenier (Department of Environmental
Administration and Surveying, Canton of Zurich), Hugo Thalmann (a/m/t software service AG), as well as
Sascha Brawer (Adasys AG), Claude Eisenhut (Eisenhut Informatik AG) and for its coordination Rolf
Zircher (KOGIS).

Since the beginning of 2002 all responsibility for the editing of this reference manual lies with KOGIS,
Department of coordination for geo-information and geographical information systems of the Swiss
Federation, in close cooperation with the Federal Directorate for Cadastral Surveying. Shortly after this
change a public review of the Swiss Standardization Association SNV concerning INTERLIS 2 had taken
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place. 109 comments had been entered which had to be examined and possibly adapted by the
INTERLIS 2 core team over the ensuing months. This had lead to considerable changes in the language
compared to version 2.1 of October 17", 2001 - and consequently INTERLIS 2 has internally been
version 2.2. End of November 2002 the final vote of INB/TK 151 had taken place, thereby declaring
INTERLIS 2 to be norm SN 612031. Having completed some final textual revisions this reference manual
could be handed over to the public.

Now two years later we have to attend to the first adjustments to these standards. The development of
tools (above all compiler, checker and UML-editor) as well as the implementation of a few major projects
(e.g. geocat.ch) have brought to light several errors and open points within the language, and these we
attempt to correct or specify with this internal version 2.3.

By financing experts and by supplying basic software tools KOGIS has contributed its share in the
development of this present version. We are looking forward to the development of further innovative
tools and products based upon INTERLIS.

No standard can be laid down by a group of individuals only; on the contrary it needs the help of many
specialists. We wish to express our thanks to all these professionals!

Wabern, April 2006

Rolf Zircher
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1 Basic principles

1.1 Overview

INTERLIS allows co-operation between information systems, especially geographic information systems
or land information systems. As its name suggests, INTERLIS stands between (inter) land information
systems. It is crucial that all systems inwlved have a very clear notion of these concepts that are of major
importance to their co-operation.

Datamodel Common Datamodel
System A Datamodel System B
INTERLIS
Format Rules

Conversion Conversion
Program A Program B

V) N\
e

D Y
Common

DB Interchange Format DB
System A System B

Interchange Z Interchange

Data Data

Figure 1:  Data transfer between several databases via a common data model (data schema)
described in a common data description language.

That is why INTERLIS comprises a conceptual description language. Thanks to this language a detail of
reality may be described that is of interest for a certain application. Such a description is called
(conceptual) application model or application schema, respectively in short model or schema. Some few
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concepts with strictly defined meaning will describe (i.e. model) classes of objects with their respective
characteristics and relationships. Furthermore this INTERLIS description language permits the
introduction of classes of derived objects, hence making it possible to define these as views on other
classes of objects. True as well as derived classes of objects may serve as the basis of graphic
descriptions, however INTERLIS assures a strict separation of graphic descriptions (representation
definition) and description of the under-lying data structure (data definition).

INTERLIS does not aim at any specific application. The draft takes its bearings of common object-
oriented principles, nevertheless we have tried to ascertain very good support of such concepts as are of
importance to land information systems. Thus coordinates, lines, and surfaces are data types that
represent basic constructs of INTERLIS and language elements describing precision of measurements
and units are at your disposal. Still it is possible to use INTERLIS in non-geographic applications.

Aspects which are under-lying a field of application can be described in a basic model. Subsequently this
model will be specialized according to the specific needs of a country, in further steps according to those
of a certain area (county, region or community; see figure 2). INTERLIS 2 offers two object-oriented
concepts as possible tools for this specialization: inheritance and polymorphism, thus assuring that
already set definitions need not be repeated or accidentally be made doubtful.

Confederation

i

Canton1 Canton2

T T

Local1_1 Local2_1

Figure 2:  Specializing the modeling of a concept from the federal level, to cantonal (country specific)
and local level.

Extensive applications need not be defined in one single description. On the contrary, they can be split up
into several description units (models, schemas). A description unit may comprise several topics. In the
interest of the readability of such models it is also possible to define a model as a simple translation of
other models.

1.2 Utilization of models

In the first place an INTERLIS model (resp. INTERLIS schema) represents a means of communication for
users. Its language is designed in such a way as to be readable by humans. Nevertheless INTERLIS
models are precise, unequivocal and can be interpreted without any possible misunderstandings.
Therefore the textual INTERLIS language offers itself as a necessary complement to the graphic
description language Unified Modeling Language (UML, www.omg.org/uml).

But INTERLIS does not stop here: Since a model possesses a formal and clearly defined significance, it
permits the implementation of a service in a computer system to be automatically derived from this model.
For example INTERLIS comprises an XML-based transfer service, whose definitions are produced from
respective models according to their rules. The utilization of data modeling in close connection with
system neutral interface services is called model-based or model-driven architecture (see "model-driven
architecture" by OMG, www.omg.org/mda/).
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Models may be built upon common basic concepts. Since INTERLIS allows for an explicit description
through use of inheritance and polymorphism, it is obvious at any given moment, which concepts are
common and which are specific. In view of aspiring to a semantic interoperability this becomes of great
importance. For example, it offers the possibility for a transfer file of any community (town, village) to be
interpreted by its superior administration unit (county, state), without demanding a common model agreed
upon by all participants. It is sufficient that every level builds its own model upon that employed by its
superior unit.

It is conceivable and moreover desirable that new services based upon INTERLIS should be developed,
a task greatly facilitated by using a model compiler. This program reads and writes INTERLIS models,
permits necessary changes within and examines, whether models are in accordance with syntactic and
semantic conditions of INTERLIS. Amongst others this compiler can generate automatically — in
accordance with the present INTERLIS transfer service with XML — XML schema documents
(www. w3org./XML/Schema) derived from INTERLIS models. By introducing adequate general XML-tools
it is possible to render the concrete INTERLIS/XML-files available for an even wider range of application.
As long as conditions for usage are not violated, this INTERLIS compiler is available for the producing of
new tools.

1.3 A structure of models and topics

A model (resp. a schema) describes an image of our world as it may be of significance for a specific
application. A model is a self-contained unit, which may also use or extend parts of other models. To
some extent an INTERLIS-model can be compared to modules or packages of some programming
languages.

Primarily we distinguish between models which contain only type definitions (units, value ranges,
structures) and others where data may exist. Besides their nhame models also contain information
regarding editor and version. All descriptions with existing data are divided into topics. This division is a
result of our conception in what organization units and by whom such data should be controlled or used. If
as a typical feature data is controlled and used by seweral authorities, it should be defined in various
topics. Such interdependences ought to be limited to a strict minimum. Relationships between topics
whose data are controlled by several authorities ought to be omitted wherever possible, as special efforts
to maintain consistence are inevitable. In any case cyclic dependence is excluded. Besides data
definitions as such, topics may comprise also definitions for views and graphics.

One topic may enhance another. In this way all concepts defined by the basic topic are transmitted and
can be complemented.

www.interlis.ch, info@interlis.ch 12



http://www.w3org./XML/Schema
http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

Adresses Buildings
....... L ZF-
Persons AdressesB

LA
PersonséA PersonsB
P-A ' AV-P-B

Figure 3:  Inheritance hierarchy of addresses, persons and buildings.

For example a model of some country's Cadastral Surveying could comprise the topics "addresses” and
"buildings" (see figure 3). These concepts are independent; any relationship is established algorithmically
by way of coordinates. Individuals possess addresses; hence the person-model of this country is built
upon the national model of Cadastral Surveying, whereby the topic "Persons” depends on the topic
"Addresses" of the cadastre model.

Now it is planned to describe the inhabitants of area A more precisely than intended by the national
person-model. So area A drafts its own model, transferring the topic "persons” from the nation-wide
person-model and extending it.

In area B it is planned to establish an explicit relationship between buildings and addresses on one hand,
on the other the national person-model is considered inaccurate. Again the respective topics are
transferred and specialized. Both extensions are combined in one single model — the "global view" of area
B.

1.4 Object concept

1.4.1 Objectsand classes

An object (otherwise called object instance or simply instance) consists of data concerning one real-world
item and can be unequivocally identified. Obviously numerous objects possess similar characteristics and
hence can be summarized. Such a set of objects (object set) with similar characteristics is called a class.
Each characteristic has at least one corresponding attribute. In INTERLIS 1 we used the term table
instead of the term class. Other expressions meaning class are: set of entities, type of entities, feature.

When describing a class we record, amongst other information, the qualities and characteristics each
object possesses. These are called attributes. Attribute values of objects cannot be chosen at random,
but must comply with certain conditions stipulated by the description of an attribute.

With regard to this, INTERLIS offers a series of basic data types (base data types, strings, numeric data
type, enumerations, Cartesian and elliptic 2D, resp. 3D coordinates), based upon which new and more
complex data structures can be defined. In order to render this statement more precise yet, numeric
attributes can be further supplied with a measuring unit and related to a reference system, coordinates
can be referred to a coordinate reference system.
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In general date and time are applications of formatted value domains. Since indications of time are quite
common, an individual structure has been defined for date and time (XMLTime, XMLDate and
XMLDateTime).

Besides these basic data types, an attribute may also comprise sub structures. Each of these elements of
a sub structure is to be treated as structural element that can only exist in relation to its main object and
cannot be found in any other way than by passing by this main object. The organization of structural
elements is described in a fashion similar to that of classes.

Besides the fact that all attribute values must correspond to their respective type, further conditions can
be defined. INTERLIS distinguishes between the following conditions of constraint:

e Constraints that refer to one single object. These constraints are subdivided into requirements that
must be met by each object of a class ("hard" constraints) and regulations, which in rare cases can
be violated ("soft" constraints).

e Constraints which demand the clearness of attribute combinations of all objects in one class

e Constraints which demand the existence of an attribute value in an instance of a different class

o More complicated conditions, which refer to an object set and have to be defined by means of
views.

1.4.2 Extension of class and polymorphism

Classes are either autonomous or extend (specialize, inherit) a super class, i.e. the description of a class
is either independent or contains extensions of another inherited description. An extension of class (also
called subclass) can provide further attributes and constraints, as well as heightening already accepted
conditions (data types, constraints).

Each single object belongs to exactly one class (in other words it is object instance or instance of a
class). At the same time it always meets with all the requirements of its super classes, i.e. its super
classes. Therefore there can be found, corresponding to each class, a set of objects, which are instances
of the class itself, or one of its extensions. In the case of concrete classes we usually find a smaller
subset of instances, which belongs exactly to this class.

An extended class is polymorph in relation to its super classes. Wherever instances of a super class can
be expected, instances of an extension may occur (so-called partial set polymorphism or substitution
principle). INTERLIS has been designed in such a way as to make polymorph reading possible at any
given moment. For example if a relationship to a class has been defined (cf. chapter 1.4.4 Relationships
between objects), objects of an extension have these same relationships. Complete polymorph writing is
no aim of this INTERLIS version.

Elements of sub-structures are no independent objects, but structural elements and therefore do not form
part of the set of instances of any given class.

1.4.3 Meta models and meta objects

As seen from the user's point of view, coordinate systems or coordinate reference systems as well as
graphic symbols, are represented as model elements (resp. schema elements) which can be used in
application definitions. Since different coordinate systems and coordinate reference systems and above
all different graphic symbols can be described in the same way, it makes sense to also describe their
characteristics within models by means of classes. Thus every system, resp. every graphic symbol (e.g. a
point symbol, a line type) corresponds to an object.

Meta objects must be defined in a meta model. Applicable objects must explicitly be identified as meta
objects (extensions of the predefined class meta objects) and consequently can be referenced via their
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names. To achieve this, it is necessary that meta objects be available to the tool, which treats the
application definition by means of baskets (cf. chapter 1.4.5 Baskets, replication and data transfer).

1.4.4 Relationships between objects
INTERLIS 2 (as opposed to INTERLIS 1) distinguishes between two types of relationships between
objects: proper relationships and reference attribute.

The term relationship refers to a set of object-pairs (resp. in general object-n-tuples). The first object of
each pair belongs to a first class A, the second to a second class B. Since the attribution of objects to
pairs is to be predefined, it must only be described, i.e. modeled. As shown further along in chapter 1.5
View concept, it is however also possible to compute this attribution algorithmically, e.g. based upon
attribute values.

Proper relationships are described as independent constructs, so-called relationship classes (resp.
association classes) that again are extendable. INTERLIS 2 does not only support one-to-one
relationships, but also permits multiple relationships and relationships with their own attributes. Thus a
relationship class in return is also an object-class.

Important characteristics of such relations hips are:

e Cardinality — how many objects of class B (resp. class A) can be ascribed to one object of class A
(resp. B) within the relationship?

e Force — INTERLIS 2 differentiates between associations, aggregations and composition. In all
cases the objects in question can be applied to independently. In the case of aggregation and
association the objects exist independently of each other. In the case of aggregation and
composition we find asymmetry between the classes concerned. The objects of one class (the
super class) are described as entities (resp. super-objects), the objects of he other class (subclass)
are parts (resp. sub-objects). In associations all objects are equal and only loosely connected. Both
aggregation and composition are conceptually directed associations: An entity (super-object of the
super class) is ascribed several parts (sub-objects of the subclass). When dealing with an
aggregation all ascribed parts are automatically copied when copying the entity, however when
deleting the entity the corresponding parts remain untouched. Compared to an aggregation you will
find that a composition further implies, that when deleting the entity all parts are deleted at the
same time. How copying effects relationships to other objects is described in chapter 2.7.2 Force of
relationship. Note: Sub-objects (parts) of compositions are identifiable objects as opposed to
structural elements of sub-structures.

e Role - What significance have the classes involved see from the viewpoint of the relationship? This
is determined for each class involved by means of its role. INTERLIS 2 (as opposed to INTERLIS
1) also admits relationships exceeding the limits of one subject. This however on condition that the
relationship attribute is defined within such a class as belongs to a subject depending on the class
it is referred to.

By using a reference attribute we create a relationship between one object, resp. structural element to
another object. However such a relationship is only known to the referring object and not the object
referred to. Hence it is onesided.

Without Violating the independence of topics it is possible to also define relationships (i.e. proper
relationships and reference attributes) by means of a special mark (EXTERNAL), these will create a
relationship with objects of a different basket of the same or a different topic. However only on condition
that the structure within which the relationship is defined belongs to a topic which depends on the topic
whose class it is referring to.

In the interest of a clear structure, relationships can only refer to classes already known when defining
relationship classes (resp. reference attributes).
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1.4.5 Baskets, replication and data transfer

A basket is a compact collection of objects, which form part of a topic or its extension. Compact means
that a basket contains all objects related to each other within one topic. A typical example may be a
certain area (town, county or even a country as a whole) whose objects in their entirety are contained in a
basket. Above all a basket may contain data supplied by various extensions (e.g. different cantons with
their own topic extensions), provided that within such a transfer community all labels of models, topics
and topic extensions are unequivocal.

Within the scope of constraints we often speak of "all" objects of a class. Basically this includes all objects
that have the quality desired and actually exist, i.e. basket-spanning. For various reasons (efficiency,
availability, access rights etc.) it is obvious that control is only possible within locally accessible baskets.
In the case of baskets with meta objects we state explicitly that constraints only apply within a basket,
since we presume that meta data are of descriptive character and have to be at the user's free disposal in
a basket (much in the way of a library).

o We distinguish different types of baskets: data-baskets — comprises all instances of classes of one
topic

o Viewbaskets: comprises all instances of views of one topic

o Baskets with basic data for graphics — comprises instances of all data or views necessary for the
graphics of one topic. Permits use of graphic application software.

e Baskets with graphic elements — comprises the instances of all graphic objects (= symbols), which
are necessary according to the graphics of one topic. Permits use of a graphic representation
software (renderer; see figure 5).

INTERLIS does not set rules on how objects must be kept within their systems. Rules only apply to the
intersection between systems. At present an intersection for the transfer of baskets as XML-files is
defined. Support is not only granted to the complete transfer of the entire basket, but also to the
incremental data transfer. We proceed on the assumption that in the case of complete transfer the
receiver will create new, independent object copies without any immediate connection with the original
object. Within the scope of complete transfer, objects must only be marked with a temporary transfer
identification (TID). TID's are used for transferring relationships.

Secondary-
/ DB
Primary- incremental up-date
> \
I Secondary-
up-date R

Figure 4:  Up-dating of a primary database and subsequent transfer to secondary databases (a
double arrow means incremental update).

In the case of incremental transfer we presume that to start with the sender supplies the initial state of a
data-basket (all other types of baskets are excluded) and subsequently provides updates, which will allow
actualizing the data received (see figure 4). Thus the objects are replicated and keep their connection
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with the original object, i.e. they cannot be altered independently of the original and will not be given a
new identification.

We proceed on the assumption that their exist contracts between the management of primary and
secondary databases (extent, frequency of updates etc.) which at present cannot be covered by tools
provided by INTERLIS. For the update itself INTERLIS places the necessary tools at your disposal. New
objects are displayed in the same way as when first making a transfer and they are assigned an
unequivocal object identification (OID) — which must be up-kept at all times. Whenever changes occur,
this unequivocal OID is used as a point of reference and all attributes of the object (including all structural
elements of structure attributes) are updated. In the same way deleted objects are brought to your notice.
It is primarily the sender's responsibility to assure the consistency of objects (e.g. observance of
constraints, correctness and cardinality of relationships). To that end he notifies the receiver of any
alterations: objects deleted, updated, newly created. In the interest of independence of topics, we do not
assume that integrity is guaranteed at all times where several topics are concerned. It is up to the
receiver to cope with temporary inconsistencies between base topics and dependent topics, i.e. that an
object referred to does not exist.

INTERLIS does not determine the limits within which clearness of OID is guaranteed. Cf. appendix D
Organization of object identifiers (OID) for an example of how such an OID may be structured — yet other
possibilities definitely are conceivable. However it is of primordial importance that all data recorders of
one transfer community correctly apply the rules governing the structure of an OID, thus assuring that at
all times the OID remains unequivocal within the scope of the transfer community. Depending on the
structure of the OID incremental data exchange is possible within a wider (e.g. world-wide) or smaller
(e.g. within one organization) circle. Hence the method used to determine an OID also defines the
potential transfer community.

Any alteration on an object other than within its original basket strictly depends on the permission of its
administration. All other secondary baskets can alter an object only as a result of an update. That is why
INTERLIS demands — within the limits of incremental update - that not only objects but also baskets must
be identifiable in an unequivocal and permanent manner. Then an OID is also assigned to baskets.
Likewise in the case of a complete transfer the basket only needs a transfer identification (TID).
Whenever it is important to clearly distinguish between OID and OID of a basket, we speak of BOID
(resp. basket identification BID).

We must assume that to start with various objects are registered in baskets, e.g. of one town, then these
baskets as a whole are transmitted to the canton and subsequently will be integrated into baskets which
contain topic-wise the entire canton. Maybe these baskets will then be further transferred, e.g. to state
authorities. In order to have at any moment definite assurance as to the original basket, its BOID is
supplied with each replica of an object. This will allow the receiver to create his own basket-administration
by stating in which of his own baskets are stored replicated objects supplied by which original basket.
(INTERLIS also provides the necessary tools to label such baskets with INTERLIS itself and thus permits
their exchange much in the way of normal objects). It is one of the characteristics of INTERLIS 2 that
when dealing with relationships concerning several topics not only the OID's of the reference object but
also the BOID's of its original baskets are transferred. If the receiver makes full use of this INTERLIS 2-
feature which in the case of topic-spanning relationships allows not only to transfer the OID of reference
objects but also the BOID of their original baskets, he may determine in an efficient way in which of his
baskets the reference object is to be found.
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1.5 View concept

INTERLIS 2 enables the user not only to model objects themselves but also views. Views really are
virtual classes whose instances are not data originated from a real object, but data derived
mathematically from other objects.

A view definition consists of the following parts:

e Base sets which classes resp. views supply the objects that are introduced into the calculation of
view objects? In the case of classes not only the respective instances are taken into consideration,
but in the sense of polymorphism all instances of extensions as well. INTERLIS does not define the
baskets that have to be taken into account by a system when calculating a view.

o Interrelationship rules - INTERLIS 2 distinguishes joins, unions, aggregations and inspections of
sub-structures. In the terms of set theory, joins represent cross owver products and unions the
combination of base sets. Aggregation allows you to combine elements of the base set in a new
view object, provided they fulfill definable criteria. Inspection of sub-structures allows you to view
the structural elements of a sub-structure as a set of structural elements. Joins and aggregations
may also be conceived as \irtual associations.

e Selection — Which of the calculated objects should actually form part of the view? INTERLIS allows
you to define complex conditions concerning this aspect.

1.6 Graphic concept

Graphic descriptions are based upon classes or views — using a certain projection - and declare — in so-
called graphic definitions (see figure 5 and appendix K Glossary) which graphic symbols (e.g. point
symbol, line, area symbol or text label) are to be assigned to the objects of a view, thus permitting the
graphic user to create presentable graphic objects. The graphic symbols themselves have been defined
in an extra symbology model — symbol characteristics can be found there as well.

Representation- Graphical
Grap_h_lcal Rulgs = Graphical transformation *_Egr_a_nlgtg[s.
definitions
software
iewable uhjecty’ ‘\\
‘.‘ Graphical ohjects
Wiewing s,
: i
bol . Symhbol ohjects
Data uhjecty( object names i Graphical
display
[ Daila ] [ Symbols ]
'| !!:I ||

Figure 5:  Graphic definitions, on one hand built upon data and views, on the other upon symbols
pemitting generation of graphics (abstract diagram).

The reference to the graphic symbols in question ensues by using names; see symbol object names in
figure 5. The graphic symbols as such (also named symbol objects) are contained like objects (data) in
their respective meta objects-baskets. A basket with such symbol objects is also known as a symbol
library.

A symbology model determines for every symbol type within its respective symbol class, which additional
parameters (e.g. position and orientation of a symbol) are necessary for its representation. Thus the
intersection with the graphic-subsystem (graphic application software) of the respective systems is not
determined by INTERLIS itself, but by the symbology models. To this extent it is possible at any moment
to declare further global parameters (e.g. scale of representation), at the time are known to the graphic
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sub-system and able to influence the decision, which symbols are to be used in the representation. Since
such determinations are closely related to the actual possibilities of the systems, these parameters as
well as characteristics of symbols must be subjects of contractual agreement with suppliers (cf. chapter
1.7 Contracts).

A graphic description need not regulate the conversion into symbols in a final way. On the contrary, it can
be inherited from a different graphic description. It is then possible to supplement parameters left
undefined in base definitions, or existing directions can be replaced.

1.7 Contracts

In order for INTERLIS 2 to be able to meet all kinds of demands, it contains also constructs whose
implementation is not regulated by the definition, e.g. functions, line types, symbols (details will be treated
in chapter 2 Description Language). Without undertaking further efforts, the goal that an INTERLIS 2
description automatically ought to be convertible into a service could not be achieved. In the interest of
simplicity however, INTERLIS does not offer any further possibilities of definitions for such cases (as for
example an actual programming language for the definition of functions).

In order to render feasible the automatic conversion within at least certain limits (e.g. a country or a
certain range of application), such constructs should only be admissible within models covered by
contracts.

Contracts are agreements between parties who define models and parties who supply tools based upon
INTERLIS. Typically it is only basic models of one line of industry or one country that are object of such
an agreement. In order to achieve the definition of these basic models, modelers and tool providers work
together and sign an agreement. Henceforth tool providers can realize the elements demanded by these
models (e.g. functions) independently of the concrete form of application. Thereupon the concrete models
can be converted automatically (i.e. without the help of a tool provider).

It is of great importance, that such supplementary constructions be generally discussed and neutral of
any specific system, as well as being at public disposal in much the same way as the model itself.
Otherwise one of the most important aims of INTERLIS, that is to say openness and interoperability,
cannot be guaranteed.

1.8 Services, tool capacities and conformity

INTERLIS 2 permits a conceptual description of data and defines a system-neutral transfer. INTERLIS 2
explicitly renounces all directions concerning implementation in order to remain system-independent.
Thus often in practical operation the question will arise whether a certain tool or a required service is in
conformity with INTERLIS or not.

INTERLIS does not stipulate that only the extremities of complete conformance or non-conformance are
conceivable. On the contrary one service will conform to INTERLIS in some aspects while not fulfilling
other requirements.

In the simplest of cases a certain system meets the INTERLIS specifications in one particular case (for a
fixed set of models, only read or only write or both, etc.).

Ideally a set of INTERLIS models can be handed over to an INTERLIS tool, whereupon the tool
automatically adapts its services and capacities in accordance with the situation defined by the models. In
many cases however this adaptation will demand further manual efforts such as system configuration or
even programming. No doubt an essential requirement in such tools is their capacity to read INTERLIS
model descriptions correctly. Above all this means that system abilities are offered correctly according to
INTERLIS constructs, especially inheritance constructs.
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From the standpoint of INTERLIS, the capacities of such tools may be classified as follows (so-called tool
capabilities, functionalities or services):

Read data (including views memorized, no generating of view-objects)
Read data (including views memorized plus generating of view-objects)
Examine consistencies

Write views

Produce graphics (including the reading of views)

Treat and write data

Produce object identifiers (OID)

Read updates (incremental updates)

Write updates (incremental updates)

It is quite conceivable that a certain tool or some service will have certain capacities (e.g. incremental
update) for one model or topic (data or views), but will not support them in other models or topics.

Moreover the question arises which contracts (i.e. which basic models) should be supported by a tool.

[ Collector of primary data ] [ Viewer of geodata ]

\‘

[ Administrator of geodata /

|

Changer of geodata ] [ Producer of map ]

Geodata center
=

User of geodata ]

Figure 6:  The various ranges of application of INTERLIS. A double arrow means that data can be
incrementally transferred.

When observing an example of joint efforts of various parties concerned, it becomes obvious that different
INTERLIS 2 tool capabilities or services will be in demand — depending on the operational area and role
of the user (see figure 6). Within one application (i.e. INTERLIS model) with different topics (TOPICS) one
single user may have various roles:

1.9

Collector of primary data: work with and write data, produce OID, if the occasion should arise.
Changer of geodata (update, supplement): collect data, write and work with data, produce OID,
produce increments, read increments, examine consistencies (locally).

Administrator of geodata, geodata center: collect data, write and work with data, produce OID, read
increments, examine consistencies (globally).

User of geodata: collect data, read increments.
Viewer of geodata: collect data, produce view objects and graphic representations.

Producer of map: collect data, read increments; read views and produce graphic representations.

A small example as an introduction

Appendix C A small example Roads supplies a small example that presents the most important elements
of INTERLIS within the limits of a simple application.
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Figure 7:  Roads - asmall example.

1.10 How thisdocumentis structured

This reference manual is subdivided as follows: In chapter 2 our description language is formally defined.
In chapter 3 the sequential transfer of geodata is specified. This chapter is divided into a more general
part concerned with the present and future sequential transfer services of INTERLIS 2, and a more
specific part regarding the INTERLIS 2 transfer service with XML.

The appendices are arranged in two normative appendices A and B, complemented by an informative
appendix C, sewveral standard extension suggestions D through to J, as well as a glossary (appendix K)
and an index (appendix L).

The normative appendices are integrating part of this specification. We strongly recommend the standard
extension suggestions (appendices D through to J) for implementation. These are informative (non-
normative) appendices, however of autonomous character. Implementations may find different answers to
these questions; they will still remain INTERLIS 2 conformant. In such a case it is up to the parties
inwlved in the transfer to reach an agreement concerning the specification. Most ranges of application
will be object of a contract.
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2 Description language

2.1 Syntax applied

In order to determine a conceptual data model (data schema) and transfer parameters of a data transfer,
a formal language will be defined in the following chapters. This language itself has been formally
defined. Therein rules of syntax set the admissible sequence of symbols.

Thus this description is analogous to the ones generally employed in modern programming languages.
Hence we only give you the briefest of outlines needed for basic understanding and advise you to consult
technical literature for further details (e.g. a short introduction can be found in "Programming in Modula-2
by Niklaus Wirth).

In the sense of the extended Backus-Naur-Notation (EBNF) a formula is structured as follows:

For mul a- Name = For mul a- Expr essi on.

This formula-expression is a combination of:

o Fixed words (including special characters) of the language. They are enclosed in apostrophes, e.qg.
‘BEGIN'
e References of other formulas by indicating the formula-name.
Valid combinations are the following

Sequential composition

abec first a, then b, then c.
Grouping

(a) round brackets group formul a-expressions.
Choice

al b| c a, b or c.
Option

[ a] a or nothing (void).

Optional repetition

{ a} any chosen sequence of a or nothing (void).

Obligatory repetition (as supplement to EBNF)

(* a*) any chosen sequence of a, nininum one.
Examples:

(a]lb)(c|d) ac, ad, bc or bd

a[b]c abc or ac

a{ba} a, aba, ababa, abababa, ...

{a| b}c c, ac, bc, aac, abc, bbc, bac,

a(*b*) ab, abb, abbb, abbbb,

(*ab| [c]d*) ab, d, cd, abd, dab, cdab, ababddd, cdababcddcd,
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Often one would like to use a syntactically identical formula in different contexts, for different purposes. In
order to express this correlation, an additional formula would have to be written:

Exanple = ' CLASS' C assnane '=' C(l assdef.
Cl assnane = Nare.

In order to avoid this detour, we rather use the following shortened notation:
Exanple = ' CLASS' Cl ass-Name '='" (l assdef.

The formula Class-Name is not defined. Syntactically the rule "Name" is directly applied (cf. chapter 2.2.2
Names). Considering its meaning, name however is a class-name. Thus "class" \irtually becomes a
comment.

2.2 Basic symbolsof the language
Our description language features the following classes of symbols: Names, strings, figures,
explanations, special symbols, reserved words and comments.

2.2.1 Character codes utilized, blanks and line ends

The language itself only uses the printable US-ASCII symbols (32 to 126). What other symbols besides
the blank space are considered as interspaced, has to be determined by the actual compiler
implementation. It is also up to this implementation to determine what symbols or combination of symbols
mark the end of a line. Likewise it is the compiler implementation that determines the memorization of
symbols (character set). This might differ depending on the platform used.

As far as comments are concerned, it is also admissible to apply further symbols such as umlauts and
accent marks, etc.

2.2.2 Names

A name is defined as a sequence of a maximum of 256 letters, digits and underlines, wherein the first
symbol has to be a letter. We distinguish between capitals and small letters. Names that coincide with
reserved words of this language (cf. chapter 2.2.7 Special symbols and reserved words) are inadmissible.

Syntax rules:
Nane = Letter { Letter | Digit | "_" }.
Letter = ( "A | .. | '"Z | 'a | .. | "z" ).
Digit =( '0" | "1 | .. ] "9 ).
HexDigit = ( Digit | "A | .. | "F | "a | .. | "f' ).

Further information regarding uniqueness and validity domain of names is to be found in chapter 2.5.4
Namespaces.

2.2.3 Strings
Strings appear in connection with constants. They begin and end with quotation marks and may not
exceed one line. \" Represents a quotation mark, \\ a backslash within a string.

A sequence of \u, immediately followed by exactly four hexadigits represents any chosen Unicode sign.
Symbols beyond U+10000 are to be marked, as in the UTF-16-Coding, with two surrogate codes (see
www.unicode.org).

Syntax rule:

String = '"'" { <any character except '\' or ""'>
|
| "\
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| "\u'" HexDigit HexDigit HexDigit HexDigit
}ort.

2.2.4 Digits

Digits may appear in different ways: positive whole numbers including 0 (PosNumber), numbers
(Number), decimals (Dec) and structured numbers. With decimal numbers the scaling may be shown to
the power of ten (e.g. 1E2 is 100, 1E-1 is 0.1). Structured numbers only make sense in relation with
corresponding units and value ranges (e.g. time). It is only the value of a number that is of importance
and not its representation, e.g. 007 is the same as 7.

Syntax rules:
PosNumber = (* Digit *).
Nunber = [ '+ | '-' ] PosNumber.
Dec = ( Number [ '.' PosNumber ] | Float ).
Float = [ "+ | '-"' 1 '0." (C ("2 | "2 | .. ]| "9 ) [ PosNunmber ]
| (* "0 *) ) Scaling.
Scaling = ( 'e" | "E ) Nunber.
Examples:
PosNunber : 5134523 1 23
Nunber : 123 -435 +5769
Dec: 123. 456 0.123456e4 -0.123e-2
Fl oat : 0. le7 -0. 123456E+4 0.987e-100

2.2.5 Sets of properties
For several purposes it is necessary to assign properties to a subject matter. To this aim use the general
syntax:

Syntax rule:

Properties = [ '(' Property { '," Property } ")" ].

In order to define that at a certain place within a syntax rule such properties ought to be defined, the
following construct is inserted into the syntax:

"Properties' '<' Property-Keyword { ',' Property-Keyword } '>'
Hence you write "Properties" and define in brackets (< and >) the admissible keywords. If you take for
example the rule ClassDef (cf. chapter 2.5.3 Classes and structures), with "Properties<ABSTRACT,
EXTENDED, FINAL>" the keywords "ABSTRACT", "EXTENDED", "FINAL" are accepted terms for the
description of properties. Within an INTERLIS 2-Definition amongst others the following definitions would
be possible:

CLASS A (ABSTRACT) = .....
CLASS A (EXTENDED, FINAL) = .....

2.2.6 Explanations

Explanations are required wherever circumstances have to be described more closely. From the
viewpoint of the standard mechanism, this explanation will not be interpreted any further, i.e. it is
considered a comment. But it is quite permissible to formalize explanations in more detail, so as to
prepare them for further mechanical processing. We have chosen // to mark the beginning and the end of
an explanation. Within an explanation two subsequent diagonal strokes may never occur.

Syntax rule:

Expl anation = '//' any character except // '//".
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2.2.7 Special symbols and reserved words
In connection with the syntax rules of the language (however not where a data description is concerned),

special symbols as well as reserved words always appear between apostrophes e.g. ',' or 'MODEL". On
principle, all reserved words are written in capitals. In order to avoid conflicts between names and

reserved words, we advise you not to compose names in capitals.

The following reserved words have been used (some of them already in INTERLIS 1, these remain
reserved for reasons of compatibility; they are not represented in bold and italics):

ABSTRACT ACCORDI NG AGGREGATES AGGREGATI ON
ALL AND ANY ANYCLASS
ANYSTRUCTURE ARCS AREA AS

ASSQOCI ATI ON AT ATTRI BUTE ATTRI BUTES
BAG BASE BASED BASKET

Bl NARY BLACKBOX BLANK BOOLEAN

BY CARDI NALI TY Cl RCULAR CLASS
CLOCKW SE CODE CONSTRAI NT CONSTRAI NTS
CONTI NUE CONTI NUQUS CONTOUR CONTRACTED
COCORD COORD2 COORE3 CCOUNTERCLOCKW SE
DATE DEFAULT DEFI NED DEGREES
DEPENDS DERI VATI VES DERI VED DI ML

D M2 DI RECTED DOVAI N END
ENUMIREEVAL ENUMWVAL EQUAL EXI STENCE
EXTENDED EXTENDS EXTERNAL FI NAL

FI RST FI X FONT FORM

FORVAT FREE FROM FUNCTI ON
GRADS GRAPHI C HALI GNVENT H DI NG

|16 | 32 | DENT | MPORTS

I'N I NHERI TANCE I NSPECTI ON I NTERLI S
JAON LAST LI NE LI NEATTR

LI NESI ZE LI ST LNBASE LOCAL
MANDATORY METACBJ ECT MODEL MIEXT

NAVE NO NOT NULL

NUVERI C OBJECT OBJECTS OF

ab ON CPTI ONAL R

ORDERED OTHERS OVERLAPS PARAMET ER
PARENT PERI PHERY Pl POLYLI NE
PRQIECTI ON RADI ANS REFERENCE REFSYSTEM
REQUI RED RESTRI CTI ON ROTATI ON SET

SI GN STRAI GHTS STRUCTURE SuBDI VI SI ON
SURFACE SYMBOLOGY TABLE TEXT
THATAREA TH S TH SAREA TID

TI DSl ZE TO TCOPIC TRANSFER
TRANSI ENT TRANSLATI ON TYPE UNDEFI NED
UNI ON UNI QUE UNI'T UNQUALI FI ED
URl VAL| GNMVENT VERSI ON VERTEX
VERTEXI NFO VI EW VWHEN WHERE

W TH W THOUT

Table 1: Reserved words in INTERLIS 2.

2.2.8 Comments
Two forms of comments are at your disposal:

2.2.8.1 Line comment
Two exclamation marks, one immediately after the other, mark the beginning of a line comment. The line
end closes the line comment.

Syntax rule:

I'l Line coment; goes until end of |ine
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2.2.8.2 Block comment

A diagonal stroke and a star introduce a block comment; a star and a diagonal stroke mark its end. It can
extend over several lines and may contain itself line comments; involved block comments are not
permissible.

Syntax rule:

/* Bl ock conment,
additional |ine comment */

2.3 Principal rule
Each description unit starts by indicating the language version. Thus we lay the basis for language
supplements at a later date. In this document we describe version 2.3 of INTERLIS.

Subsequently you will find model descriptions.

Syntax rule:

| NTERLI S2Def = ' I NTERLIS' Version-Dec ' ;'
{ Model Def }.

2.4 Inheritance
Different constructs of INTERLIS may be extended in the sense of the object-oriented way of thinking:
Firstly a definition sets a basis that thereafter can be specialized in several steps.

Topics, classes, views, graphic definitions, units and domains can extend their corresponding basic
constructs (keyword EXTENDS, resp. EXTENDED) and therewith inherit all their properties. In certain
cases it may be possible that indicating EXTENDED extend a primarily defined construction, and yet keep
its name.

FINAL prevents the extension of a definition. Some constructions can be defined in a still incomplete form
(keyword ABSTRACT); in an extension supplied at a later time they will be complemented and become
concrete definitions.

In order to indicate all admissible keywords within a certain context, we use the general property —
notation (cf. chapter 2.2.5 Sets of properties).

2.5 Models, topics, classes

2.5.1 Models
The term 'model' means a self-contained, complete definition. According to the type of model it may
contain several constructions.

A pure type model (TYPE MODEL) may only declare measure units, domains, functions and types of
lines.

A reference-system model (REFSYSTEM MODEL) should declare definitions of a type model, as well as
topics and classes related to the extensions of the predefined classes AXIS, resp. REFSYSTEM (cf.
chapter 2.10.3 Reference systems). The language cannot reinforce the observation of this rule. It is up to
the user to abide by it.

A symbology model (SYMBOLOGY MODEL) should declare definitions of a type model, as well as topics
and classes related to the extensions of the predefined class SIGN, and furthermore run time parameters
(cf. chapter 2.16 Graphic descriptions and chapter 2.11 Run time parameters). It is up to the user to
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observe this rule. Symbology models can only be permitted in connection with contracts, as they have to
be adapted to their treatment by the system.

Where no restrictive model properties are defined, a model may contain any conceivable construct.

Following the model name the language can be indicated (optional). Whenever possible this should be
done according to ISO-Norm 639 , i.e. in two letters and using small letters (see www.iso.ch/), e.g. "de"
stands for German, "fr" for French, "it" for Italian, "en" for English. According to ISO-Norm 3166 a country
code can be added separated by an under line to indicate a variety of language used in a specific
country: "de_CH" stands for the written High German used in Switzerland. This indication is of
documentary value, in connection with the possibility to declare one model translation of another
(TRANSLATION OF). In their structure both models must be exactly identical, hence they can only differ
in the names employed. However the declaration ‘translation’ is not tied to the indication of language. For
example in order to support local use of language or particular trade vocabulary it is admissible to add
translations in the original language.

Following this the author of the model will be identified by indicating the corresponding URI (cf. chapter
2.8.1 Strings). We expect the model name to be unequivocal within this context.

Syntax rule:

Model Def = [ 'CONTRACTED ] [ 'TYPE | 'REFSYSTEM | ' SYMBOLOGY' ]
' MODEL' Mbdel -Nanme [ ' (' Language-Name ')' ]
"AT" URI-String
" VERSI ON' Mbdel Version-String [ Expl anation ]

{ "IMPORTS' [ 'UNQUALIFIED ] Mdel - Nane
{ "," [ "UNQUALIFIED ] Model-Narme } ';"' }
{ Met aDat aBasket Def
| Unit Def
| Functi onDef
| LineFor mlypeDef
| Dommi nDef
| RunTi mePar anmet er Def
| Cl assDef
| StructureDef
| TopicDef }
"END' Mbdel - Nane '.'.

By means of this model version we are able to distinguish between different versions (above all different
levels of development) of a model. In the comments it is possible to add further information such as
remarks concerning compatibility with earlier versions. Nevertheless at a certain moment in time there
should only exist one model version. That is why no version will be indicated when importing models. If
one model is a translation of another, its version has to be indicated in brackets. Hence such an indication
of version within the scope of a translation definition (TRANSLATION OF) will only demonstrate which
basic version was used as a base for this translation, i.e. which basic version will have exactly the same
structures.

Whenever a model uses language elements demanding a contract, this model has to be signalized
specifically (keyword CONTRACTED).

Whenever an INTERLIS construction refers to a definition stated in another model, this model has to be
imported (keyword IMPORTS). Thus topics can be extended and references to classes created.
IMPORTS only offers the possibility of use. When using imported definitions they still have to be referred
to with a qualified name (model, topic), unless the keyword UNQUALIFIED is applied. Topics will only
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belong to a model (and thus can be transferred in accordance with chapter 3.3.6 Coding of topics), if they
have been defined within this model (rule TopicDef).

A pre-defined base model "INTERLIS" (cf. appendix A The internal INTERLIS-data model) is connected
to the language. It need not be imported. Nevertheless its elements are only available with unqualified
names, if the model is introduced with IMPORTS UNQUALIFIED INTERLIS.

2.5.2 Topics

A topic (keyword TOPIC) contains all definitions necessary to describe a specific part of reality. A topic
can also define types such as measure units, domains or structures or it may use those belonging to the
enveloping model or an imported model.

Put in parenthesis () properties of inheritance can be defined. Since an extension of a topic always refers
to a topic of a different name, EXTENDED would not make sense and hence is not admissible.

Syntax rules:

TopicDef = "VIEW ] 'TOPIC Topic- Name
Properti es<ABSTRACT, FI NAL>
[ ' EXTENDS' TopicRef ] '='

[ "BASKET' 'A D 'AS O D Domai nRef ';' ]

[ 'AD "AS O D Domai nRef ';"' ]

{ 'DEPENDS' 'ON TopicRef { ',' TopicRef } ";' }
Definitions

"END' Topic-Name ';"'.

Met aDat aBasket Def
Uni t Def
Funct i onDef

Definitions = {
I
I
| Dommi nDef
|
I
I
I
I

Cl assDef
Struct ur eDef
Associ at i onDef
Const r ai nt sDef
Vi ewDef

Graphi cDef }.

Topi cRef = [ Model-Nanme '.' ] Topic- Nane.

Concerning a certain topic, which contains concrete classes, there may exist an indefinite number of
baskets (databases etc.) They all possess a structure corresponding to the topic but contain different
objects.

A data basket only features instances of classes (and their sub-structures). If a topic contains graphic
descriptions, three types of baskets can be set up.

e Data baskets.
e Baskets with basic data for graphics. Such baskets contain the instances of classes or views which
lay the foundation for graphic descriptions.
e Graphic baskets. These baskets contain graphic objects that have been realized (according to the
parameter definition of the symbols employed.
As a rule baskets and objects feature an object identification. Their domains result from the
corresponding definition: BASKET OID AS for the object identifications of any basket, OID AS for the
object identifications of any object, provided no specific definition was made with the corresponding class.
Once an OID-domain has been assigned to a topic, this can no longer be modified in extensions. In many
cases it will make sense to use the standard domain STANDARDOID (cf. chapter 2.8.9 Domains of object
identifications as well as appendices A and D). Definitions concerning object identifications (BASKET OID
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AS, OID AS) are only admissible within the scope of contracts. If there is no OID definition for a topic or a
certain class, no stable object identification will be provided for these baskets resp. objects and
consequently no incremental data exchange will be possible.

With exception of specific indications, one topic is, where data are concerned, independent of other
topics. Data-related dependencies arise as a consequence of relationships, resp. reference attributes,
which refer to a different basket, through special constraints or by means of construction of views or
graphic-definitions on classes or other views, but not as a consequence of the use of meta objects (cf.
chapter 2.10.1 General comments concerning meta objects). In the interest of clear recognizability of
such dependencies these must be explicitly declared already in topic heading (keyword DEPENDS ON).
Detailed definitions (e.g. definitions of relationships) may not violate declarations of dependencies. Cyclic
dependencies are inadmissible. Without further declaration an extended topic features the same
dependencies as its base-topic.

2.5.3 Classes and structures

A class definition (keyword CLASS) declares the properties of all its pertinent objects. Class definitions
can be extended whereby an extension primarily inherits all attributes of its basic class. Its domain can be
limited and more attributes can be defined.

The domain of the object identifications of all objects of such a class can be determined explicitly (OID
AS). Without such a definition we apply the definition of the topic, unless it has been stated explicitly, that
no object identifications will be demanded (NO OID). It is impossible to enlarge an already made OID
definition, the only exception being an inherited ANY which can be replaced by a concrete definition.
However such an inherited ANY cannot be replaced by NO OID (cf. chapter 2.8.9 Domains of object
identifications).

As part of a class definition constraints can be indicated. These conditions represent additional rules all
objects have to comply with. Inherited constraints can never be suspended, but always are in force in
addition to those declared locally.

Objects of a class are always independent and individually identifiable. Structures (keyword
STRUCTURES) formally are defined in the same way as classes, however their structural elements are
dependent and cannot be identified individually. They either occur within sub-structures of objects (cf.
chapter 2.6 Attributes) or they only exist temporarily as a result of functions.

Specific classes such as those for reference systems; coordinate system axis and graphic symbols (in
other words extensions of the predefined class METAOBJECT) will be treated in chapter 2.10 Dealing
with meta objects.

In brackets (rule Properties) characteristics of inheritance can be defined. All possibilities are admissible.
Whenever a class or structure contains abstract attributes, it has to be declared ABSTRACT. Abstract
attributes must be put into concrete terms within the concrete extension of the class. Yet it is also
permissible to declare classes as abstract even though their attributes are fully defined. Object instances
can only exist for concrete classes that have been defined within a topic. Classes that have been defined
out of topics (i.e. directly within the model) may not contain reference attributes. Furthermore it is not
admissible to define associations to such classes.

If only an individual class and not the entire a class are inherited, no relationships (cf. chapter 2.7 Proper
relationships) may be defined.

If one topic extends another, all classes of the inherited topic are transferred. Thus they become classes
of the current topic and have the same name as in the inherited topic. Such a class may be extended
even while keeping its name (EXTENDED). For example if a topic T2 extends the topic T1 that contains
the class C, there is only one class with C (EXTENDED) within T2, and that is C. New classes that have
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to differ in name from those inherited may also extend inherited classes. Consequently with C2
EXTENDS C there are two such classes in T2 (C and C2). Since INTERLIS, in the interest of simplicity
and clarity only supports simple inheritance, EXTENDED is only admissible when neither in the basic
topic nor in the current topic the basic class has been extended with EXTENDS. EXTENDED and
EXTENDS exclude one another in the same class definition.

Classes and structures that are not built upon a class or structure already defined need no EXTENDS-
part.

Syntax rules:

Cl assDef = 'CLASS' C ass- Nanme
Properti es<ABSTRACT, EXTENDED, FI NAL>
[ "EXTENDS' ClassOrStructureRef |1 '=
[ ('"OD "AS ODDonmainRef | "NO 'OD ) ";" ]
Cl assOr St ruct ur eDef
"END' Cl ass-Nanme ';'.

StructurebDef = 'STRUCTURE' Structure-Name
Properti es<ABSTRACT, EXTENDED, FI NAL>
[ "EXTENDS' StructureRef ] '='
Cl assOr St ruct ur eDef
"END' Structure-Nanme ';'.

O assOr St ruct ur eDef "ATTRIBUTE' ] { AttributeDef }

= [
{ ConstraintDef }
[ ' PARAMETER { ParaneterDef } ].

ClassRef = [ Model-Name '." [ Topic-Name '." ] ] C ass-Nane.
StructureRef = [ Model-Nanme '.' [ Topic-Nanme '.' ] ] Structure-Nane.

ClassOrStructureRef = ( ClassRef | StructureRef ).

Which names have to be qualified (by model-name, resp. model-name.topic-name) will be explained at
the end of the following paragraph (cf. chapter 2.5.4 Namespaces). Classes and structures that are not
built upon an already defined class or structure do not need an EXTENDS-part.

2.5.4 Namespaces
The term namespace signifies a set of (unequivocal) names. Each modeling element (data model, topic,

class element), as well as all meta data-baskets provide their respective namespace for their name
categories (type name, part name, meta object name).

Modeling elements exist on three hierarchy levels:

o Model (MODEL is sole modeling element at top level)
e Topic (TOPIC is sole modeling element on this level)
e Class elements are CLASS, STRUCTURE, ASSOCIATION, VIEW and GRAPHIC

Meta data-basket names give access to meta objects (cf. chapter 2.10 Dealing with meta objects).

There are three name categories that contain the following names:

e Type names are abbreviations (names) of units and the names of functions, line types, domains,
structures, topics, classes, associations, views, graphics, baskets.

e Part names are the names of run time parameters, attributes, rules for drawing, parameters, roles
and basic views.

o Meta object-names are the names of meta objects. They only exist within meta data-baskets.
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Whenever a modeling element extends another, all names of the base modeling element will be added to
its namespaces. In order to avoid misunderstandings modeling elements take over the name of the
superior modeling elements in accordance with the name category. A name locally defined within the
modeling element may not collide with a name that has been transmitted unless it is specifically termed
as an extension (EXTENDED).

If you want to reference description elements of the data model, their name is usually to be qualified, i.e. it
has to be indicated with preceding model and topic name. Unqualified it is possible to use the names of
the namespaces of the respective modeling element.

2.6  Attributes

2.6.1 General comments concerning attributes

Its name and its type define each attribute. In brackets (rule Properties) characteristics of inheritance can
be defined. Whenever an attribute is an extension of an inherited attribute, this must be explicitly
indicated with EXTENDED. If the domain of this attribute is abstract, the attribute must be declared
ABSTRACT. A numeric attribute (cf. chapter 2.8.5 Numeric data types) can be defined as a subdivision
(keyword SUBDIVISION) of its also numeric predecessor-attribute (e.g. minutes as a subdivision of
hours). Such a predecessor-attribute must be a whole number and the domain of the subdivision must be
positive. If the subdivision is continuous (keyword CONTINUOUS), then the difference of the doomain
limits must be in keeping with the factor between the unit of the attribute and the unit of the predecessor-
attribute. If a reference system has been defined with regard to a subdivision it must tally with the system
of a direct or indirect predecessor-attribute. However no INTERLIS-Compiler or runtime system will have
to check this fact.

Syntax rule:

AttributeDef = [ [ 'CONTINUOUS ] 'SUBDIVISION ]
Attribute-Nane Properti es<ABSTRACT, EXTENDED, FI NAL, TRANSI ENT>

"' Attr TypeDef
[ ":=" Factor { ',' Factor } ] ';'

If the attribute value has been determined by means of a factor (cf. chapter 2.13 Expressions), its result
type must be compatible with the defined attribute, i.e. it must either feature the same domain or an
extended, i.e. specialized domain. Within the scope of views — especially in the case of unions and view
extensions (cf. chapter 2.15 Views) — it is possible to determine several factors and in additional view
extensions further factors can be added yet. It is the last factor (base first, extension following) with
defined value that is valid. Attributes, that have been determined by means of a factor and that are only of
significance within other factors, should be excluded from any data transfer and should be signalized as
transient.

In extensions it is possible to override an attribute by the following means:

e Limited domain.
e A constant out of the required domain. Such a definition is implicitly final, i.e. it can no longer be

overridden.
e A factor, if the type of result would be admissible as extension of an attribute. Could still be
overridden.
Syntax rules:
AttrTypeDef = ( ' MANDATORY' [ AttrType ]
| AttrType
| ( ( "BAG | "LIST ) [ Cardinality ]

OF' RestrictedStructureRef ) ).
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Domai nRef
Ref erenceAttr

AttrType = ( Type
I
|
| RestrictedStructureRef ).

Ref erenceAttr = 'REFERENCE' 'TO
Properti es<EXTERNAL> RestrictedCl assOr AssRef .

RestrictedCl assOr AssRef = ( ClassOrAssoci ati onRef | ' ANYCLASS' )
[ "RESTRICTION ' (' ClassOrAssoci ati onRef
{ ";" ClassOrAssociationRef } ")' .

Cl assOr Associ ati onRef = ( ClassRef | AssociationRef ).

RestrictedStructureRef = ( StructureRef | 'ANYSTRUCTURE' )
[ "RESTRICTION ' (' StructureRef
{ ';' StructureRef } ")' ].

RestrictedCl assOr StructureRef = ( ClassOrStructureRef | ' ANYSTRUCTURE' )
[ "RESTRICTION ' (' CassOrStructureRef
{';'" ClassOrStructureRef } ")"' ].

Within the scope of extensions it is permissible to indicate only MANDATORY. In this case the already
defined attribute type is valid. However it is strictly required that the value be defined.

2.6.2 Attributes with domain as type
Direct type definition (rule Type) and the use of already defined domains (rule DomainRef) are
conceivable as types of attribute. Various possibilities are listed in chapter 2.8 Domains and constants.

2.6.3 Reference attributes

By using a reference attribute we create a reference to another object. Reference attributes are only
admissible within structures. A structure, which directly or indirectly (via sub-structures) contains
reference attributes, cannot be extended to a class. Links between independent objects hawe to be
defined by means of proper relationships (cf. chapter 2.7 Proper relationships).

Classes, whose elements are in consideration for reference, may be concrete or abstract object or
relationship classes, but not structures (since these are dependent objects). All concrete classes some in
question, provided they correspond to the listed primary class, resp. one of the listed restricting
(RESTRICTION TO) classes (class itself or one of its subclasses). On all restriction levels (initial
definition or steps of extension) all classes that are still admissible must be listed. Each class defined as a
restriction must be subclass of a class hitherto admissible. However such a class is only admissible if it
belongs to the same topic as the reference attribute or to a topic the referenced topic is depending on
(DEPENDS ON). If it is required that the reference may refer to the object of a different basket of either
the same or a different topic (prerequisite: DEPENDS ON), the property EXTERNAL must be indicated. In
extensions it is possible to omit and thus exclude this property, however it cannot be added. Unless the
reference attribute has been declared abstract, there must be a minimum of one admissible concrete
subclass.

2.6.4 Structure attributes

Values of structure attributes are composed of one (neither LIST nor BAG required) or several
(admissible number within the scope of the cardinality indicated) ordered (LIST) or disordered (BAG)
structural elements. Structural elements have no OID, exist only in connection with their main object and
can only be found by passing via the former. Their composition is a result of the indicated structure (rule
RestrictedStructure Ref).
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Structure attributes can be defined with concrete or abstract structures. On principle all structures (but not
all classes) are suitable for concrete structure elements, provided they correspond to or extend the
structures listed as primary or restricting (RESTRICTION TO). No further information is necessary for the
structures of a current topic. Structures of all other topics will only be taken into consideration if they,
resp. a basic class also defined within this other topic, are explicitly listed in the definition of the structure
attribute as a primary or restricting structure. At each restriction level (primary definition or extensions) all
structures still admissible have to be listed. Each structure defined as an extension must be an extension
of a hitherto admissible structure.

If the structure of a structure attribute is arbitrary (ANYSTRUCTURE) or if no structure can be found that
complies with the definition, then the structure attribute must be declared as abstract, provided it is
mandatory or if its minimal cardinality is greater than zero. If structures are defined as formal function
arguments (cf. chapter 2.14 Functions), then paths to structure elements or to objects come into question
as current arguments. Moreover through ANYSTRUCTURE all structure elements and all objects are
compatible.

An ordered sub-structure (LIST) may not be extended by a disordered sub-structure (BAG). The same
rules as with relationships apply to cardinality (cf. chapter 2.7.3 Cardinality).

2.7 Proper relationships

2.7.1 Description of relationships

Proper relationships (as opposed to reference attributes (cf. chapter 2.6 Attributes) are described as
independent constructs. However they largely have the same properties as classes. For instance they
themselves can feature local attributes and consistency constraints. The association name may be
omitted. In this case it will be implicitly composed with the role names (starting with the first, then second,
etc.). Nevertheless the most important property of a relationship consists in the listing of at least two roles
with their assigned classes or relationships (same rules apply as with reference attributes, (cf. chapter
2.6.3 Reference attributes) and details such as force of relationship and cardinality. Role names should
typically be nouns. They may but do not have to tally with the names of the assigned classes or
relationships. However the relationship to be defined may not be an extension of a relationship thus
assigned. It is also possible to alternatively assign different classes or relationships to one role. Such an
alternative class or relationship may not be an extension of another alternative class or relationship of the
same role.

Example of a relationship between the class K on the one side, and the classes K or L on the other:

ASSOCI ATION A =
—_ K:
KL —- K OR L;
END A;

On principle relationships can be extended in the same way as classes. In order to ensure that the
significance of the relationship is clear and constant, no additional roles may appear in extensions.
However it is possible to restrict the classes or relationships assigned as well as the cardinality. Roles
unchanged must not be listed.

Example as to how the relationship A to A1 can be specialized, when only on one hand references to K1
(a subclass of K) and to K, L1, L2 (subclasses of L) on the other are admissible:

ASSOCI ATI ON Al EXTENDS A =
K (EXTENDED) —- Ki;
KL (EXTENDED) —- K OR L RESTRICTION (L1, L2);
END Al;

www.interlis.ch, info@interlis.ch 33



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

Hence an object of class K1 can either be related via a relationship A with objects of the classes K or L
(admissible, since K1 is a subclass of K) or via a relationship A1 with objects of the classes K, L1 or L2. If
furthermore we would like to make sure that an object K1 within the role K can only enter into a
specialized relationship Al(as opposed to the general relationship A), then the role K has to be signalized
as hiding (HIDING).

ASSOCI ATI ON A1 EXTENDS A =

K (EXTENDED, H DING) —- Ki;
KL (EXTENDED) —- K OR L RESTRICTION (L1, L2);
END Al;

However this is only admissible if for K1 no other relationships as extensions from A have been defined
where the role K has not been signalized as hiding.

Syntax rules:

Associ ati onDef = ' ASSOCI ATION' [ Associ ati on- Name ]
Pr operti es<ABSTRACT, EXTENDED, FI NAL, O D>
[ ' EXTENDS' Associ ationRef ]
[ "DERIVED 'FROM RenanmedVi ewabl eRef ] '='
[ ('AOD 'AS ODDominRef | "NO 'OD ) ';' ]
{ Rol eDef }
[ "ATTRIBUTE' ] { AttributeDef }
[ "CARDI NALITY' '=' Cardinality ";" ]
{ ConstraintDef }
"END [ Association-Nane ] ';'.

Associ ationRef = [ Mdel-Nane '.' [ Topic-Nanme ] 1 Associ ation-Namne.

Rol eDef = Rol e- Name Properti es<ABSTRACT, EXTENDED, FI NAL, HI DI NG,
ORDERED, EXTERNAL >

('"--"| "-<>" | '"-<#> ) [ Cardinality ]
RestrictedCl assOrAssRef { 'OR RestrictedC assOr AssRef }
[ ":=" Role-Factor ] ';'
Cardinality ="'{" ( '*" | PosNumber [ '.."' ( PosNumber | "*" ) 1 ) '"}'.

The association reference between objects may be considered as an independent object (association
reference). Primarily all roles for the references to reference objects will be stated on this association
reference (they all have to be defined!). Without further information this association reference will be
identified through the references to the objects connected by the association reference. Between these
objects only such an association reference will be admissible. Multiple association reference among the
same object combination is only admissible if a cardinality with upper limit greater than one is explicitly
required for the relationship (CARDINALITY). In this case an object identification (by means of Property
OID) is also required. If an object identification of its own is required, then the relationship itself can again
be used as a reference in roles.

If you strive to achieve compatibility with INTERLIS 1, only define relationships with two roles and do not
exceed maximal number of cardinality of a role greater than 1.

Normally concrete relationships between objects must be established explicitly by means of an
application and subsequently be fixed as instances by the processing system. A relationship can also be
derived from a view without being instanced (DERIVED FROM). Such a relationship can be an extension
of an abstract relationship, but cannot be abstract itself. If it is extended, the extension must build upon
the same view or upon one of its extensions. One object path has to be indicated (cf. chapter 2.13
Expressions) which designates a class or association corresponding to the role. The cardinality must be
in accordance with the performance of the view. This however can only be checked during run time.
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A typical case of an application might be the derivation of a relationship from its geometrical conditions:
within a view (union) which is referred to in the association and based upon the geometry of the real
estates they are situated on, e.g. buildings are brought in relation with these estates (cf. chapter 2.15
Views).

2.7.2 Force of relationship

In accordance with UML we distinguish different forces of relationship. In order to explain these we mainly
describe the influence the force of relationsphip possesses when copying or deleting objects. For
INTERLIS 2 however only the deleting of objects (due to incremental update) is of consequence. In
addition there are other considerations that influence the force of relationship. Above all it is up to the
individual software to set more refined forces of relationship or even other criteria for the processing of
certain operations.

e Association: The objects concerned are loosely connected. If one of the objects is copied, the copy
is connected to the same objects as the original. If an object is deleted, the relationship is deleted
at the same time, however the object itself remains. Syntactically we indicate --' with all roles.

e Aggregation: There is only a feeble relationship between the entirety and its parts. Aggregations
are only permitted in relationships with two roles. Syntactically the role that leads to the entirety
must be indicated with a rhombus (-<>). The role that leads to the part is defined with --'. An object
class may appear in several aggregations in the role of a part. Hence to a certain object of a part
there can be assigned different objects of the entirety. As opposed to associations, when making a
copy of the entirety corresponding copies of the parts are established. Since within the scope of
INTERLIS 2 the copying of objects is without significance, INTERLIS 2 treats aggregations much
as associations.

e Composition: A strong relationship exists between the entirety and its parts. An object class may
appear in the part-role in more than one composition. However only one entirety may be assigned
to a certain part-object. When deleting the entirety its parts are likewise deleted. The role that leads
to the entirety is indicated with a filled rhombus (-< #>).

Associations can be extended to aggregations, these can be extended to compositions, but the reverse is
not permissible.

2.7.3 Cardinality

Cardinality defines the minimum and maximum number of permissible objects, where only one value is
indicated minimum and maximum are the same. If for the maximum an asterisk replaces the number,
there is no upper limit for the number of sub-objects. The indication of cardinality with {*} is the equivalent
of {0..*}. If there is no indication of cardinality then normally {0..*} is in force. With composition roles only
{0..1} or {1} are admissible (one part can only belong to one entirety). Where there is no indication {0..1}
is in force.

In Extensions cardinality can only be restricted but not extended. Hence if in the first place a cardinality of
{2..4} has been indicated, an extension cannot declare {2..5}, {7} or {*}. If in extended attributes the
indication of cardinality is omitted, it means that the inherited value has been taken over.

Depending on the form of application, cardinality has the following significance:

e With sub-structures: number of admissible elements.

e With roles of relationships: Number of objects corresponding to one role which via the relationship
can be assigned to an arbitrary combination of objects that correspond to the other roles.

e With the relationship as a whole: Number of association references for an arbitrary combination of
objects in accordance with all roles of the relationship.
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2.7.4 Ordered relationships

If you want to achieve that a relationship, from the viewpoint of a certain reference class, is set up in a
certain order, this property (ORDERED) has to be required within the role. This order is defined when
establishing the relationship and has to be maintained throughout all transfers.

2.7.5 Relationship access

Relationship access (AssociationAccess) means the possibility, from the viewpoint of one object, to
navigate to the association references and further on to the reference objects in accordance with a
relationship. Relationship accesses need not be defined; they originate in the definition of a relationship
for all classes assigned via roles, which have been defined in the same topic as the relationship. If a class
inwlved in a relationship has been defined in a different topic (topic-spanning relationship), or if it ought
to be permitted that a reference object corresponding to this role can be found in a basket other than the
one of the association reference, this fact has to be stated specifically with the role (EXTERNAL, cf.
chapter 2.7.1 Description of relationships and chapter 2.6.3 Reference attributes). Then this class will not
be supplied with relationship accesses. This property will be defined within the basic definition of a
relationship and cannot be modified within an extension. If a role refers to a class inherited from the
inherited topic, then relationship accesses out of this class are only permitted if this class has been
extended within the current topic of the same name (EXTENDED). This restriction prevents from being
modified subsequently (i.e. out of the scope within which it had originally been defined).

Relationship access will be transmitted to subclasses, unless this is ruled out for a role of an extended
relationship by means of the requirement (HIDING).

Relationship accesses are of significance for all path descriptions (cf. chapter 2.13 Expressions).

2.8 Domains and constants

Different aspects are linked to the idea of a domain. Primarily a data type has to be defined. INTERLIS
data types are independent of their implementation. That is why we do not speak of integer or real for
example, but simply of numeric data types (cf. chapter 2.8.5 Numeric data types).

Once the data type has been determined, further specifications can be necessary or possible, depending
on the data type in question. If a domain definition is yet incomplete (e.g. the length is lacking with a string
domain), it has to be declared as abstract (key word ABSTRACT, rule Properties).

Domains can be — as other constructs — inherited and thereafter extended, provided they have not been
defined FINAL. In such a case the basic principle that extended definitions must always be compatible
with their base definition, is of great importance. Thus in domains, extensions (keyword EXTENDS) really
are specifications, resp. restrictions. The keyword EXTENDED (rule Properties) is not admissible. In the
interest of readability we suggest that parts of definitions in base domains (such as measure units) be
repeated in the extension, even if they are unchanged. Example:

DQOVAI N
Text (ABSTRACT) = TEXT; I'l abstract donain
CGenName EXTENDS Text = TEXT*12; I'l concrete extension
SpezNane EXTENDS GenName = TEXT*10; !! ok
SpezNane EXTENDS GenNanme = TEXT*14; !! false, since inconpatible

An important issue in the definition of domains is whether the value "undefined" belongs to the domain or
not. Without any specific indication it does form a part, yet it is possible to demand its exclusion, i.e. an
attribute with this domain must always be defined (keyword MANDATORY). MANDATORY alone is only
admissible in extensions.

When defining the attribute of a class or structure (and only then), MANDATORY may occur if the domain
has been declared FINAL and consequently ought not to be restricted any further.
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Syntax rules:

Domai nDef = ' DOVAI N
{ Domai n- Narme Properti es<ABSTRACT, FI NAL>
[ ' EXTENDS' Dommi nRef ] '='
( ' MANDATORY' [ Type 1 | Type ) ';' }.

Type = ( BaseType | LineType ).
Domai nRef = [ Model-Nane '.' [ Topic-Name '.' ] ] Donmi n-Nane.

BaseType = ( Text Type
| EnurerationType

| EnumTreeVal ueType

| Alignment Type

| Bool eanType

| NunmericType

| FormattedType

| Coordi nat eType

| O DType

| Bl ackboxType

| ClassType

| AttributePathType ).

In comparison operations (cf. chapter 2.13 Expressions), attribute values can also be compared with
constants. These are defined as follows:
Constant = ( ' UNDEFI NED
| NunericConst
| Text Const
| FormattedConst
| Enurnerati onConst
| Cl assConst
| AttributePat hConst ).

Every data type defines its own specific constants.

2.8.1 Strings
The term ,string’ depicts a series of symbols of maximum length. All the symbols supplied must be clearly
defined (cf. appendix B Symbol table).

Within the data type MTEXT you will find the symbols ‘carriage return' (#xD), 'line feed' (#xA) and
'‘Tabulator' (#x9), as opposed to the domain of the data type TE XT.

With the data type string (TEXT), it is primarily the length of the string that is of interest. Depending on the
form of definition, it is indicated explicitly or implicitly. In its explicit form (TEXT*...), the maximum length is
determined in number of symbols (exceeding 0). If only the keywords TEXT or MTEXT are indicated, the
number of symbols is unlimited. Within the scope of an extension its length can be shortened
(lengthening would lead to a domain no longer compatible with the basic domain).

An INTERLIS string length features the number of symbols as perceived by the user, but not the
maximum number of memory storage spaces a system would need for the representation of such a
string. Strings whose length is zero are considered to be undefined.

Note: In connection with INTERLIS the length of a string is defined as the number of those symbols
which, according to Unicode-Standard, possess the canonical combination class n°® 0, after the string has
been put into its canonically decomposed form of Unicode (see www.unicode/org./unicode/reports/trl5/).
Thus a string consisting of <LATIN CAPITAL LETTER C WITH CIRCUMFLE X><COMBINING CEDILLA>
possesses the length 1, the same as the equivalent string <LATIN CAPITAL LETTER C>< COMBINING
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CIRCUMFLEX ACCENT><COMBINING CEDILLA>. According to the definition above, ligatures for "fI" or
"ffi* possess the length 1. However we advise you against using such representation forms for string
attributes.

The name string type (keyword NAME) defines a domain that corresponds exactly to the one of
INTERLIS-names (cf. chapter 2.2.2 Names). It is applied in the predefined class METAOBJECT and
above all in the classes for reference systems, as well as symbols (cf. chapter 2.10.3 Reference systems
and chapter 2.16 Graphic descriptions), because that is where data attributes have to coincide with
description elements of models.

URI (Uniform Resource Identifier) represents a further string type, e.g. http-, ftp- and mailto-addresses
(see paragraph 1.2 in internet standard IETF RFC 2396 at www.w3.orq). The length of a URI in
INTERLIS is limited to 1023 symbols and hence corresponds to the following definition:

DOVAI N
URI (FINAL) = TEXT*1023; !! ATTENTION: according to | ETF RFC 2396
NAME (FINAL) = TEXT*255; !! ATTENTION: according to chapter 2.2.2 Nanes
Syntax rules:

"TEXT" [ '*'" MaxLength- PosNunber ]
" NAVE'

Text Type = ( ' MIEXT" [ '"*' MaxLengt h- PosNunber ]

|

|
| "URI" ).

Text Const = String.

2.8.2 Enumerations

By means of an enumeration, all values admissible for this type are determined. However an enumeration
is not simply linear, but features a tree-like structure. The leaves of this tree (but not its knots) form the
set of admissible values. Example:

DOVAI N
Colors = (red (dark_red, orange, crinson),
yel | ow,
green (light_green, dark_green));

Produces the following admissible values — described by means of constants:

#red. dark_red #red. orange #red. crinson #yellow #green.li ght_green #green.dark_green
A subdivision level is indicated in brackets (). The element names of each subdivision level must be
unequivocal. You are at liberty to choose whatever tree depth seems convenient.

In an ordered enumeration (keyword ORDERED), the sequence of elements is clearly defined. If the
enumeration is circular (keyword CIRCULAR), the sequence of elements is defined as if the enumeration
were ordered. Moreover it is stated that the last element will again be followed by the first.

i e

/n]ad\ yellow green
dark _red orange crimson light green dark_green

Figure 8: Example of an enumeration.
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Besides the enumeration definition in its strictest sense it is also possible to define a domain that will
comprise as admissible values all leaves and nodes of an enumeration definition (ALL). Hence it is
possible to assign to such an attribute the value of an attribute of its fundamental enumeration definition.

Examples
DOVAI N
Position = (bottom center, top) ORDERED,
Weekdays = (Wor ki ng days (Mnday, Tuesday, Wednesday,
Thursday, Fri day, Saturday),
Sunday) C RCULAR,
Val uesO Wekdays = = ALL OF Weekdays;
Syntax rules:
Enunerati onType = Enuneration [ 'ORDERED | 'ClI RCULAR ].

Enumlr eeVal ueType = ' ALL' ' OF' Enunerati on- Domai nRef .

Enuneration = ' (' EnunElement { ',' EnunElement } [ ':' '"FINAL'" ]
| "FINAL" ")".
EnunEl ement = EnumEl enent - Name { '.' EnunEl ement-Nane } [ Sub-Enuneration].
Enuner ati onConst = '#' ( EnunEl ement-Name { '.' EnunEl emrent - Name }
[ '.' "OTHERS' ]
| ' OTHERS' ).

Within the scope of new definitions of enumerations (primary definitions, supplementary elements of
extensions), the EnumElement may only consist of one name. Several names are only admissible in
order to identify a prevailing enumeration element for an extension.

On the one hand enumerations can be extended by defining sub-enumerations for leafs of hitherto
existing enumerations (in other words enumeration elements which do not feature sub-enumerations). In
the extended definition former leaves now become knots for which no values may be defined.

On the other hand each individual part-enumeration in extensions can be supplemented with further
elements (knots or leaves). Thus the basic enumeration comprises besides the elements mentioned more
potential elements that will only be defined in extensions. At basic level such potential values can be
approached via the value OTHERS in expressions, function arguments and symbol assignations (cf.
chapter 2.13 Expressions, chapter 2.14 Functions and chapter 2.16 Graphic descriptions). However
OTHERS is no admissible value within the scope of the class that the object belongs to. The possibility to
add supplementary elements of enumeration in extensions can be restricted by declaring the patrtial
enumeration as final (FINAL). This is done either after the last element listed or within the scope of an
extension even without adding new elements.

Circular enumerations (keyword CIRCULAR) cannot be extended.

DOVAI N
Col or = (red,
yel | ow,
green);

Col or Pl us EXTENDS Col or = (red (dark_red, orange, crinson),
green (light _green, dark_green: FINAL),
bl ue);
Col or Pl usPl us EXTENDS Col orPl us = (red (FINAL),
blue (light_bl ue, dark_blue));

for Color Plus this results in the following admissible values — described via constants:

#red. dark_red #red. orange #red. crinson #yellow #green.|i ght_green #green.dark_green
#bl ue
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and for ColorPlusPlus:
#bl ue. | i ght _bl ue #bl ue. dar k_blue instead of #blue

By indicating FINAL with the shades of green in ColorPlus it is not admissible to define further shades of
green in ColorPlusPlus. FINAL in the subdivision of red in ColorPlusPlus prevents the addition of more
varieties of red in possible extensions of ColourPlusPlus.

2.8.3 Text orientation

For the processing of plans and maps text positions must be determined. It has to be stated which point
of the text the position corresponds to. The horizontal alignment determines whether the position is
situated on the left hand or right hand margin or in the center of the text. The vertical alignment
determines the position in the direction of the text size.

The distance between cap and base corresponds to the size of capital letters. Descenders are placed in
the area base-bottom.

Horizontal and vertical alignment can be understood to signify the following, predefined enumerations:

DOMVAI N
HALI GNVENT ( FI NAL)
VALI GNVENT ( FI NAL)

(Left, Center, R ght) ORDERED;
(Top, Cap, Half, Base, Bottomnm) ORDERED;

Syntax rule:
Ali gnment Type = ( ' HALI GNMENT' | ' VALI GNMENT' ).

Top
Cap
— — Half
— Basa

T T Bottom
Lesfl Cenler Right

Figure 9:  Text orientation horizontally (HALIGNMENT) and vertically (VALIGN MENT).

2.8.4 Boolean
The type Boolean features the values true and false. It can be interpreted as the following predefined
enumeration:

DOVAI N
BOOLEAN (FINAL) = (false, true) ORDERED;

Syntax rule:
Bool eanType = ' BOOLEAN .

2.8.5 Numeric data types

The most important information in connection with numeric data types are the minimum and maximum
value including number of decimals, as well as the scaling factor. Additionally it can be indicated that the
type is circular (keyword CIRCULAR), i.e. that in the last significant digit the maximum value increased by
1 and the minimum value technically have the same meaning (e.g. with angles 0 .. 359 degrees). If the
attribute has been defined as a continuous subdivision of the predecessor attribute (cf. chapter 2.6.1
General comments concerning attributes), the type has to be defined as circular. If the indication of
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minimum and maximum value should be missing (keyword NUMERIC), the domain is regarded as
abstract.

DOVAI N
Anglel = 0.00 .. 359.99 CRCULAR [degree]; !! correct
Angle2 = 0.00 .. 360.00 CRCULAR [degree]; !! syntactically correct, but

I'l technically false, since 360.01
I'l subsequently corresponds to the
'l mnimal value 0. 00

The number of digits must coincide in minimal and maximum value. By means of scaling it is possible to
describe float-numbers, but then the minimum as well as the maximum value have to be indicated in
mantissa type number representation, i.e. starting with zero (0) and followed by a decimal point (.) the first
digit after the decimal point must differ from zero (0). The scaling of the minimum value must be inferior to
the scaling of the maximum value. However the notation of minimum and maximum value in no way
qualifies as an indication on how to transfer these values (if the domain is defined with 000 .. 999 this
does not mean that the value 7 is transferred as 007). Float-numbers are the exception to this rule. These
are to be transferred in mantissa type number representation and with scaling.

With extensions the minimum, resp. maximum values can only be restricted. Thus the numeric range
becomes smaller. Observe the following situation:

DOVAI N
Normal = 0.00 .. 7.99;
Exact EXTENDS Nornal = 0.0000 .. 7.9949; I'l correct, since Nornal
I'l is also representable
Exact EXTENDS Normal = 0.0000 .. 7.9999; I'l false, since rounded

I'l outside of Nornal

In order to explain more clearly the significance of a value, a measure unit can be indicated (cf. chapter
2.9 Units). Abstract measure units are only admissible as long as the domain itself remains undefined
(keyword NUMERIC).

The following rules apply for extensions:

e If a concrete base domain features no measure units, then none may appear in extensions.

o Where the base domain employs an abstract measure unit, only such measure units may be used
in extensions, as are extensions of the aforesaid measure unit.

o Where the base domain employs concrete measure units, they cannot be overridden in extensions.
Examples:

UNIT
foot [ft] = 0.3048 [n];

DOVAI N
Di stance ( ABSTRACT) = NUMERI C [Length];
Meter Di st (ABSTRACT) EXTENDS Distance = NUMERIC [ ni;
Foot Di st ( ABSTRACT) EXTENDS Di stance = NUMERIC [ft];
Short Meter s EXTENDS MeterDist = 0.00 .. 100.00 [m];
Short Feet EXTENDS FussDi st = 0.00 .. 100.00 [ft];
Short Feet2 (ABSTRACT) EXTENDS ShortMeters = NUMERIC [ft]; !'! false: mvs. ft

A scalar system (cf. chapter 2.10.3 Reference systems) can be attributed to a numeric domain.
Thereafter the values refer to the zero point determined by the scalar system. Consequently, they are
absolute values in this scalar system. If in the class of the scalar system the unit is not ANYUNIT, such a
unit has to be indicated with the numeric data type as will be compatible with the reference system. With
regard to a reference system you may indicate the axis referred to by the values. The unit indicated must
be compatible the unit of the corresponding axis. Where this information is omitted, the reference is not
specified but ensues from the subject (e.g. if you refer to an ellipse when stating a height, elliptic heights
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are meant). If you refer to a different domain, the same reference system should be applicable as in the
former. In this case the indication of the axis may only be omitted where numeric domains are concerned.
With a coordinate domain, the indication of the axis is obligatory. The indication of reference systems
cannot be changed in extensions.

If the numeric value represents an angle, its orientation can be determined. In the case of directions it can
be specified which coordinate system they refer to (defined by its coordinate domain). Thus both zero
direction (azimuth) and sense of rotation are known (cf. chapter 2.8.8 Coordinates). This indication cannot
be changed in extensions.

Besides decimal numbers two more numbers are defined as numeric constants: pi (keyword PI) and e —
base of the natural logarithm (keyword LNBASE).

Syntax rules:
NurrericType = ( Mn-Dec '..' Max-Dec | '"NUMERIC ) [ 'CIRCULAR ]
[ '[" UnitRef "]" ]
[ ' CLOCKW SE' | ' COUNTERCLOCKW SE' | RefSys ].

Ref Sys = ( '{' RefSys-MetaCbjectRef [ '[' Axis-PosNunmber ']1' ] '}
| '<' Coord-DomainRef [ '[' Axis-PosNumber "]' ] "> ).

DecConst = ( Dec | 'Pl' | 'LNBASE ).

NumericConst = DecConst [ '[' UnitRef "]' ].

2.8.6 Formatted domains

Formatted domains are based on structures and use their numeric and formatted attributes within one
format. On the one hand this format serves the data exchange (cf. chapter 3.3.11.5 Coding of formatted
domains), on the other hand the definition of both lower and upper limit of the domain.

Syntax rules:
Formatt edType = [ ' FORMAT' 'BASED 'ON StructureRef FormatDef ]
[ Mn-String '.." Max-String ]
| ' FORMAT' FormattedType- Donmai nRef
Mn-String '.." Max-String.
FormatDef = ' (' [ 'INHERI TANCE ]

[ NonNum String ] { BaseAttrRef NonNum String }
BaseAttrRef [ NonNum String ] ')'.

BaseAttrRef = ( NumericAttribute-Name [ '/' |ntPos-PosNunber ]
| StructureAttribute-Name '/' Fornmatted-Domai nRef ).

For matt edConst = String.

Primarily a basic definition of a formatted domain defines the structure it is built upon and the format
which is being used. In addition it is possible to define both lower and upper limit of the domain. They may
not extend the limits defined by the structure.

Within the scope of an extension it is possible to refer to an extension of the original structure, to
supplement the format (the inherited part must figure at the beginning and in the interest of clearness it
should be signalized by the keyword INHERITANCE) and to restrict the domain.

On the one hand the format definition may contain constant strings, which do not start with a number (at
the start, at the end or in between the individual attribute references), on the other it may contain direct or
indirect (via structure attributes) attribute references. The attribute reference must either designate a
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numeric attribute or a structure attribute. In the case of a numeric attribute it is possible to define the
number of digits on the left of the decimal point. As a result leading noughts will be introduced if
necessary. The number of decimals will result from the numeric domain. With structure attributes you
must define in accordance with which formatted domain they have to be formatted. The structure must
either tally with the basic structure of the domain or be an extension of it.

2.8.7 Date and time
Whenever indications of date or time do not only consist of one single value (e.g. year, second), we tend
to use formatted domains.

In the interest of compatibility with XML corresponding elements are predefined by INTERLIS:

UNIT
Mnute [m n] = 60 [ | NTERLIS. s];
Hour [ h] = 60 [nin];
Day [d =24 [h];

Month [M EXTENDS | NTERLI S. Tl ME;
Year [Y] EXTENDS | NTERLI S. Tl ME;

REFSYSTEM BASKET BaseTi meSystems ~ T| MESYSTEMS
OBJECTS OF CALENDAR: G egorianCal endar
OBJECTS OF TI MECFDAYSYS: UTC,

STRUCTURE Ti neOrf Day ( ABSTRACT) =

Hours: 0 .. 23 CRCULAR [h];

CONTI NUQUS SUBDI VI SION M nutes: 0 .. 59 CIRCULAR [mn];

CONTI NUQUS SUBDI VI SI ON Seconds: 0. 000 .. 59.999 CIRCULAR [| NTERLI S. s];
END Ti meCf Day;

STRUCTURE UTC EXTENDS Ti meCf Day =
Hour s(EXTENDED) : 0 .. 23 {UTC};
END UTC;

DOVAI N
G egorianYear = 1582 .. 2999 [Y] { G egorianCal endar};

STRUCTURE G egori anDate =
Year: G egorianYear;
SUBDI VISION Month: 1 .. 12 [M;
SUBDI VISION Day: 1 .. 31 [d];
END Gregori anDate;

STRUCTURE G egori anDat eTi me EXTENDS G egori anDate =

SUBDI VI SION Hours: O .. 23 O RCULAR [h] {UTC};

CONTI NUQUS SUBDI VI SION M nutes: 0 .. 59 CIRCULAR [min];

CONTI NUQUS SUBDI VI SI ON Seconds: 0. 000 .. 59.999 CIRCULAR [| NTERLIS. s];
END G egorianDate;

DOMAI N XML.Ti ne = FORMAT BASED ON UTC ( Hours/2 ":" Mnutes ":" Seconds );
DOMAI N XM.Date = FORMAT BASED ON GregorianbDate ( Year "-" Mnth "-" Day );
DOVAI N XM_.Dat eTi me EXTENDS XM_Dat e = FORMAT BASED ON G egori anDat eTi me
( I'NHERI TANCE "T" Hours/2 ":" M nutes
":" Seconds );

Practical example:

CLASS Project =
Start: FORMAT | NTERLI S. XM_Dat eTi me "2000- 01- 01T00: 00: 00. 000" ..
"2005-12- 31T23: 59: 59. 999";
End: FORVAT | NTERLI S. XM_Dat eTi ne " 2002- 01- 01TOO: 00: 00. 000"
"2007- 12-31T23: 59: 59. 999";
END Proj ect;
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2.8.8 Coordinates

Coordinates can be defined one, two or three dimensionally, and hence are either a single digit, double
digits or triple digits. It is permissible to add the second or third dimension only in an extension. For every
dimension the numeric domain, as well as perhaps a measure unit and a coordinate system (including
numbers of axis) must be indicated. Only concrete measure units can be indicated. If no reference
system is indicated and if furthermore measure units are not or as length units, the program system that
implements the model may presume that it is dealing with Cartesian coordinates.

Whenever a rotation definition occurs (keyword ROTATION), it is possible within the scope of definitions
of zero directions (cf. chapter 2.8.5 Numeric data types) to refer to such a coordinate reference system.
The rotation definition determines which axis of the coordinate domain corresponds to the zero direction
and which to the direction of a positive right angle. It may be missing in a concrete coordinate definition
and could be added in an extension.

Any indication concerning definition of axis and rotation cannot be changed in extensions.

DOVAI N
CHCoord = COORD 480000.00 .. 850000.00 [nm {CHLVO3[1]},
60000.00 .. 320000.00 [n] {CH.VO3[2]},
ROTATION 2 -> 1;

In both defined axes the admissible domain is indicated as well as the units and reference system
including the number of axis the coordinates refer to. The actual axes are defined within the reference
system. The rotation definition determines that the zero direction leads from axis #2 to axis #1, in other
words in the Swiss Federal system where value #1 corresponds to east, and value #2 to north, the zero
direction shows north and turns clockwise.

DOMAI N
WGS84Coor d = COORD —90. 00000 .. 90.00000 [Units. Angl e DVB] {WGS84[1]},
0.00000 .. 359.99999 Cl RCULAR [Units. Angl e DVB] {WS84[2] },

-1000.00 .. 9000. 00 [ {WGS84AI t[1]};

Typically geographic coordinates are represented in degrees and refer to an ellipsoid coordinate system
(e.g. CH1901). Then again the altitude is described in meters. It refers to a special ellipse height system
with one axis.

Syntax rules:
Coordi nateType = ' COORD NumericType
[ "," NumericType [ '," NumericType ]
[ "," RotationDef ] ].
Rot ati onDef = ' ROTATI ON' Nul | Axi s- PosNunber '->' Pi Hal f Axi s- PosNumber .

Unless a minimum of one numeric domain is defined (with Numeric Type), the corresponding attribute is to
be defined abstract.

2.8.9 Domains of object identifications

Identifiable objects are always labeled with an object identification. In order to make it clear to the system
what storage has to be supplied and how these object identifications have to be generated,
corresponding domains can be defined and assigned to topics resp. classes (cf. chapter 2.5.2 Topics and
chapter 2.5.3 Classes and structures). For the administration of object identifications, mainly also of
baskets, it makes sense to have ordinary attributes with such domains.

Syntax rule:
O DType = 'O D ( "ANY' | NunericType | TextType ).

INTERLIS 2 itself defines the following OID-domains (cf. appendix A The internal INTERLIS-data model):
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DOVAI N
ANYO D = Ol D ANY;
1320 D =0IDO0 .. 2147483647; !! positive integer values needing 4 Bytes nenory
STANDARDA D = Ol D TEXT*16; 1l ‘according to appendix D
'l (only nunbers and letters are permtted)
UUI DOl D = O D TEXT* 36; Il according to | SO 11578

If ANYOID is used for abstract topics, resp. classes, it is required to expect an object identification whose
exact definition however is to remain open. Otherwise ANYOID can only be used as an attribute domain.
Consequently it is not only the OID itself that belongs to the attribute value, but also the concrete OID
domain.

OID values of textual OID domains must comply with the rules of the XML-ID-type: the first symbol must
be a letter or underscore, followed by letters, numbers, dots, minus sign, underscore; no colons (!), see
www.w3.org/ TR/RE C-xml.

2.8.10 Blackboxes

By using this data type it is possible to model attributes whose contents cannot be specified. The XML-
version describes an attribute with XML-content and the BINARY version a binary content. This type
cannot be refined in extensions.

Syntax rule:
Bl ackboxType = ' BLACKBOX' ( 'XM.' | 'BINARY' ).

2.8.11 Domains of classes and attribute paths
It may make sense that data objects contain references to certain classes and attributes:
Syntax rules:

Cl assType = ( ' CLASS
[ ' RESTRICTION ' (' Viewabl eRef

{ ';' ViewableRef } '")' ]
| ' STRUCTURE'
[ "RESTRICTION ' (' CassO StructureRef
{ ';" ClassOrStructureRef } ")' ] ).

AttributePat hType = ' ATTRI BUTE'
[ "OF" ( ClassType-AttributePath
| '@ Argument-Nane ) ]
[ "RESTRICTION ' (' AttrTypeDef
{ ";" AttrTypeDef } ")" ].

Cl assConst = '>' Vi ewabl eRef.

AttributePathConst = '>> [ ViewableRef '->'" ] Attribute-Nane.

By indicating structure any structure or class, by indicating class (also permissible as extension of
STRUCTURE) any class (but no structures) are admitted. If only certain structures, resp. classes and
their extensions are to be admitted, these have to be listed (RESTRICTION). In extensions all admissible
structures, resp. classes have to be listed again. They cannot contradict the basic definition. As soon as
such restrictions have been defined, STRUCTURE no longer can be extended by CLASS.

By means of indicating ATTRIBUTE a certain attribute path type is admitted. It may be stated that it
should belong to a class (not a subclass!) in accordance with another definition (OF). It is possible to refer
either to a ClassType-Attribute or as in the case of the definition of a function (cf. chapter 2.14 Functions)
to a different argument. Furthermore all possible attribute types can be restricted (RESTRICTION). The
following are suitable as constants: names of the attributes of classes, structures, associations and views.
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The corresponding class name can be stated explicitly or is derived from the context resp. from the
reference to another attribute or another argument (OF).

2.8.12 Line strings

2.8.12.1 Geometry of the line string

Practically a curve segment is a 1-dimensional structure which has no splits, no corners and no double
points of any type (see figures 10 and 11). Curve segments are smooth and unique. Straight line
segments, circle arcs, segments of parabolas and clothoides are examples of curve segments. Every
curve segment has two boundary points (start point and end point, which are not allowed to be identical.
The other points of a curve segment are called inner points. These form the interior of the curve segment.

Exact definition (mathematical terms which are not explained here but whose definition
can be found in textbooks are written "in italics and in quotes"): Curve segment means a
subset of the "3-dimensional" "Euclidian space" (hereafter space for short), which is the
"image set" of a "smooth" and "injective" "mapping" of an "interval" (of the "numerical
straight line"). Start point and end point of the curve segment are the images of the end
point of the interval. Planar curve segment means a curve segment lying in a plane ("2-
dimensional "subspace" of the space).

(I /@

Figure 10: Examples of planar curve segments.

A PAAL DN

Figure 11: Examples of planar sets not being curve segments (a double circle indicates "not smooth"
and a double square "not injective”).

A line string is a finite sequence of curve segments. Except for the first curve segment, the start point of
every curve segment corresponds to the end point of the preceding curve segment. These points are
called control points of the line string. Practically a line string can have multiply used curve segments,
curve segments with common base points, intersecting curve segments and curve segments starting or
ending in the interior of other curve segments (see figures 12 and 13). A simple line string contains no
self-intersection points (see figure 14). In addition, for a closed simple line the start point of the first curve
segment and the end point of the last curve segment are identical.

Exact definition (mathematical terms which are not explained here but whose definition
can be found in textbooks are written "in italics and in quotes"): Line strings means a
subset of the space, which is the "image set" of a "continuous" and "partially smooth" (but

www.interlis.ch, info@interlis.ch 46



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

not necessarily "injective") "mapping" of an "interval" (the so-called characteristic
mapping) and which contains only a finite number of "non smooth points”. A "non smooth
point" is called vertex. With a closed line string start and end point are identical. A line
string, whose characteristic mapping is also "injective”, except for its start and end point
that are identical, is called a simple line string.

JTNAZ0 L

Figure 12: Examples of planar line strings.

AL 4

Figure 13: Examples of planar sets that are notline strings (the double circle means "not continuous”
and the double rhombus "notimage of an interval").

\/@Q/

Figure 14: Examples of (planar) simple line strings.

2.8.12.2 Line strings with straight line segments and circle arcs as predefined curve segments

Line strings exist as directed (DIRECTED POLYLINE) or undirected (POLYLINE) line strings, and may as
well be used within the scope of surfaces and tessellations (cf. chapter 2.8.13 Surfaces and
tessellations).

The definition of a concrete value domain of a line string always requires the specification of the
admissible forms of curve segments by means of enumeration, e.g. straight line segments (keyword
STRAIGHTS), circle arcs (keyword ARCS) or other possibilities (cf. chapter 2.8.12.3 Other forms of curve
segments) and furthermore the indication of the domain of the vertices. Within an abstract value domain
of a line string these specifications may be omitted. The following rules apply for domain extensions:

e A line can only be reduced but not completed by new types.

e The coordinate domain indicated within the scope of a line string value domain must be a
restriction of the coordinate domain of the original line string value domain, provided the latter has
been defined.

Curve segments are always considered an extension of the basic structure ‘LineSegment'. The
coordinate domain applied therein is the same as the one defined in the definition of the line string.
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STRUCTURE Li neSegnent (ABSTRACT) =
Segrent EndPoi nt : MANDATORY Li neCoor d;
END Li neSegment ;

STRUCTURE St art Segnent (FI NAL) EXTENDS Li neSegnent =
END Start Segnent ;

STRUCTURE St rai ght Segnent (FI NAL) EXTENDS Li neSegnment =
END Str ai ght Segnent;

STRUCTURE Ar cSegnment (FI NAL) EXTENDS Li neSegnent =
ArcPoi nt: MANDATORY Li neCoord;
Radi us: NUMERI C [ LENGTH] ;

END Ar cSegnent;

The first curve segment of a line string is always a start segment. The start segment only consists of the
start point itself, which at the same time is the end point of the start segment. The straight-line segment
has an end point and thereby determines a straight from the end point of the predecessor curve segment
to its end point. Both start segment and straight line segment do not require any further specifications.
Thus the corresponding extensions of the LineSegment are void. Two successive vertices
(SegmentEndPoints) may not coincide in the projection.

A circle arc segment describes a curve segment that appears as a true circle arc segment in the
projection. In addition to the end point an intermediate point describes the circle arc segment. It is only of
significance in connection with the geometry. With 3-dimensional coordinates we use linear interpolation
for the height on the circle arc segment. You may imagine this curve as the thread of a cylindrical screw
in perpendicular position on the projection plane. The intermediate point is not a vertex of the line string. It
should be positioned as exactly as possible in the middle between start and end point. Since the
intermediate point is indicated with the same precision as the vertices, the calculated and the effective
radius may differ widely. Whenever the effective radius is indicated it is relevant for the definition of the
arc circle. Then the intermediate point will only determine which of the four possible circle arcs is the one
desired. However even in this case the intermediate point may only differ by 2 units from the trace of the
circle arc calculated from the radius.

It can be required that a string line must be a simple string line, i.e. practically that it neither intersects
itself and above all that multiple use of the same curve segment is impossible (keyword WITHOUT
OVERLAPS). If a circle arc and a straight line (resp. a second circle arc) as successive curve segments
of a line string not only have a common vertex but also a common inner point (definition see above), then
this is also permitted in the case of a simple string line, provided that the circle segment detached from
the straight (resp. the double circle segment detached from the other circle arc) have a height of arrow
smaller or equal the decimal specified after WITHOUT OVERLAPS> (see figure 15a). There are two
reasons for this regulation: On one hand for numeric reasons and because in certain cases small
overlaps in arcs cannot be avoided (tangential arcs). On the other hand, when transferring data that
originally has been registered in graphics even more important overlaps (e.g. of several centimeters)
have to be tolerated, unless one would be prepared to face an enormous workload to repair these
overlaps. Tolerances have to be listed in the same units as vertex coordinates. For numeric reasons it
must be greater than nought. They cannot be overridden and are mandatory in the case of both surfaces
and tessellations.
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Figure 15: a) Height parameter (of arrow) may not exceed the given tolerance; b) inadmissible
overlap of polylines since another vertex is situated between vertex and intersection; ¢) inadmissible
overlap of polylines since there exists no common vertex.

Within the scope of value domain definitions and attribute extensions, undirected string lines can be
extended into directed string lines (cf. chapter 2.8.13.4 Extensibility).

When line strings are directed, their direction always has to be conserved (even when transferring data).

For vertices the value domain of the coordinates is defined. By means of the existence constraint
REQUIRED IN (cf. chapter 2.12 Constraints and chapter 2.13 Expressions) it is further possible to
demand that coordinates may not be arbitrary but have to correspond to the points of certain classes.

If the coordinate type of the vertices is abstract, then the line string has to be declared abstract as well.

Syntax rules:
Li neType = ( [ 'DIRECTED ] 'POLYLINE | 'SURFACE | 'AREA )
[ LineForm] [ ControlPoints ] [ IntersectionDef ]
[ LineAttrDef ].
LineForm = "WTH '(' LineFornifType { ',"' LineFornilype } "')'.

Li neFormlype = ( ' STRAIGHTS' | ' ARCS
| [ Model -Name '.' ] LineFormlype-Name ).

Control Points = ' VERTEX Coor dType- Domai nRef .

I ntersectionDef = 'WTHOUT' ' OVERLAPS' '>' Dec.

In order to be able to assign different attributes to different segments of the boundary where surfaces are
concerned (cf. chapter 2.8.13 Surfaces and tessellations), it is possible to define further attributes for the
actual line string objects (so-called line attributes, rule LineAttrDef only with SURFACE and AREA).
However this does not result in the concept of a clearly defined division of the boundary. From the
conceptual point of view it is insignificant whether subsequent curve segments with equal attribute values
are considered as individual line string objects or as one whole line string (cf. chapter 3.3.11.13 Coding of
surfaces and tessellations). The structure employed for the definition may only feature local attributes and
function calls. When a surface or tessellation attribute for which a line attribute has been defined by
means of structure, is extended, then the extended attribute must either not feature a line attribute or its
structure must be abstract extension of the basic structure. With function calls the resulting type must be
a local attribute.

Syntax rule:
Li neAttrDef = 'LINE ' ATTRIBUTES' Structure-Nane.

2.8.12.3 Other forms of curve segments
Besides straight line segments and circle arcs it is possible to define other forms of curve segments.
Besides their names it also has to be specified according to which structure a curve segment is
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described. These definitions of such curve segments are only admissible within the scope of a contract,
since we may not assume that a system supports any form of curves.

Syntax rule:

Li neFor mTypeDef = 'LINE ' FORM
{ Li neFor mlype- Name

":" LineStructure-Nane ';"' }.
A line structure must always be an extension of the LineSegment as defined by INTERLIS (cf. chapter
2.8.12.2 Line strings with straight line segments and circle arcs as predefined curve segments).

2.8.13 Surfaces and tessellations

2.8.13.1 Geometry of surfaces

In most cases planar surfaces are sufficient for the modeling of geo-data. In addition INTERLIS also
supports planar general surfaces. Practically a planar general surface is limited by one exterior and
possibly by one or several interior boundaries (see figure 20). The boundary lines themselves must
consist of simple line strings that from a geometrical point of view can be combined into closed simple line
strings. Furthermore they must be positioned in such a manner that from any point in the interior of the
surface to any other point in the interior of the surface there exists a way that neither intersects a
boundary line nor contains vertices of a boundary line (see figure 19). As long as this restriction is not
violated, boundaries may meet in vertices. In such situations there are several conceivable possibilities
that would allow dividing the boundary of the surface as a whole into individual line strings (see figure 22).
INTERLIS does not insist on one specific possibility. If such a surface is transferred several times, a
different possibility may occur in each different transfer.

Exact definitions (mathematical terms which are not explained here but whose definition
can be found in textbooks are written "in italics and in quotes"):

Surface element means a subset of the space, which is the "image set" of a "smooth" and
"injective™ "mapping" of a "planar” "regular polygon" (see figures 16 and 17).

Surface means the union F of a finite number of surface elements, which are "connected"
and comply with the following condition: For every point P of the surface there exists a
"neighborhood”, which is a deformation (i.e. a "homeomorph mapping”) of a planar
regular polygon. If point P is a deformation of a boundary point of the polygon, it is called
boundary point of F, otherwise inner point of F. It holds: the "boundary” (i.e. the set of all
boundary points) of a surface is the union of a finite number of curve segments, which
meet only in boundary points (start or end points). A planar surface is a surface being a
subset of a plane. It holds: The boundary of a "simple continuous" planar surface
(graphically speaking: a surface without any holes) is a simple closed line string, a so-
called outer boundary. The boundary of a "n-times continuous" planar surface (graphically
speaking: a surface with n-1 holes) consists of the corresponding outer boundary and n-1
other simple closed line strings (the so-called inner boundaries). The outer boundary and
all the inner boundaries have no common points. A surface part cut out by an inner
boundary is called an enclave (see figures 18, 19 and 20).

A general surface is a surface with an additional finite number of singular points but with
"connected" interior (set of inner points). A point is called singular point if there exists a
deformation of the point together with a "neighbourhood" into a planar propeller set, the
point itself into the center. Propeller set means the union of a finite number of triangle
surfaces meeting at exactly one point called center. Planar general surface means a
general surface being subset of a plane (see figure 21). It holds: There are different
possibilities to compose the boundary of a planar general surface by a finite number of
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closed planar line strings which have a maximum of a finite humber of common points
and each a maximum finite number of double points (see figure 22).

R/?% D

Figure 16: Examples ofsurface elements.

Figure 17: Examples of point sets in space, which are notsurface elements (here a double circle
means "not smooth").

Figure 18: Examples ofsurfaces in the space.

Figure 19: Examples of planar pointsets that are not surfaces (a double circle marks a "singular
point”).

outer boundai
Py ry

inner boundary 1

surface

inner boundary 2
enclave (does not belong to the surface)

Figure 20: Planarsurface with boundaries and enclaves.
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a) b)
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Figure 21: a) Examples of planar general surfaces; b) Examples of planar sets that are not general
surfaces, because their interior is not connected. But these planar sets can be subdivided into general

surfaces).

general surface possibility a possibility b possibility ¢

2 singular points 1 outer boundary 1 outer boundary with 1 outer boundary
2 inner boundaries 1 double point with 2 double points
2 common points 1 inner boundary

1 common point

Figure 22: Different possible subdivisions of the boundary of a general surface.

Along with the definition of (general) surfaces, resp. (general) surfaces of a tessellation we determine
beyond which tolerance curve segments of the boundary may not overlap (for all concrete definitions of
surfaces and tessellations, WITHOUT OVERLAPS must either be directly specified or inherited). With
surfaces prohibition of overlaps, resp. intersection does only apply to curve segments of one individual
line string but to all curve segments of all line strings of the surface boundary. In the case of surfaces of a
tessellation it even applies to all line strings connected with the tessellation. Furthermore and in

accordance with the definition of the (general) surface, line strings that are not part of the boundary of a
(general) surface are excluded.

not allowed

Figure 23: Disallowed boundary configurations for tessellations.
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2.8.13.2 Surfaces

A\

/_[
L/

Figure 24: Individual surfaces (SURFACE).

For surfaces that partially or entirely overlap, i.e. which do not only have boundary points in common, the
geometrical attribute type SURFACE is available (see figure 24). This type is called surface. A surface
consists of one outer and possibly several inner boundaries (around the enclaves). Each boundary
consists of at least one line string. Besides its geometry each line string features the defined attributes
(rule LineAttrDef).

2.8.13.3 Surfaces of a tessellation
Restflache

G4

e g @

Figure 25: Tessellation (AREA).

G1
G2

(Planar) tessellation signifies a finite set of (general) surfaces and environments that cover a layer without
overlaps.

For tessellations the geometrical attribute type AREA is at your disposal.

A maximum of one surface of the tessellation (or exactly one with the additional keyword MANDATORY),
but never its environment, is assigned to the area object. It is not admissible that each of two surfaces of
the tessellation with a common boundary does not correspond to an area object.

Thus each individual area object corresponds to a surface. As a result the same implicit structure applies
to surfaces and to area objects. However additional consistency constraints apply:

e String lines of a tessellation must always be true boundaries. Hence there are no line strings with
the same surface on either side (see figure 23). This is also ruled out by the definition of a surface.

o |If there are defined area objects on either side of a line string, then each curve segment (join
between two vertices) of one area object must in terms of geometry and attributes correspond
exactly to the curve segment of the other area object.

o [If line attributes have been defined for these lines, then they must feature the same values for
coinciding lines of the two neighbouring areas.

Tessellations may not occur within substructures.
In order to be able to refer to line strings of a tessellation as individual objects (and namely as one object

even if the line string is the boundary of two area objects), then AREA INSPECTION is at your disposal
(cf. chapter 2.15 Views).
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2.8.13.4 Extensibility
Surfaces may be extended into areas. The extension of a string line into an area is inadmissible, since
with a surface several string lines have to be expected, whereas the definition of the line string only
implies one line string.

Independent surfaces and surfaces of a tessellation can be extended in two respects:

e When it is 'SURFACE' that is primarily defined and hence overlaps are allowed, this can be
replaced by 'AREA' in extensions, since this will not violate the basic definition.

e Further line attributes can be attached.

2.9 Units

Units are always described as a term and (in [ ] brackets) a contraction. Both term and contraction must
be names. Where the contraction is omitted it is the same as the term itself. Depending on the type of unit
further specifications may follow. In actual use of a unit it is always the contraction that occurs. Hence the
term itself is only of documentary character.

2.9.1 Base units

Base units are meters, seconds etc. They need not be specified any further. However base units can also
be defined as abstract (keyword ABSTRACT), if the unit itself is yet unknown, but the matter described is
clear (e.g. temperature, money). No contraction is assigned to abstract units. Concrete units cannot be
extended.

Examples:

UNIT
Lengt h (ABSTRACT);
Ti me (ABSTRACT) ;
Money ( ABSTRACT);
Tenper at ur e (ABSTRACT) ;
Meter [n] EXTENDS Lengt h;
Second [s] EXTENDS Ti ne;
Swi ssFranc [ CHF] EXTENDS Money;
Cel si us [C] EXTENDS Tenperature;

INTERLIS itself defines the abstract unit ANYUNIT. All other units inherit this directly or indirectly (cf.
chapter 2.10.3 Reference systems). The following units have been defined directly (internally) by
INTERLIS:

UNIT
ANYUNI T ( ABSTRACT) ;
DI MENSI ONLESS ( ABSTRACT) ;
LENGTH ( ABSTRACT) ;
MASS ( ABSTRACT) ;
TI MVE ( ABSTRACT) ;
ELECTR C CURRENT  ( ABSTRACT) ;
TEMPERATURE ( ABSTRACT) ;
AMOUNT _OF_MATTER  ( ABSTRACT) ;
ANGLE ( ABSTRACT) ;
SOLI D_ANGLE ( ABSTRACT) ;
LUM NOUS_I NTENSI TY ( ABSTRACT) ;
MONEY ( ABSTRACT) ;
METER [ nj EXTENDS LENGTH;
KI LOGRAM [ kg] EXTENDS QUANTI TY;
SECOND [ s] EXTENDS TI ME;
AVPERE [ Al EXTENDS ELECTRI C_CURRENT;
DEGREE_KELVIN [ K] EXTENDS TEMPERATURE;
MOLE [ ol ] EXTENDS AMOUNT _OF MATTER
RADI AN [rad] EXTENDS ANGLE;
STERADI AN [ sr] EXTENDS SOLI D ANGLE;
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CANDELA [ cd] EXTENDS LUM NOUS_I NTENSI TY;

Remark: In appendix F Definition of units the most common units have been assembled in an extended
type model.

2.9.2 Derived units
Multiplying or dividing derived units with constants or functions can convert them converted into different
units. Example:

UNIT
Kilometer [kn] = 1000 [ml;
Centineter [cn] =1/ 100 [n];
Inch [in] = 0.0254 [ni; 'l 1 inch equals 2.54 cm
Fahrenheit [oF] = FUNCTION // (oF + 459.67) / 1.8 /] [K];

Data in kilometers have to be multiplied by one thousand to become the equivalent in meters. Data in
inches have to be multiplied by 2.54 to become the equivalent in centimeters. Add 456.67 to data in
degrees Fahrenheit and then divide the result by 1.8 in order to calculate the same temperature in
degrees Kelvin.

A derived unit automatically is considered an extension of the same abstract unit it can be converted into.

2.9.3 Combined units

Combined units (e.g. km per hour) are the result of a multiplication or division of other units (basic units,
derived or combined units). Combined units can also be defined as abstract units. They then must refer
entirely to other abstract units.

The units used in the concrete extension must therefore be a concrete extension of the units appearing in
the abstract definition. Example:
UNIT

Velocity (ABSTRACT) = ( Length / Tinme );
Kil ometer per hour [knph] EXTENDS Velocity = ( km/ h );

Syntax rules:
UnitDef = "UNIT
{ Unit-Name

[ "(" "ABSTRACT' ')'" | '[' UnitShort-Name ']" ]

[ ' EXTENDS' Abstract-UnitRef ]

[ "= ( DerivedUnit | ConmposedUnit ) ] ';' }.
DerivedUnit = [ DecConst { ( "*' | '/' ) DecConst }

| "FUNCTION Explanation ] '[' UnitRef "]'.

ConmposedUnit = '"('" UnitRef { ( "*" | '/" ) UnitRef } ")".
UnitRef = [ Model-Narme '." [ Topic-Name '.' ] ] UnitShort- Name.

2.10 Dealing with meta objects

2.10.1 General comments concerning meta objects
In the sense of INTERLIS 2 meta objects are objects that are of significance within the scope of
descriptions of application models. This is of use in reference systems and graphic symbols.

The construction of reference system objects or symbol objects must be defined with the usual means of
classes and structures in either a REFSYSTEM MODEL or SYMBOLOGY MODEL. Reference system
classes, axis classes, resp. symbol classes must be extensions of the classes COORDSYSTEM,
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REFSYSTEM, AXIS, resp. SIGN supplied by INTERLIS. These again are extensions of the class
METAOBJECT. This class possesses an attribute name that must be unequivocal within the scope of all
meta objects of one basket.

For the description itself of a practical model the meta object as such is not needed. It is enough to know
the name as the representative of the meta object. Nevertheless for a running system as a rule the meta
objects should be known completely, i.e. with all their attributes. Hence it must be clear for any run time
system which basket contains a meta object of a certain name. Before meta objects (resp. their names)
can to be used in models), they have to be declared. In order to achieve this, a basket name is
introduced, the topic presumed is stated, and then (per class) the names of the expected objects are
enumerated (rule MetaDataB asketDef). The basket name can also be defined as the extension of a name
already introduced (EXTENDS). Consequently the corresponding topic must be the same as with the
basic name or an extension of it.

If a meta object is referred to (rule MetaObjectRef) under the extended basket-name, then the name of
the meta object must figure either there or in an inherited definition. Any run time system will first try to
find the meta object in its corresponding basket. If no such meta object is found the search continues in
accordance with the basket-names that have been directly or indirectly inherited. Thus meta objects can
be prepared and refined on several levels. For example to begin with common graphic symbols can be
defined, which later on are refined and supplemented at regional level. How to refer to the concrete
basket depending on the basket-name is up to the run time system employed.

In a translated application model (cf. chapter 2.5.1 Models) a basket-name can be assigned to a concrete
basket that only contains translations (METAOBJECTS_TRANSLATION objects; cf. appendix A The
internal INTERLIS-data model), thereby translating those meta objects that have been introduced by the
corresponding basket in the model taken as a basis. If this model itself is a translation it is also possible to
assign to this basket name a concrete basket that only contains translations. If the model is not a
translation, then the basket name can be assigned a concrete basket that contains no translations (i.e. no
METAOBJECT_TRANSLATION objects.

Syntax rules:
Met aDat aBasket Def

( "SIGN | 'REFSYSTEM ) 'BASKET' Basket - Name
Properti es<Fl NAL>
[ ' EXTENDS Met aDat aBasket Ref ]

' ~' Topi cRef
{ 'OBJECTS' 'OF' Class-Nane ':' MetaCbject-Name
{"'," MetaObject-Narme } } ';"'.
Met aDat aBasket Ref = [ Model-Name '.' [ Topic-Name '.' ] ] Basket-Nane.
Met abj ect Ref = [ MetaDat aBasketRef '.' ] Metaobject- Nane.

If in the current context only one meta data basket name is necessary, the reference to the meta data
basket (MetaDataB asketRef) must not be indicated in the meta object reference.

2.10.2 Parameters

By means of parameters those properties can be designated in the meta model that do not concern the
meta object itself but its use within the application. Their definition is introduced by the keyword
PARAMETER and it is constructed in a manner similar to the definition of attributes.

2.10.2.1 Parameters for reference and coordinate systems
For reference and coordinate systems, resp. their axis only the predefined parameter Unit is admissible.
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If you refer to a reference or coordinate system (rule RefSys) within the definition of a numeric data type
(cf. chapter 2.8.5 Numeric data types) or a coordinate type (cf. chapter 2.8.8 Coordinates), then a unit
must be indicated which is compatible with the unit of the corresponding axis of the coordinate system,
resp. the sole axis of the reference system (cf. chapter 2.10.3 Reference systems).

2.10.2.2 Parameters of symbols

Definitions of parameters of symbols are arbitrary. These parameters correspond to the specifications
(e.g. point symbol identification, position, rotation) that have to be supplied to a graphic system in order to
enable graphic representation. To start with the symbol has to be selected. This is done by defining a
parameter for the reference to the symbol class within which the parameter is defined (METAOBJECT).
Such a parameter of a symbol may also be a reference to another metaobject (METAOBJECT OF). In
both cases a metaobject-reference will be indicated within the application (cf. chapter 2.16 Graphic
descriptions), i.e. both basket reference-name and meta object-name will be indicated. Thus the
respective tool can determine the real basket-identification and meta object-identification.

Besides these special cases of parameters, parameters can be defined in the same way as attributes.

Syntax rule:

Par anet er Def = Paranet er- Nane Properti es<ABSTRACT, EXTENDED, FI NAL>
" ( AttrTypeDef
| ' METAOBJECT' [ 'OF MetaObject-ClassRef ] ) ';'.

2.10.3 Reference systems
Without further specifications numeric values and coordinates indicate differences, they do not have a
defined absolute reference. To achieve this, a coordinate system, resp. a scalar system must be defined.
The model definition will be executed in a REFSYSTEM MODEL. In INTERLIS the following classes are
at your disposal:
CLASS METAGBJECT (ABSTRACT) =
Name: NMANDATORY NAME;

UNI QUE Nane;
END METACBJECT;

STRUCTURE AXI S =
PARAVETER
Unit: NUMERIC [ ANYUNIT ];
END AXI S;

CLASS REFSYSTEM ( ABSTRACT) EXTENDS METACBJECT =
END REFSYSTEM

CLASS COCRDSYSTEM ( ABSTRACT) EXTENDS REFSYSTEM =
ATTRI BUTE
Axis: LIST {1..3} CF AXI'S;
END COORDSYSTEM

CLASS SCALSYSTEM (ABSTRACT) EXTENDS REFSYSTEM =
PARAVETER
Unit: NUMERC [ ANYUNIT |;
END SCALSYSTEM

In extensions it is possible to add other typical attributes for this kind of scalar and coordinate systems
and even the unit can be replaces by extensions (syntax for parameter definitions cf. chapter 2.10.2
Parameters and chapter 2.5.3 Classes and structures). However this unit will have to be compatible with
a unit defined in the value domain (cf. chapter 2.9 Units).

www.interlis.ch, info@interlis.ch 57



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

2.11 Run time parameters
Besides the actual data and meta data, individual data elements can be defined that ought to be supplied
by a system for processing, evaluating or graphic representation. They are called run time parameters.

Syntax rule:

RunTi mePar amet er Def = ' PARAMETER
{ RunTi neParanmeter-Nanme ':' AttrTypeDef ';' }.

Tessellations (keyword AREA) are not admissible for run time parameters. Since run time parameters
define conditions for systems that go beyond the language INTERLIS 2, they can only be defined within
those systems that contracts have been signed for.

Typical run time parameters are for example scale of representation or current date.

2.12 Constraints
Constraints serve to define restrictions the objects have to comply with.

Constraints referring to one single object are described by a logical expression relating to the attributes of
the objects (see next chapter). Therein it is possible to define constraints that are obligatory and apply
peremptorily to all objects (keyword MANDATORY), and others which only apply as a general rule. In the
latter case it is indicated which percentage of the instances of a class must normally comply with the
constraint (rule PlausibilityConstraint).

By stating an existence-constraint (rule ExistenceConstraint) we require that the value of an attribute of
each object of the constraint-class exists in a certain attribute of an instance of another class. This is only
possible if the constraint attribute is compatible with the other attribute and has the following effects:

e If the domain of the constraint attribute equals the domain of the other attribute or one of its
extensions, the constraint value must exist in the required attribute of another instance.

e [fthe domain of an attribute is a structure, all attributes contained therein are compared.

e |If the domain of the other attribute is a coordinate or the domain of the constraint attribute a
polyline, surface or tessellation with the same or extended coordinate domain, then all coordinates
of the vertices of the polyline, surface or tessellation must occur within the required attribute of
another instance.

Uniqueness constraints are introduced with the keyword UNIQUE (rule UniquenessConstraint).
Conceptually signifies "globally" that all existing objects in any basket must fulfill these requirements.

It is possible to demand that within a structure, class or association, a certain combination of attributes of
sub-structures defined by BAG of or LIST OF or one of the line attributes of geometrical domains
SURFACE or AREA be locally (LOCAL) unequivocal, i.e. within the scope of all structural elements
assigned to the current object or structural element.

Example:

CLASS A =
K (A B O;
I D TEXT*10;
UNI QUE K, 1D;
END A

A constraint is considered fulfilled, if an attribute whose domain is undefined is connected with a
uniqueness constraint.

With constraints that refer to the class (SET CONSTRAINT), it is possible to define conditions that will
apply to the total amount of objects of the class (resp. the section that complies with the restricting
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WHERE-constraint). Functions that are used within this constraint expect a set of objects (OBJECTS OF)
on an argument (usually on the first). In order to hand over the total amount of objects of this class (resp.
the section that complies with the WHE RE-constraint) to this argument, ALL (without indicating its own
class) is introduced. Since such consistency constraints do not refer to the individual object, it is
impossible to touch upon the values of attributes. Hence for all further arguments and for comparisons
only constants, run time parameters, class types as well as attribute types and other function calls which
fulfill this restriction, are considered suitable.

Examples:

CLASS B =

Type: (a, b, c¢);

CGeonetry: SURFACE ...,
SET CONSTRAI NT WHERE Type = #a :

ar eAr eas(ALL, UNDEFI NED, >> Geonetry);
END B;

STRUCTURE S =
Ceonetry: SURFACE . ..;
END S;

CLASS C =

Surfaces: BAG OF S;
SET CONSTRAI NT

ar eAr eas(ALL, >> Surfaces, >> S->Geonetry);
END,

The objects of class B, whose type is a, should form an AREA since the standard function Areas (cf.
chapter 2.14 Functions) is being used. All surfaces (in accordance with the sub-structure Surfaces) of the
objects of class C form a tessellation.

More extensive constraints must be defined within views (e.g. a view which connects a certain class with
itself) and thus allow to compare any attribute combination with all other objects of the class). It is
peremptory that such views be defined within the data model.

Constraints that extend to a multitude of objects (above all uniqueness constraints) are not always
entirely controllable, since this control can only be executed with locally available baskets. Nevertheless
conceptually they apply globally (except with meta models, cf. appendix E Uniqueness of user keys).

Syntax rules:

ConstraintDef = ( Mandat oryConstrai nt
| PlausibilityConstraint
| Exi stenceConstraint
| Uni quenessConstrai nt
| SetConstraint ).

Mandat or yConstrai nt = ' MANDATORY' ' CONSTRAI NT' Logical - Expression ';"'.

Pl ausi bil i tyConstraint = ' CONSTRAI NT'
( "<=" | ">=" ) Percentage-Dec '%

Logi cal - Expression ';

Exi st enceConstraint = 'EXI STENCE ' CONSTRAI NT'
AttributePath ' REQU RED 'IN
Vi ewabl eRef ':' AttributePath
{ "OR ViewableRef ':' AttributePath } ';".
Uni quenessConstraint = 'UNIQUE' [ 'WHERE' Logical -Expression ':" ]

( 4 obal Uni queness | Local Uni queness ) ';

d obal Uni queness = Uni queEl .
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Uni queEl = ObjectOrAttributePath { '," ObjectOrAttributePath }.

Local Uni queness = ' (' 'LOCAL' ')'
StructureAttribute-Name
{ '->" StructureAttribute-Name } ':'
Attribute-Nane { ',' Attribute-Nane }.

Set Constraint = 'SET" ' CONSTRAINT' [ 'WHERE Logical -Expression ':' ]

Logi cal - Expression ';

It is possible to only subsequently define consistency constraints for a certain class or association
(typically following the definition of an association).

Syntax rule:
Constrai ntsDef = ' CONSTRAI NTS' 'OF Cl assOrAssoci ati onRef '='
{ ConstraintDef }
"END' ;.

2.13 Expressions

Generally expressions (Expression) are used for example as arguments of functions or in constraints and
selections. With logical expressions (Logical-Expression) the result type must be Boolean. Expressions
refer to a context object (i.e. an object that constraints are formulated for. Proceeding from this object it is
possible to refer to an attribute, a structure element, a function etc. Such items as well as comparison
values such as constants und run time parameters are interlaced as factors in predicates. A predicate is a
statement that can either be correct or false. By means of Boolean operators predicates can be made into
a logical expression.

Syntax rules:
Expression = Term

Term= TermlL { "OR Terntl }.

Terml

Tern2 { "AND TernR }.

Ter n2

Predicate [ Relation Predicate ].

[ "NOT" ] '"(' Logical-Expression ')'

Predi cate = ( Factor
I
| 'DEFINED '(' Factor ')' ).

Rel at | on = ( [—— | 1 ' = | PSS | "=t | s | s | st )

Remarks concerning the significance of these syntax rules:

e In accordance with the syntax rules for terms the most forcible obligation is the comparison
(relation), followed by AND and OR.

o NOT followed by the logical expression in brackets demands the negation of this expression.
e Comparison of factors. Depending on the type of factor, certain comparisons are inadmissible:

- With string types only Equality (==) and Inequality (=, <>) are admissible. Further comparisons
have to be realized by means of functions. Above all it is of major importance to clearly define
how regional particularities such as umlauts or accent marks should be treated.

- With numeric data type and structured domains comparisons are defined as usual. More and
less comparisons are not practical with circular data type.
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- Coordinates as a whole can only be examined with respect to their equality or inequality. All
other comparisons are only available for their separate components (rule Factor).

- With enumerations more and less comparisons are only admissible if the enumeration has been
defined as ordered. Equivalence means exact equivalence. If all sub-elements of a node are
included as well, then the function isEnumSubVal has to be used.

- Lines can only be tested as to whether they are undefined (== UNDEFINED).

- A factor can also designate an object. Then it is possible to examine it in terms of Definition,
Equality and Inequality.

e [f a factor not only consists of the item itself but also of the path leading to it, the item is always
considered undefined provided any attribute of the path is undefined. Thus the built-in function
DEFINED (a.b) is equal to (a.b = UNDEFINED).

e Any expression will be examined from left to right but only until its resulting value appears to be
definite. In other words terms joined with OR will only be evaluated if the value up to this point is
false. On the other hand terms joined with AND will only be evaluated if the value up to this point is

true.

Factors can be formed according to the following syntax rules:

Factor = (

Obj ect OrAttri butePath

( I'nspection | 'INSPECTION |Inspection-Viewabl eRef )
[ "OF ObjectOrAttributePath ]

Functi onCal |

' PARAMETER [ Model -Nanme '.' ] RunTi nePar anet er - Name

Constant ).

Object OrAttributePath = PathEl { '->'" PathEl }.

AttributePath = ObjectOrAttri butePath.

Pat hEl = (

"TH S

" THI SAREA' | ' THATAREA

' PARENT'

Ref erenceAttri but e- Name

Associ ati onPat h

Role-Name [ '[' Association-Name ']"' ]
Base- Nane

AttributeRef ).

Associ ationPath = [ "\' ] Associati onAccess- Nane.

AttributeRef = ( Attribute-Name ( [ '[" ( 'FIRST

Functi onCal |

Argunment =

| ' LAST
| AxisListlndex-PosNunber ) ']’
| ' AGGREGATES' ).

[ Model -Name '.' [ Topic-Name '.' ]

] Functi on- Name
(" Argurment { ',' Argunment } '

)

( Expression

| "ALL' [ "(' RestrictedClassOrAssRef | ViewableRef ")" ] ).

]

)

Factors can refer to objects and their attributes. Step by step it is possible to set up entire object-paths
within this procedure. Each construction opens the path from the at the time current object to the next.
The first current object results from the context, e.g. an object of the class that a constraint is being

defined for.
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o THIS: Designates the so-called context-object, i.e. the current object of a class, a view or a graphic
definition, which requires an object-path. THIS e.g. is to be indicated when calling a function that
features ANYCLASS or ANYSTRUCUTURE as parameter.

e THISAREA and THATAREA: Designates an area object on whose common boundary the current
line string object can be found. The application of THISAREA and THATAREA is only possible
within the scope of the inspection of a tessellation (cf. chapter 2.15 Views).

o PARENT: Designates super structure-element or super-object of the current structure element or
object. The view must be an ordinary inspection (no area inspection) (cf. chapter 2.15 Views).

e Indication of reference attributes: designates the object that is assigned to the current object that is
assigned from the current object, resp. the current structure via the indicated reference attribute.

e Indication of role: The indication of role is valid provided one single corresponding role exists. The
indication of role may either point to an initial role (according to which the current object is related
to the association reference) or to a target role (according to which the association reference is
related with the reference object). Whenever the indication of role is supplemented with the
reference name, it can only point to initial roles. Depending on the position of the path element
within the path the roles are searched for in a different manner. If the indication of role is the first
path element within the path, then the role is searched for in all the relationship accesses within the
class, provided the path can be used in their context. If the indication of role is a following element
of the path, the role is searched for in all the associations available within the topic where the class
is defined within whose context the path can be used. Only those associations will be taken into
consideration that are related via roles with the class of the predecessor object of the path.

e Indication of basic view: By means of the (local) nhame of the basic view we designate the
corresponding (virtual) object of the basic view in the current view, resp. in the current derived
relationship.

When referring to an attribute we mean the value of the attribute of either the context-object or the object
designated by the path. In addition all paths that end with an attribute are named attribute paths and can
be used in different syntax rules independently of factors.

e Under ordinary circumstances it is sufficient to indicate the attribute name.
e When dealing with a coordinate attribute, we indicate the number of the axis in order to designate
the corresponding component of the coordinate. The first component has index 1.
e The implicit attribute AGGREGATES is defined within aggregation views (cf. chapter 2.15 Views)
and designates the set (BAG OF) of the aggregated base-objects.
In ordered sub-structures (LIST OF) individual elements can be approached. Admissible indices are:

e FIRST: the first element.

e LAST: the last element.

e Index number: The index indicated must be smaller than or equal the maximum number
determined within the cardinality. The first element has index 1. If it is smaller than or equals the
minimum number determined within the cardinality, there is always a corresponding element in
existence; if it is greater the existence of such an element cannot be guaranteed. Subsequently the
factor can be undefined.

A factor may also be an inspection (cf. chapter 2.15 Views). If it is preceded by an object path, then the
object class thus given must either coincide with the object class of the inspection or be an extension of it.
In order to belong to the set of structure elements supplied by the inspection, they have to belong to the
object defined by the object path.

Factors can also be function calls. As their arguments we can consider:

o Expressions: The type of result of an expression must be compatible with the argument type.

www.interlis.ch, info@interlis.ch 62



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

If by means of the expression an indication of role is being made, then the expression desighates
the set of target objects related via this role. With a formal parameter OBJECT OF or OBJECTS
OF (only if based upon the model description it is evident, that only one target object is possible)
must be required (cf. chapter 2.14 Functions).

All objects (ALL) of the class within whose context the function call is being made or all objects of
the class indicated. With a formal parameter OBJECTS OF must be required (cf. chapter 2.14
Functions). This always means all objects corresponding to this class or its extensions.

As comparison values the following items come into questions: function calls, run time parameters (cf.
chapter 2.16 Graphic descriptions) and constants.

2.14

Functions

By means of its name, formal parameters as well as a short function description, a function is defined as
an explanation. The names of the parameters are only of documentary value. This definition is only
admissible within contracts, since otherwise an automatic evaluation of models no longer would be
guaranteed.

As formal parameters or function results we may consider:

All those types admissible for attributes, above all also structures. Corresponding factors (rule
Factor) come into question as arguments (i.e. current parameters).

If a structure is indicated it is primarily structure elements that are in consideration as arguments. It
is also possible to indicate object paths that lead to objects that are an extension of the structure.
Above all with ANYSTRUCTURE it is possible to indicate any kind of object path.

If OBJECT OF is indicated, then arguments can be all these objects that are attainable via object
path and which correspond to the definition. Above all with OBJECT OF ANYCLASS it is possible
to indicate any kind of object path. In a similar way as with references to other objects (cf. chapter
2.6.3 Reference attributes) it is possible to define the admissible super class and eventual
restrictions and to specialize them in extensions.

If OBJECTS OF is indicated, arguments may be sets of objects of a class. All objects of the set
must comply with the requirements stated with the formal argument on the basis of the model
description (in other words the requirement stated with the formal argument does not act as a
subsequent filter).

If ENUMVAL is indicated, arguments may be attributes or constants which designate a leaf of any
kind of enumeration (cf. chapter 2.8.2 Enumerations).

If ENUMTREEVAL is indicated, arguments may be attributes or constants which designate a node
or a leaf of any kind of enumeration.

Syntax rules:
Functi onDef = 'FUNCTION' Functi on- Name

"(' Argunent-Name ':' Argunent Type
{ ';'" Argunent-Nanme ':' ArgumentType } ')’

"' Argument Type [ Explanation ] ';

Argunent Type = ( Attr TypeDef

| ( 'OBJECT' | 'OBJECTS )
"OF' ( RestrictedC assOrAssRef | ViewRef )
| ' ENUWAL'

| ' ENUMTREEVAL' ).

The following standard functions have been defined:

FUNCTI ON nyCl ass (Cbj ect: ANYSTRUCTURE): STRUCTURE;
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Supplies the class of the object.

FUNCTI ON i sSubd ass ( pot Subd ass: STRUCTURE; pot Superd ass: STRUCTURE) : BOOLEAN
Supplies true, if the class of the first argument of the corresponds to the class or a subclass of the second

argument.

FUNCTI ON i sOf d ass (Object: ANYSTRUCTURE, C ass: STRUCTURE): BOOLEAN
Supplies true if the object of the first argument belongs to the class or a subclass of the second argument.

FUNCTI ON el enent Count (bag: BAG OF ANYSTRUCTURE): NUMERI C
Supplies the number of elements contained within the bag (or the list).

FUNCTI ON obj ect Count (Chjects: COBIJECTS OF ANYCLASS): NUMERI C
Supplies the number of objects appertaining to the given set of objects.

FUNCTION I en (TextVal : TEXT): NUMERI C
FUNCTI ON | enM (Text Val : MIEXT): NUMERI C

Supplies the length of text in terms of its number of symbols.

FUNCTION tri m (TextVal: TEXT): TEXT;
FUNCTION tri mM (TextVal : MTEXT): MIEXT;

Supplies the text without blanks at beginning or end.

FUNCTI ON i sEnunBubVal (SubVal: ENUMIREEVAL; NodeVal : ENUMIREEVAL) : BOOLEAN,
Supplies true, if SubVal is a sub-element, i.e. a sub-node or a leaf of the node NodeVal.

FUNCTI ON i nEnunRange ( Enum ENUMAL;
M nVal : ENUMIREEVAL;
MaxVal : ENUMIREEVAL): BOOLEAN;

Supplies true, if the enumeration belongs to Enum, is ordered and placed within the range of MinVal to
MaxVal. Sub-elements of MinVal or MaxVal are considered to appertain as well.

FUNCTI ON convertUnit (from NUMERI C): NUMERI C
Converts the numeric value of the parameter "from" into the numeric return value and takes into
consideration the units that are linked with the parameter and with the application of the result value
(typically with the attribute the result is assigned to). This function can only be employed if the arguments
of "from" are compatible with these of the return parameter, i.e. if their units have been derived from a
common unit.

FUNCTI ON areAreas (hjects: OBIJIECTS OF ANYCLASS;
SurfaceBag: ATTRI BUTE OF @ Ohj ects
RESTRI CTI ON ( BAG OF ANYSTRUCTURE) ;
SurfaceAttr: ATTRIBUTE OF @ Surf aceBag
RESTRI CTI ON ( SURFACE)): BOOLEAN

Checks whether the surfaces form a tessellation in accordance with object set (first parameter) and
attribute (third parameter). Should the surfaces be a direct part of the object class, then UNDEFINED has
to be indicated for SurfaceBag, in all other cases the path leading to the structure attribute with the
structure containing the surface attribute has to be indicated.

2.15 Views
Views are classes and structures whose objects are not original, but virtual, since they have been derived
from objects of other views or classes, resp. structures. Amongst others, views are used to formulate the
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basics for graphics and special constraints. A further application consists of transmitting data in its
derived, mostly simplified form to receiving systems.

Views are only transferred if they have been defined in a VIEW TOPIC. In this case their transmission
takes place in much the same way as the complete transfer (keyword FULL) of normal classes,
subsequently the data-receiver (cf. chapter 3 Sequential transfer) need not be concerned with how the
(virtual) objects have been created. Views can also be explicitly excluded from any transfer
(TRANSIENT), if they are only of local significance, i.e. if they only serve as base for other views. All
incremental transfer of views is explicitly excluded, since no object identification can be assigned to view-
objects.

Views can be abstract (ABSTRACT) or concrete. Concrete can also be founded on abstract bases.
Therein it is only possible to approach base attributes that are concrete. If this is not the case, the view
itself must be declared abstract.

Views can also be extended (EXTENDED or EXTENDS). However it is impossible to alter the formation
definition. Thanks to the extension it is possible to conceive extensions of views, classes and structures
that serve as foundation to the view in such a way, that further selections, attributes and constraints can
be formulated.

Syntax rules:
Vi ewDef = "'VIEW Vi ew Nane
Properti es<ABSTRACT, EXTENDED, FI NAL, TRANSI ENT>
[ FormationDef | 'EXTENDS' Vi ewRref ]
{ BaseExt ensi onDef }
{ Selection }
[ ViewAttributes ]
{ ConstraintDef }
"END Vi ew Name ' ;°'.
ViewRef = [ Model-Nane '.' [ Topic-Nane '.' ] ] View Nane.

By means of the formation definition (FormationDef) of a view we define how and on what basis the
virtual objects of a view can be formed.

The view-projection (keyword PROJECTION OF) is the simplest form of a view. It allows the viewing of
the super class (class, structure or view) in altered form (e.g. attributes only partly or in altered order).

With a join (keyword JOIN OF) we produce the Cartesian product (or cross-product) of the super classes
(class or view), i.e. there are as many objects of the join-class as there are combinations of objects of the
different super classes. It is also possible to define so-called "outer joins”, in other words joins of objects
of the first super class with (virtually inexistent) void objects of further super classes (indication "(OR
NULL)"). Such void objects are added if no object of the desired other class could be found that might
correspond to a certain combination of preceding objects. All attributes of the wid object are undefined.
Thus the corresponding view-attributes may not be compulsory.

The use of union (keyword UNION OF) allows merging different super classes into one single class.
Typically all attributes of the different super classes are assigned to one attribute of the union class. The
attribute type of the super class must be compatible with the attribute type of the union view (same type
or one of its extensions).

By means of an aggregation (keyword AGGREGATION OF) it is possible to combine in one instance
either all instances of a basic set or those whose required attribute combination is identical. Within the
aggregation view the implicit attribute AGGREGATES (cf. chapter 2.13 Expressions) renders available
the corresponding set of original objects in the form of BAG. This implicit attribute does not belong to the
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actual attributes of the view and thus will not be transferred even if a transfer is required. For example it
can be assigned to the corresponding attribute of the aggregation view or in the form of an argument it
can be consigned to a function.

By means of inspection (keyword INSPECTION OF) we obtain the set of all structure elements (with BAG
OF or LIST OF or defined according to polyline, surface or tessellation) which belongs to a sub-structure
attribute (direct or indirect) of an object class.

Any normal inspection of a tessellation respectively the inspection of a surface attribute will supply the
boundaries of all areas resp. the surfaces of this class (structure SurfaceBoundary). Based upon the line
attributes the line strings of each boundary (structure SurfaceEdge) are formed in such a way as to
render minimal their number. Consecutive line strings, featuring the same line attributes are thus
combined into one line string. Especially if no line attributes have been defined, one single line string will
result. Should you attempt a further inspection of the attribute Lines, you would obtain all line strings
(structure SurfaceEdge). However in this manner they will appear twice in a tessellation (once for very
area object concerned).

By means of the inspection of a tessellation (keyword AREA INSPECTION OF) you will obtain exactly
once the line strings of the edges of all areas belonging to the tessellation (in the form of structure
SurfaceEdge). The two areas that are bordered by one common_line string may be referred to THISAREA
resp. THATAREA (cf. chapter 2.13 Expressions). As with a normal inspection line strings (structure
SurfaceEdge) will be delivered as condensed as possible.

STRUCTURE SurfaceEdge =
Geonetry: DI RECTED POLYLI NE;
Li neAttrs: ANYSTRUCTURE;

END Sur f aceEdge;

STRUCTURE SurfaceBoundary =
Lines: LIST OF Surf aceEdge;
END Sur f aceBoundary;

In the structure as stated below the inspection of a line attribute (POLYLINE) will supply all the segments
(LineSegments) that form the line string objects of this class:

STRUCTURE Li neGeonetry =

Segments: LIST OF LineSegmnent ;
MANDATORY CONSTRAI NT i sCf Cl ass (Segment s[ FI RST], I NTERLI S. Star t Segment) ;
END Li neGeonmetry;

In other words the first curve segment represents a so-called StartSegment with length 0, and all others,
so-called LineSegments are either straight lines, arcs or curve segments of some other type, in
accordance with the definition stated in the structure.

INTERLIS only aspires to the conceptual description of a view. It is explicitly omitted to support an
efficient realization of views. Thus the generating of views is part of a special degree of conformance.

Syntax rules:
Join
Uni on

Formati onDef = ( Projection
|
I
| Aggregation
| Inspection ) ';'

Projection = ' PRQJECTION ' OF RenanedVi ewabl eRef .

Join = "JON 'OF RenanedVi ewabl eRef
(* ', RenanmedVi ewabl eRef
[ "(" "OR "NULL'" '")" ] *).
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Union = "UNION' ' OFF RenanedVi ewabl eRef
(* "," RenanedVi ewabl eRef *).

Aggregation = ' AGGREGATI ON' ' OF' RenanedVi ewabl eRef
( "ALL" | "EQUAL' ' (' UniqueEl ')' ).

Inspection = [ 'AREA" ] 'INSPECTION 'OF RenanmedVi ewabl eRef
'->'" StructureOrLineAttribute-Nanme
{ "->" StructureOrLineAttribute-Name }.

All basic views employed in a view receive a hame within the view in use; they can be referred to under
this name. This name also corresponds to the basic view as long as it is not renamed by means of an
explicit (local) base-name definition. Above all renaming becomes necessary where joins are defined
which refer repeatedly to the same super class.

Syntax rules:

RenanedVi ewabl eRef = [ Base-Name '~' ] Vi ewabl eRef.

Vi ewabl eRef Model -Nane '.' [ Topic-Name '."' ] ]

= [
( Structure-Name
| Class-Name
| Associ ati on- Name
| View Name ).

If within a view, resp. the extension of a view extensions of super classes ought to be taken into account,
thus allowing the formulation of further attributes, selections or constraints, a corresponding extension
definition (BaseExtensionDef) has to be listed. It proceeds from an already defined basic view and in turn
describes its extensions (which must be extensions of former basic views) as basic views. If such a view
extension is employed within expressions the value "UNDEFINED" occurs, if the basic object belonging to
the virtual object does not match this view extension.

Syntax rule:

BaseExt ensi onDef = ' BASE' Base- Nane ' EXTENDED ' BY'
RenamedVi ewabl eRef { ',' RenanmedVi ewabl eRef }.

By means of constraints (keyword WHERE) it is possible to apply further restrictions to the set of view
objects defined by the formation definition.

Syntax rule:

Sel ection = ' WHERE' Logi cal - Expression ';

As far as attributes (and thus receiver views) and constraints are concerned, on principle views are built
in the same way as classes and structures. For the purpose of facilitating the writing-process we further
offer the possibility to transfer all attributes of a view-base in the same order (ALL OF). However this
would not make sense in unions and with AREA-inspections and consequently is inadmissible.

Syntax rule:

ViewAttri butes = [ ' ATTRI BUTE' ]
{ "ALL' 'OF" Base-Nane ';'
| AttributeDef
| Attribute-Nane
Properties <ABSTRACT, EXTENDED, FI NAL, TRANSI ENT>
' Factor ';' }.

www.interlis.ch, info@interlis.ch 67



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

In those simple cases where an attribute is transferred from the basic view, it is sufficient to indicate the
attribute name and the assignation to the basic attribute. Such definitions are always final, that means
they cannot be extended any further.

In unions it is compulsory to indicate for each attribute from which attributes of the basic class it has been
derived. However an attribute must not refer to all basic classes as long as the attribute type permits
undefined values. It is regarded as undefined for all missing basic objects.

The following example demonstrates how a view can be described which permits the definition of a
proper relationship by means of the construct DERIVED FROM (cf. chapter 2.7 Proper relationships).

DQVAI N
CHSur face = ...

FUNCTI ON I nt ersect (Surfacel: CHSurf ace;
Surface2: CHSurf ace): BOOLEAN;

CLASS A =
al: CHSurf ace;
END A;

CLASS B =
bl: CHSurf ace;
END B;

VI EW ABI nt er secti on
JAON CF A B;
WHERE | ntersect (A al,B.bl);

END ABI ntersection;

ASSCOCI ATI ON | nt er sect edAB
DERI VED FROM ABI ntersection =
ARole — A := ABIntersection -> A
BRole — B := ABIntersection -> B;
END I nt er sect edAB,;

2.16 Graphic descriptions

A graphic description consists of graphic definitions that are always based upon a view or a class
(keyword BASED ON). By means of a graphic definition we conceptionally attempt to assign a graphic
symbol (point, line, area symbol, text label) through one or several drawing rules (rule DrawingRule) to
each object of this view or class — unless such an object has been ruled out by a specific selection
(keyword WHERE) — that refers to the view or the class. Thus one or several graphic objects are created,
which in turn will produce the respective representation (see figure 5). To this purpose each drawing rule
must select a graphic symbol (with meta object name) and determine arguments for the corresponding
parameters.

In brackets (rule Properties) inheritance characteristics can be defined. Whenever a graphic description is
abstract, it can produce no symbol objects. The extension of a graphic must be based upon the same
class as the base graphic (BASED ON lacks) or upon one of its extensions.

The drawing rule is identified by a name which is unequivocal within the graphic description, in order to be
traced in extensions and subsequently refined. (Note: in the sense of specialization it refines also
additional parameter values). Where there are extensions to a drawing rule in existence (in extending
graphic descriptions), these will not create new graphic objects, but will only influence the symbol
parameters of the graphic object determined by the basic definition. It is admissible to define several
extensions to one graphic definition. They all are evaluated (in the order of their definition). This is
especially of use when planning several extension piles for various aspects (e.g. various drawing rules).

www.interlis.ch, info@interlis.ch 68



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

INTERLIS Version 2 - Reference Manual Edition 2006-04-13 (english)

Subsequently, the different symbol parameters are determined. This definition may be produced in
seweral steps. It is the value defined last that applies to each respective parameter. Firstly the primary
definition is evaluated, and only then possible extensions. Furthermore it is possible to link parameter-
assignments to a constraint (rule CondSignParamAssignment), i.e. the assignment is only in force if the
constraint is fulfilled. If the selection constraint is not complied with, eventual sub-extensions are no
longer taken into consideration. Within assignment rules (rule CondSignParamAssignment) the
namespace of the basic class or basic view is valid for all attribute names or role names, for the names of
meta objects, of functions and of run time parameters it is the namespace of the graphic definition that is
valid.

As soon as drawing rules are concrete, we must define what class the graphic symbols that are to be
assigned belong to. In extensions of drawing rules this class of graphic symbols must be replaced by a
class which is an extension of the former. Primarily the "responsible" class of graphic symbols is the class
to which the assigned graphic symbol object (a meta object) belongs. Concrete values must be assigned
to the parameters introduced in the "responsible” class. If the parameters indicated correspond to an
extended class of graphic symbols, this becomes the "responsible” class, provided it is in accordance
with the class of the graphic symbol of the drawing rule or is one of its extensions.

In the constraints mentioned above object-attributes (see AttributePath in rule SignParamAssignment)
can also be compared with run time parameters (cf. chapter 2.11 Run time parameters). Run time
parameters which are of significance for the graphics (e.g. scale of the required graphic) typically are
defined in symbology models, since they describe - much in the same way as parameter of symbols —
graphic competences that are expected of a system. For the parameter of a graphic symbol which
requires a meta object, a meta object reference has to be indicated (cf. chapter 2.10 Dealing with meta
objects).

The value of the ordinary parameter of a graphic symbol is indicated in terms of a constant or reference to
an object-attribute (cf. factor in rule SignParamAssignment). Thereby we always refer to the attribute of
an object from the basic class or basic view which has been specified by means of BASED ON.

Since the representation often depends on attributes which have been defined by means of
enumerations, a special construct is available to this purpose: the enumeration domain. An enumeration
domain is either a single knot of the enumeration-type tree or an interval between knots defined by two
knots of the same level. Interval definitions are only admissible when dealing with ordered enumeration-
types. If the attribute value lies within the indicated enumeration domain, the corresponding parameter
value is set. Concrete symbols are a result of the symbology model. Therein all symbol classes plus the
necessary run time parameters (keyword PARAMETER) for their application are defined. It is admissible
to define numeric data-types only in an abstract way.

Syntax rules:
Graphi cDef = ' GRAPHI C Graphi c- Name Properti es<ABSTRACT, FI NAL>
[ " EXTENDS' GraphicRef ]
[ "BASED 'ON ViewableRef ] '=
{ Selection }
{ Draw ngRul e }
"END Graphic-Name ';"'.
GraphicRef = [ Model-Name '." [ Topic-Name '.' ] ] Graphic- Name.

Drawi ngRul e = Drawi ngRul e- Namre Properti es<ABSTRACT, EXTENDED, FI NAL>
[ "OF Sign-Cl assRef ]
"' CondSi gnPar amAssi gnment
{ '," CondSi gnParamAssi gnnent } ';"'.

CondSi gnPar amAssi gnment = [ ' WHERE' Logi cal - Expression ]
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"(' SignParamAssi gnment
{ ';" SignParamAssignment } ')".

Si gnPar amAssi gnment = Si gnPar anet er - Name
o=t (O "{" MetabjectRef '}
| Factor
| ' ACCORDI NG Enum Attri butePath
"(" EnumAssi gnnent
{ '," EnumAssignnent } ')" ).

EnumAssi gnment = ( ' {' MetaObjectRef '}' | Constant )
"WHEN' "IN EnunRange.

EnunRange = EnunerationConst [ '..' EnunmerationConst ].

For the application in symbology models the class SIGN has been predefined by INTERLIS:

CLASS SI GN ( ABSTRACT) EXTENDS METAOBJECT =
PARAMETER
Sign: METAOBJECT;
END SI GN;

For concrete symbol classes this basic class has to be extended, thereby defining on the one hand
concrete data, on the other parameters.

The following example outlines how the corresponding graphics (point symbols and text labels) are
defined from a point class with coordinates, string and an enumeration as attribute.

The symbology model is to be defined as follows:

CONTRACTED SYMBOLOGY MODEL Sinpl eSi gnsSymbol ogy (en) AT "http://wwwinterlis.ch/"
VERSI ON "2005-06-16" =

DOVAI N
S COCRD2 (ABSTRACT) = COORD NUMERI C, NUMERI C

TOPI C SignsTopi c =

CLASS Synbol EXTENDS | NTERLI S. SI OGN =
PARAVETER
Pos: NANDATORY S COCRD2;
END Synbol ;

CLASS Textl abel EXTENDS | NTERLIS. SIGN =
PARAMETER
Pos: NMANDATCORY S_COCRD2;
Text : MANDATORY TEXT,;
END Text | abel ;

END Si gnsTopi c;
END Si npl eSi gnsSynbol ogy.

In addition to this symbology model concrete (symbol-)objects are supposed to have been listed and filed
under the symbol library name (i.e. basket name) SimpleSignsBasket. The symbol objects listed (class
symbol) are named dot-symbol, square-symbol, circle-symbol; the font-types (class text label) labelingl
and labeling2.

MODEL Dat aMbdel (en) AT "http://ww. interlis.ch/"
VERSI ON "2005-06-16" =

DOVAI N
LCoord = COORD
0.000 .. 200.000 [nj,
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0.000 .. 200.000 [nj,
ROTATION 2 -> 1;

TOPI C Dot Topic =

DOVAI N
Dot Type = ( Stone
(I arge,
smal l),
Bol t ,
Pi pe,
O oss,
nonmat eri al i zed) ORDERED,;
CLASS Dot =
Posi ti on: LCoor d; I'l LCoord be a coordinate val ue domain

Type: Dot Type;
Dot Name: TEXT*12;
END Dot ;

END Dot Topi c;

END Dat aMbdel .

CONTRACTED MCDEL Si npl eGraphic (en) AT "http://ww. interlis.ch/"
VERSI ON "2005-06- 16" =

| MPORTS Dat aMbdel ;
I MPORTS Si npl eSi gns Synbol ogy;

SI GN BASKET Si npl eSi gnsBasket ~ Si npl eSi gnsSynbol ogy. Si gnsTopi c;

TOPI C Dot Gr aphi csTopic =
DEPENDS ON Dat aMbdel . Dot Topi c;

GRAPHI C Si npl eDot Graphi ¢ BASED ON Dat aMobdel . Dot Topi ¢. Dot =

Synbol OF Si npl eSi gnsSynbol ogy. Si gnsTopi ¢. Symbol @ (
Sign := { Dot Synbol };
Pos := Position

)
END Si npl eDot Graphi c;

END Dot G aphi csTopi c;

END Si npl eG aphi c.

By means of this graphic (based upon the symbology model SimpleSignsSymbology and the graphic
representation SimpleGraphic) for all dots of class dot simple dot symbols are drawn.

It is also conceivable that an improved graphic is desirable. Such an improvement can be made in
different respects, e.g.:

e Additional symbols are desired (point-symbols, cross-symbols, triangle-symbols). This requires a
supplementary symbol library by name of SimpleSignsPlusBasket. Since it is an extension of the
library SimpleSignsBasket, the symbol objects (resp. meta objects) will be searched for in both
libraries. If the library SimpleSignBasket were directly extended (EXTENDED), then for all graphics
created with GraphicPlus within the model — including those that have been inherited from the
model SimpleGraphic — the symbols would be first searched for in the extended library and only
then in the basic library SimpleSignsBasket.
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e Symbols should be scalable, thus permitting the creation of small and big squares with the same
point symbol. This requires an extended symbology model that contains a parameter defining the
scaling of symbols. Since symbol classes do not feature any additional attributes, it is not
compulsory that corresponding libraries are in existence.

e Depending on the type of point, various point-symbols should be drawn: stones as big or small
squares, bolts as circles and crosses and pipes with the cross symbol. The actual point symbol can
be directly derived from the point-type. The scaling factor for small squares for the representation
of small stones is obtained by means of an additional assignment. Non-materialized points remain
simple dots; hence in this case no new assignment ensues.

CONTRACTED SYMBOLOGY MODEL Scal abl eSi gnsSynbol ogy (en) AT "http://ww. interlis.ch/"
VERSI ON "2005-06- 16" =

I MPORTS Si npl eSi gns Synbol ogy;

TOPI C Scal abl eSi gnsTopi ¢ EXTENDS Si npl eSi gns Synbol ogy. Si gnsTopi ¢ =

CLASS Synbol (EXTENDED) =
PARAMETER
Scal eFactor: 0.1 .. 10.0; !! Default 1.0
END Synmbol ;

END Scal abl eSi gnsTopi c;

END Scal abl eSi gns Synbol ogy.

CONTRACTED MODEL Graphi cPl us (en) AT "http://wwwinterlis.ch/"
VERSI ON "2005-06-16" =

I MPORTS Si npl eGr aphi c;
I MPORTS Si npl eSi gns Synbol ogy;
| MPORTS Scal abl eSi gnsSynbol ogy;

SI GN BASKET Si npl eSi gnsPl usBasket EXTENDS
Si mpl eG afi k. Si npl eSi gnsBasket ~ Scal abl eSi gnsSynbol ogy. Scal abl eSi gnsTopi c;

TOPI C Dot Gr aphi csPl usTop EXTENDS Si npl eG aphi c. Dot G aphi csTopic =
GRAPHI C Dot Gr aphi cPl us EXTENDS Si npl eDot G- aphic =

Synbol (EXTENDED) OF Scal abl eSi gnsSynbol ogy. Scal abl eSi gnsTopi c. Synbol : (
Sign := ACCORDI NG Art (
{SquareSynmbol} WHEN | N #St one,
{CircleSynbol} WHEN I N #Bol t,
{CrossSynbol} WHEN I N #Pipe .. #Ooss
)

).
WHERE Type == #Stone.smal | (

Scal eFactor := 0.5
)

Text OF Sinpl eSi gnsSynbol ogy. Si gns. Text| abel : (
Sign := {Labelingl};

Pos := Position;

Text := Dot Nane
)

END Dot Gr aphi cPl us;

END Dot G aphi csPl usTop;
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END G aphi cPl us.
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3 Sequential transfer

3.1 Introduction

In this chapter we describe the sequential INTERLIS-transfer service. It permits the system-neutral
exchange of data stores between different systems. Our INTERLIS-transfer service supports the
complete as well as the incremental (resp. differential) exchange of data stores (replication). This transfer
sernvice is applicable to every INTERLIS-model. Thus it is possible to transfer data (data model) and
symbol objects (symbology models) by means of the same mechanism.

At present the INTERLIS-transfer service is defined as an exchange of XML-files (www.w3.org/XML/). For
more extensive utilization of these INTERLIS/XML-files it is, amongst others, also possible to create XML-
schema-documents (www.w3.org/XML/Schema). Nevertheless it is conceivable that further INTERLIS-
transfer services will be defined in the future (e.g. based upon web-services or COBRA). For this reason
the description of our INTERLIS-transfer service has been subdivided into the paragraphs General Rules
and XML-Coding. General rules apply to every sequential INTERLIS-transfer service, independently of
the concrete coding or transmission. Rules stated under XML-Coding apply especially to XML-formatted
transfer files.

3.2 General rules for the sequential transfer

3.2.1 Derivation from the data model
Each INTERLIS-transfer can be derived from the corresponding data model by applying rules (model-
based data transfer).

3.2.2 Reading of extended models

An INTERLIS-transfer is always structured in such a way as to allow a reading program intended and
configurated for a specific data model, to also read data of extensions of this data model without any
knowledge of the extended model definitions.

3.2.3 Organization of a transfer: Preliminaries
An INTERLIS-transfer is a sequential object-current. The object-current is subdivided into preliminaries
and data domain.

e Indication of the current INTERLIS-version number (cf. chapter 2.3 Principal rule).

o Reference to the corresponding data model(s).

¢ Indication of the sender (SENDER).
Within the preliminaries there is an option to give information concerning the author of the object
identification structure.

The preliminaries may contain comments (optional).

The organization of the data domain will be described more accurately in the following paragraphs.

3.2.4 Transferable objects

Within the data-domain objects (i.e. object instances) of concrete classes, relationships, views and
graphic definitions can be transferred. Within the transfer, objects of views are treated in the same way as
objects of concrete classes. At present the incremental transfer of views is not yet possible. Objects of
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views are only transferred provided the pertinent views have been declared within a VIEW TOPIC,
otherwise they will not be transmitted. Furthermore views will not be transferred if they have been marked
TRANSIENT.

3.2.5 Order of objects within the data domain

A data domain consists of a series of baskets (topic instances). Baskets can only be transferred as a
whole. With incremental transfers only altered, resp. deleted objects will be transferred. However even
with incremental transfers conceptionally it is the entire basket that is transferred along with the
prehistory. On principle it is possible that a transfer contains basket provided by different models. In turn
each basket contains all its objects. Within the transfer any order of objects is permitted, above all the
objects need not in any case be ordered according to relationship or grouped in classes within a basket
(as opposed to INTERLIS 1). Void baskets need not be transferred.

3.2.6 Coding of objects

Within the object current each basket and each object receives an identification. The basket identification
must be a general and stable object-identifier (OID). The identifier of baskets and objects must be
unequivocal along the entire transfer. Furthermore with every object a basket-identification is supplied
within which the object has originally been created (original basket). With incremental transfers, resp. with
initial transfers the identification of both basket and object must be a general and stable object-identifier
(cf. appendix D Organization of object identifiers (OID)).

All object attributes (including COORD, SURFACE, AREA, POLYLINE, STRUCTURE, BAG OF, LIST OF;
etc.) are memorized directly with the object. Attributes of the type AREA are coded as attributes of the
type SURFACE. Attributes of the type BAG are coded as attributes of the type LIST. STRUCTURE is
coded as LIST {1}.

For the transmission of attribute values only the printable symbols of the US-ASCII character set (32 to
126) and the symbols according to the symbol table in appendix B are available.

3.2.7  Transfer-types
Along with each basket the following information must be supplied:

e Details concerning the type (KIND) of transfer: FULL, INITIAL or UPDATE.
e Details concerning the STARTSTATE resp. ENDSTATE of the transfer (only with the types INITIAL
(ENDSTATE) or UPDATE (STARTSTATE and ENDSTATE)).
e Details concerning the consistency of its contents: COMPLETE, INCOMPLETE, INCONSISTENT,
ADAPTED.
It is admissible to have baskets with different types of transfer (Full, INITIAL and/or UPDATE) within the
same transfer. The various types of transfer have the following significance:

e FULL — complete transfer. Upon receipt of a FULL-basket the receiver must first initialize a new
basket and then insert all objects into the basket by means of INSERT. FULL is inappropriate as
base for transfers since the object identifications are only valid for this transfer. Transfer-files in
accordance with INTERLIS 1 correspond to FULL. Within the transfer-type FULL only the operation
INSERT may occur.

e INITIAL — Primary transfer. Corresponds to the transfer type FULL with the sole difference that both
basket and objects contained must feature general and stable OID's. Likewise within the transfer-
type FULL only the operation INSERT may occur.

o UPDATE - Additional transfer. An UPDATE-basket contains objects with INSERT, UPDATE or
DELETE operations. All objects and the basket feature general and stable OID's. UPDATE baskets
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may only be processed by the target system, if the start-state of the basket has already been
received with INITIAL or UPDATE.

In addition the following transfer-rules apply to the transfer-type UPDATE:

e The receiving system may proceed on the assumption that after complete processing of all data of
one UPDATE-basket a consistent has been re-established, i.e. an UPDATE-basket transfers a
basket from a consistent start-state to a consistent end-state.

o An UPDATE-basket itself is not consistent, since in most cases references can only be resolved
together with former transfers.

Furthermore to each object a corresponding transfer operation must be indicated (cf. chapter 1.4.5
Baskets, replication and data transfer). The operations INSERT, UPDATE and DELETE have the
following significance:

e The operation INSERT signifies "insert a new object" (insert object).
e The operation UPDATE signifies "update object attribute values” (update object). All attributes (not
only these that have been altered) must be transferred.
e The operation DELETE signifies "delete objects" (delete object). All attributes (not only those of
OID's) should be transferred.
In many cases it is not an entire set of data that has to be transferred but only part of it. Depending on
your choice of section, some geometries (polylines and surfaces) may be incomplete. In order to allow
this without having to create an additional model, it must be possible that objects (and consequently the
corresponding basket) can be signalized INCOMPLETE. In a similar way with the integration of several
baskets into one, situations may arise where data consistency was either violated or only guaranteed by
altering data beyond a tolerable degree. In both cases the objects in question (and consequently the
entire basket) should be signalized as INCONSISTENT or ADAPTED.

3.3 XML-coding

3.3.1 Introduction

As opposed to the rules in chapter 3.2 General rules for the sequential transfer, the rules under XML-
coding apply only to transfer files formatted according to XML-0.1 standard (see www.w3.org./XML). For
formalizing the derivation rules of transfer formats we use the EBNF-notation already introduced in
chapter 2.1 Syntax applied. Hereby the following rules are already predefined:

XM.- Any = any XM.-el enents of your chosing (well-formed XM).

XM.- base64Bi nary = any binary data coded in Base64.

XM.-String = any text without tags (including carriage return (#xD),
line feed (#xA) and tabul ator (#x9)).

XM.- Normal i zedString = any text limted to one |ine.

XM.-Val uebDelimter = """ | #x27 (sinple hyphen ').

XM.- Val ue = XM.-Val ueDel imiter XM.-NormalizedString XM.-Val ueDelinter.

XM.- NcName = ( Letter | '_" ) { Letter | Digit | "_" | "-" | "." }.

XM.-1 D = XM.-Val ueDelimter [ XM.-NcNane ':' ] ( Letter | Digit | "_" )
{ Letter | Digit | "_" | "-" | "." } XM-ValueDelimter.

If the ID-value is a general, stable OID, then the name of the OID-domain (cf. chapter 3.3.4.1 Information
concerning the structure of object identifications) must be indicated as a prefixe (in front of the "), unless
you are dealing with a pure, unstable transfer identification.

In order to enhance readability of each individual derivation rule we suggest additional use of the macros
TAG and ETAG.

TAG ( Tagwert )
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Generates an EBNF-partial rule of the form:
' <Yragwert %'

TAG ( Tagwert, Attributl, Attribut2, ...)

Generates an EBNF-partial rule of the form:
<Yragwert% %Attributl% %Attribut2%etc. '>

ETAG ( Tagwert )

Generates an EBNF-partial rule of the form:
' </ Yragwert %'

In each case the sequence %argument% has to be replaced by the current content of the argument.

Examples:
TAG ( DATASECTI ON) produces ' <DATASECTI ON>'
TAG ( HEADERSECTI ON, ' VERSI ON="2. 3"') produces ' <HEADERSECTI ON ' VERSI ON="2.3"' '>'
ETAG ( DATASECTI ON) produces ' </ DATASECTI ON>

3.3.2 Symbol coding

The only available symbols for the coding of XML-String, resp. XML-NormalizedString are ASCII signs 32
to 126, resp. symbols stated in appendix B Symbol table. These symbols are coded in accordance with
the coding rule UTF-8 or as XML Character Reference, resp. XML Entity reference. In addition the XML
special symbols '&', '<'and >' must be coded as follows:

e '& must be replaced by the sequence '‘&amp;’

e '<"'must be replaced by the sequence '&lt;'

e ">'must be replaced by the sequence '&gt;’
A complete summary of this symbol coding with all possible forms of coding per symbol is to be found in
appendix B Symbol table. If several coding forms per symbol are available it is up to an INTERLIS 2
writing program to select a pertinent form. An INTERLIS 2 reading program must be able to recognize all

coding forms. Note: Various coding forms per symbol are admitted in order to achieve maximum
compatibility with existing XML-tools.

3.3.3 General structure of a transfer file
An INTERLIS-transfer file is structured in accordance with the following EBNF-main rule:
Transfer = '<?xm version="1.0" encodi ng="UTF-8" ?>'
TAG ( TRANSFER, 'xm ns="http://ww. interlis.ch/INTERLIS2.3"" )
Header Secti on

Dat aSecti on
ETAG ( TRANSFER ).

The rule HeaderSection generates the header section of the transfer file and the rule DataSection
generates the data section.

At any time an INTERLIS-transfer file generated by the transfer rule is also a well formed XML 1.0-
transfer file. Thus in an INTERLIS-transfer file any number of comment lines in the form of

<l-- Comrent -->

may occur at places assigned by XML 1.0. However the contents of these comment lines may not be
interpreted by the transfer software. UTF-8-coding is applied for the coding of all symbols of the transfer
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file. As a standard however it is only the set of symbols displayed in appendix B Symbol table that can be
used.

Data are transferred as XML-objects. The tag hames of XML-objects are derived from their respective
object names in the INTERLIS-data model. For translated data models (TRANSLATION OF) this implies
that tag names exist in the translated language within the transfer (however additional entries must be
made in the alias-table).

3.3.4 Header section
A header section is structured as follows:

Header Secti on = TAG ( HEADERSECTI ON,
' VERSI ON="2. 3"",
' SENDER=' XM.- Val ue )
Model s
[ Alias ]
[ O dSpaces ]
[ Comment ]
ETAG ( HEADERSECTI ON ).

Model s = TAG ( MODELS )
(* Model *)
ETAG ( MODELS ).

Model = TAG ( MODEL,
" NAME='" XML- Val ue,
' VERSI ON=' XML.- Val ue,
"URI =" XML.-Val ue )
ETAG ( MODEL ).
Alias = TAG ( ALIAS)

{ Entries }
ETAG ( ALIAS ).

Entries = TAG ( ENTRI ES,
"FOR=" XM.- Val ue )
{ Tagentry | Valentry | Delentry }
ETAG ( ENTRIES ).

Tagentry TAG ( TAGENTRY,
' FROME' XM.-Val ue, 'TO=" XM.-Val ue )

ETAG ( TAGENTRY ).

Val entry = TAG ( VALENTRY,
'TAG='" XM.- Val ue,
" ATTR='" XM.- Val ue,
' FROME' XM.- Val ue, 'TO=" XM.-Val ue )
ETAG ( VALENTRY ).

Del entry TAG ( DELENTRY,
' TAG='" XM.- Val ue
[ , "ATTR=" XM.-Value ] )

ETAG ( DELENTRY ).

O dSpaces = TAG ( O DSPACES )
(* O dSpace *)
ETAG ( O DSPACES ).

O dSpace = TAG ( O DSPACE,
" NAME=' XM.- Val ue,
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' O DDOMAI N='  XML- Val ue )
ETAG ( O DSPACE ).

Comment = TAG ( COWMMENT )
XM.-String
ETAG ( COMMENT ).

In the HeaderSection-element the following values (XML-attributes) must be entered:

e VERSION. Version of the INTERLIS-coding (currently 2.3)
e SENDER. Sender of the data set.

In the element Models all data models must be listed, if data related to their topics occur. Under NAME
transfer the name of the data model, under VERSION its version.

In the element OidSpaces information concerning the structure of object identifications are stated (cf.
chapter 3.3.4.1 Information concerning the structure of object identifications).

In the element Alias all entries are made which allow polymorph reading of a data set (cf. chapter 3.3.4.2
Significance and contents of the Alias-table). The Alias-element is optional. However should it be missing,
polymorph reading is only possible if the Alias-element can be supplied in a different manner thanks to its
schema identifier.

In Comment a comment can be added which further describes the transfer (optional).

3.3.4.1 Information concerning the structure of object identifications

If a transfer unit contains general, stable object identifications, then the Oid-domains applied must be
stated in the preliminaries with their qualified names and equipped with an abbreviation. When there is no
definition of an Oid-domain within the preliminaries, then the transfer file contains no general, stable
object identifications.

3.3.4.2 Significance and contents of the Alias-table
The element Alias in the HeaderSection is a special table which enables a reading program to read
extended models without any knowledge of the extensions (so-called polymorph reading). Since XML
does not know inheritance and consequently no polymorphism, the alias table is used to transmit
necessary additional information to a reading program.

Alias must contain one representation table (entries-element) per data model X which occurs within the
transfer. Via xXXENTRY-entries (TAGENTRY, VALENTRY, DELENTRY) it is indicated in each
relationship table which transferable objects (i.e. inherent, resp. extensions thereof) may occur in the
baskets of data model X (resp. may not occur in the case of DELENTRY-entries). If there should exist
translations (TRANSLATION OF) of the data model X within the transfer, then also all tags of the
translated data model must be entered with either TAGENTRY or VALENTRY in the representation table
of data model X Representation tables of each individual data model must be arranged in such a way
that representation tables of base models are entered before the representation tables of extended, resp.
translated models. The individual entries of the Alias-table have the following significance:

o TAGENTRY. The tag is entered according to the original model in the FROM -attribute (e.qg.
‘Canton.TCanton.K1"), in the TO-attribute it is the tag according to the model currently viewed (e.g.
'Federation. TFederation.B1"). Also all tags must be entered according to current model. In this case
the same value is entered in the FROM- resp. TO-tag. The TAGENTRY must be indicated for
concrete topics, classes, structures, relationships and graphic definitions, resp. transferable views.

e VALENTRY. Only the attribute name is indicated within the ATTR-attribute (i.e. 'Colour’). Both
model and class that feature this attribute are listed as qualified nhames within the attribute TAG.
The value according to the original model is entered in the FROM-attribute (e.g. 'red.crimson’), in
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the TO-attribute it is the tag according to the current model (e.g. 'red’). All values must be entered
according to the current model. In this case the same value is indicated for the FROM- resp. TO-
tag. The VALENTRY must be indicated for all enumeration types.

e DELENTRY. In the TAG-attribute we indicate the tag which cannot occur from the view-point of the
current model, but which could exist in extensions. The DELENTRY must be indicated for concrete
topics, classes, structures, relationships and graphic definitions, resp. transferable views as well as
for attributes of classes, structures and transferable views. If an entire class (resp. structure,
relationship or transferable view) can not exist from the view-point of the current model, it is
admissible to only designate the non-existent class with DELENTRY. In this case the attributes of
the class (resp. structure, relationship or transferable view) must not be transferred with
DELENTRY.

e Note concerning relationships without proper identity: The rules above also apply analogously to
relationships without proper identity. Hence e.g. the values of an enumeration attribute must be
listed in the same class in which the role is listed (i.e. under class.role.attribute).

¢ In the following example the characteristics of the Alias-table are once more illustrated, resp.
commented.

The following data description:

MODEL Federation AT "http://ww.interlis.ch/"
VERSI ON "2005-06-16" =

CLASS B (ABSTRACT) =
END B;
TOPI C TFederati on =
CLASS Bl EXTENDS B =
Color : (red, green, blue);
END BI1;
END TFeder ati on;

END Federati on.

MODEL TFeder ation AT "http://www. interlis.ch/"
VERSI ON "2005-06-16" TRANSLATI ON OF Federati on ["2005-06-16"] =
CLASS TB ( ABSTRACT) =
END TB;

TOPI C TTFederation =
CLASS TB1 EXTENDS TB =
TColor : (tred, tgreen, tblue);
END TB1,
END TTFederation;

END TFeder at i on.

MODEL Canton AT "http://www interlis.ch/"
VERSI ON "2005-06- 16" =

| MPORTS Feder at i on;

TOPI C TCanton EXTENDS Federat i on. TFeder ati on =
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CLASS K (ABSTRACT) EXTENDS Feder ation.B =
END K;

CLASS K1 EXTENDS Feder ation. TFederati on. Bl =
Col or (EXTENDED): (red (dark, crinson, light));
Txt: TEXT*40;

END Ki;

CLASS K2 =
Txt: TEXT*40;
END K2;

END TCant on;

END Cant on.

MODEL County AT "http://ww.interlis.ch/"
VERSI ON "2005-06-16" =

| MPORTS Cant on;

TOPI C TCounty EXTENDS Canton. TCant on =
END TCount y;

END County.

leads to the following Alias-table:
<ALl AS>

<ENTRI ES FOR="Feder ation">

<! —Entri es according to personal nodel -->
<TAGENTRY FROM:"Feder ati on. TFederati on" TO="Federati on. TFeder ati on"></ TAGENTRY>
<TAGENTRY FROM="Federation. TFederati on. B1"
TO="Feder ati on. TFeder ati on. B1" ></ TAGENTRY>
<VALENTRY ATTR="Federation. TFederation.Bl. Col or"
FROM="r ed" TO="red"></ VALENTRY>
<VALENTRY ATTR="Federation. TFederation. Bl1. Col or "
FROM=" green" TO=" green" ></ VALENTRY>
<VALENTRY ATTR="Federation. TFederation.Bl. Col or"
FROME" bl ue" TO="bl ue" ></ VALENTRY>

<l-- Entries for TFederation (TRANSLATION OF) -->
<TAGENTRY FROM="TFeder ati on. TTFeder at i on"
TO="Feder ati on. TFeder ati on" ></ TAGENTRY>
<TAGENTRY FROM=" TFeder ati on. TTFeder at i on. TB1"
TO="Federati on. TFeder ati on. B1" ></ TAGENTRY>
<VALENTRY ATTR="TFeder ati on. TTFeder at i on. TB1. TCol or"
FROM="t red" TO="r ed" ></ VALENTRY>
<VALENTRY ATTR="TFeder ati on. TTFederat i on. TB1. TCol or"
FROME"t green" TO="green"></ VALENTRY>
<VALENTRY ATTR="TFeder ati on. TTFeder at i on. TB1. TCol or"
FROM="t bl ue" TO=" bl ue" ></ VALENTRY>

<!—Entri es according to nodel Canton -->

<TAGENTRY FROME" Cant on. TCanton" TO="Federation. TFederation"> </ TAGENTRY>
<TACGENTRY FROME" Cant on. TCant on. K1" TO="Federati on. TFederation. B1"> </ TAGENTRY>
<DELENTRY TAG="Cant on. TCant on. K1. Txt" > </ DELENTRY>

<DELENTRY TAG="Cant on. TCant on. K2" > </ DELENTRY>

<VALENTRY ATTR="Cant on. TCanton. K1. Col or" FROW"red. dark" TO="red"> </VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or" FROW"red.crinmson" TO="red"> </ VALENTRY>
<VALENTRY ATTR="Canton. TCanton. K1. Col or" FROVE"red. | ight" TO="red"> </ VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or" FROW"green" TO="green"> </ VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or" FROW" bl ue" TO="bl ue"> </ VALENTRY>
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<l-- Entries according to model County -->
<TAGENTRY FROM=" County. TCounty" TO="Federation. TFederati on"> </ TAGENTRY>

</ ENTRI ES>

<ENTRI ES FOR="Canton">

<I|—Entri es according to personal nodel -->
<TAGENTRY FROM="Cant on. TCant on" TO="Canton. TCant on"> </ TAGENTRY>
<TAGENTRY FROME" Cant on. TCant on. K1" TO="Cant on. TCant on. K1" > </ TAGENTRY>
<TAGENTRY FROME" Cant on. TCant on. K2" TO="Cant on. TCant on. K2" > </ TAGENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or"

FROM="r ed. dark" TO="red. dar k"> </ VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or"

FROME"r ed. crinson” TO="red. crinson"> </ VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or"

FROM="red. i ght" TO="red.light"> </VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or"

FROME"green" TO="green"> </ VALENTRY>
<VALENTRY ATTR="Cant on. TCant on. K1. Col or"

FROM=" bl ue" TO="bl ue"> </ VALENTRY>

<!-- Entries according to model County -->
<TAGENTRY FROM=" County. TCounty" TO="Canton. TCanton"> </ TAGENTRY>

</ ENTRI ES>
<ENTRI ES FOR="Count y" >

<l-- Entries according to personal nodel -->
<TAGENTRY FROM="County. TCounty" TO="County. TCounty"> </ TAGENTRY>

</ ENTRI ES>

</ ALI AS>

Thus a reading program, written resp. configurated for the Federate model, can now read data provided
by Federation, TFederation, Canton or County as follows:

All tags provided by Federation are mapped onto itself (e.g. Federation.TFederation to
Federation. TFederation).

All tags of TFederation (TRANSLATION OF) are mapped to their counter-part in Federation (e.qg.
T.Federation. TTFederation to Federation. TFederation).

Via its Tagentry an XML-object <Canton. TCanton.K1> is mapped to <Federation. TFederation.B1>.
The object <Federation. TFederation.B1> is known to the reading program for the Federate model,
thus it can interpret the the object accordingly.

By means of a Tagentry an XML-Object <County.TCounty.K1> is transferred to and represented in
<Federation.TFederation.B1>. The object <Federation. TFederation.B1> is known to the reading
program for the federal model, thus the object can be interpreted correspondingly.

The value ‘"red.crimson" of the enumeration-attribute Canton.TCanton.K1.Color resp.
County.TCounty.Color is mapped via its Valentry to "red". The value "red" is a valid value
according to the Federate model.

The abstract class Canton.TCanton.K, resp. County.TCounty.K need not be entered as a tagentry,
since in its data set no instances of Canton.TCanton.K, resp. County.TCounty.K may occur.

The attribute <Canton.TCanton.K1.Txt>, resp. <County.TCounty.K1.Txt> must be ignored, since
this attribute does not exist within the Federate model.

The class <Canton.TCanton.K2>, resp. <County.TCounty.K2> must be ignored, since from the
view-point of the Federal model instances of <Canton. TCanton.K2>, resp. <County.TCounty.K2>
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Notes:

3.3.5

do not exist. Note: The attribute <Canton. TCanton.K2.Txt>, resp. <County.TCounty.K2.Txt> need
not be entered specifically with Delentry, since from the view-point of the Federate model this entire
class does not exist.

The alias table can be generated with the INTERLIS 2-compiler.

For each data model contained in the data set (including all base models) an entry-element must
be entered. The name of the model must be entered in the XML-attribute FOR.

Tag names, which after their mapping via the Alias-table do not lead to any known tag name as far
as the reading model is concerned, must be declared as errors by the reading program.

Attribute values, which after their mapping via the Alias-table do not lead to any known value as far
as the reading model is concerned, must be declared as errors by the reading program.

Data section

The data section is structured as follows:
Dat aSecti on = TAG ( DATASECTI ON )

3.3.6

{ Basket }
ETAG ( DATASECTI ON ).

Coding of topics

Baskets are instances of a concrete TOPIC, resp. VIEW TOPIC. Baskets are coded as follows:
Basket = TAG ( %bdel . Topi c%

'"BID=" XM.-ID
[ , "TOPICS=" XM.-Val ue ]
, "KIND=" XM.- Val ue ]
, ' STARTSTATE=" XM.-Val ue ]
, ' ENDSTATE='" XM.- Val ue ]
[ , ' CONSI STENCY='" XM.-Value ] )

{ Object | Link | DeleteObject | SetOrderPos }

ETAG ( %vbdel . Topic%).

—_—r—r—

The value %Model.Topic% has to be substituted correspondingly for each concrete topic (e.g. basic data
of Cadastral Surveying.control points) XML-attributes of the basket have the following significance:

BID. In BID the basket identification must be entered. With incremental update the basket
identification must be an OID.

TOPICS. In TOPICS all topics, except basic topics, actually existing within the basket are indicated
in a list, separated by commas (e.g. "Cantonl.Topicl, Canton2.Topic2"). The topics indicated must
be extensions of the common basic topic %Model. Topic% (possibly inherited via several levels).
The model containing the definition of the basic topic, as well as all the models containing the
definitions of extended topics, have to be stated in the model list within the preliminaries of the data
transfer.

KIND. Transfer-type (possible values: FULL, UPDATE, INITIAL. Where the attribute is omitted,
FULL is presumed.

STARTSTATE. Initial state of the basket before the transfer (only in connection with incremental
update).

ENDSTATE. Final state of the basket after the transfer (only in connection with incremental
update).

CONSISTENCY. Consistency of the basket (possible values are: COMPLETE, INCOMPLETE,
INCONSISTENT, ADAPTED). Should the attribute be missing, COMP LETE will be assumed.
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3.3.7 Coding of classes
Object instances of a concrete class are coded as follows:

Obj ect = TAG ( %wbdel . Topi c. Cl ass%
"TID=" XM.-ID

[ , "BID= XM.-1D]
[ , ' OPERATION=' XM.-Val ue ]
[ , ' CONSISTENCY=' XM.-Value ] )

{ Attribute | EnmbeddedLink }
ETAG ( %wbdel . Topic. C ass% ).

Link = TAG ( %vbdel . Topi c. Associ ati on%
[ , "TID=" XM.-I1D ]
[ , "BID=" XM.-ID ]
[ , ' OPERATI ON=" XM.-Val ue ]
[ , ' CONSI STENCY=" XM.-Value ] )
{ Attribute | Role | EnmbeddedLink }
ETAG ( %vbdel . Topi c. Associ ation%).

Del eteObject = TAG ( DELETE [ , 'TID='" XM.-ID] )
{ TAG ( %R0l eNanme%
"REF=' XML-ID[ , '"BID='" XM.-ID] )
ETAG ( %Rol eName% ) }
ETAG ( DELETE ).

The value %Model. Topic.Class% must be substituted correspondingly for each concrete class (e.g.
BaseDataSet.ControlP oints.LFP). In addition to the attributes defined within the model each class — and
thus each object instance — is assigned implicitly a transfer identification (XML-attribute TID). Instances of
relationships (link) will only have a transfer identification, if it has been required explicit ly by introducing
the property OID within the scope of the definition (cf. chapter 2.7.1 Description of relationships). In
connection with the transfer-type 'FULL" all TID's incl. all BID's must be unequivocal along the entire
transfer. In connection with the transfer-type INITIAL or UPDATE all TID's and BID's must be OID's. In
BID the basket-identification refers to the basket in which the object originally had been created (original
basket). If the object should be located within its original basket, them BID can be omitted. Furthermore in
connection with the transfer-types INITIAL and UPDATE each object is assigned an attribute for the
update-operation (XML-attribute OPERATION). The XML-attribute OPERATION can adopt the values
INSERT, UPDATE or DELETE. Whenever OPERATION is not indicated, the value INSERT will be
presumed. The XML-attribute CONSISTENCY may take on either of the values COMPLETE,
INCOMPLETE, INCONSISTENT or ADAPTED. Should the attribute be missing, COMPLETE will be
assumed.

With incremental updates it is possible to demand the deleting of a certain object of the basket via its OID
by means of DeleteObject. In the case of relationships without OID the instance (link) is identified by
means of the combination of all OIDs of the objects referred to. As opposed to OPERATION="DELETE"
no further attributes of the object must be supplied with Delete Object.

The following applies for the order of attributes, roles, EmbeddedLink, reference attributes within the
class: First all roles of the basic class are coded, followed by the attributes/reference attributes of the
basic class, then all EmbeddedLink of the basic class, all attributes/reference attributes of the extension,
all EmbeddedLink of the extension, etc.. Within the same extension level attributes/reference attributes
and roles are coded according to the definition order within the model file. Within the same extension
level EmbeddedLink are sorted in alphabetical order.

Parameters are not transferred with the sole exception described in chapter 3.3.10 Coding of graphic
definitions.
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3.3.8 Coding of views

For the coding of views cf. chapter 3.2.4 Transferable objects. The XML-attributes TID and BID are
transmitted, however not OPERATION. In terms of attributes of the view-object only those attributes are
transmitted which have been indicated within the view explicitly under ATTRIBUTES, resp. implicitly with
ALL OF.

3.3.9 Coding of relationships

There are two different manners for the coding of relationships: embedded or link. An embedded
relationship is coded in terms of a sub-element of a class involved in the association. The instance of a
link is coded in the same way as the instance of a class.

Relationships are always embedded, unless

e they have more than two roles or

e maximum cardinality is greater than 1 for both (basic) roles or
e an OID is required for the relationship or

e inthe case of certain topic-spanning relationships (see below).

If maximum cardinality is greater than 1 in one of the two (basic) roles, the embedding takes place with
the target-class of this role. If this target-class has been defined within a different topic than the (basic)
association, then no embedding can take place.

If with both (basic) roles maximum cardinality is smaller or equal 1, the embedding takes place with the
target class of the second role. If this target class has been defined in a different topic than the (basic)
association and the target class of the first role has been defined in the same topic as the (basic)
association, embedding will take place with the target class of the first role (in other words: if the target
classes of both roles have been defined in a different topic than the (basic) association, no embedding
can take place).

3.3.9.1 Embedded relationships
Embedded relationships are transferred in the same way as structure attributes of the class where the
relationship is embedded.

The sub-structure is constructed as follows:
EmbeddedLi nk = TAG ( %R0l eNane%
"REF='" XML-ID [ , 'BID=" XM--1D]
[ , ' ORDER _POS=' PosNumber ] )
[ EnmbeddedLi nkStruct ]
ETAG ( %Rol eName% ) .

EnbeddedLi nkStruct = TAG ( %bdel . Topi c. Associ ati on% )
(* Attribute *)
ETAG ( %vbdel . Topi c. Associ ation% ).

For %RoleName% you have to indicate the name of the role which refers to the opposite object (the other
role will not be coded). In EmbeddedLink possible attributes of the relationship are coded. The XML-
attributes REF, ORDER_POS and BID have the same significance as with non-embedded relationships.

3.3.9.2 Non-embedded relations hips
Non-embedded relations hips are transferred in the same way as object instances of classes.

Note: For relationships without explicit names the (class) name is a result of combining the individual role
names (i.e. e.g. %RoleNamelRoleName2%).

Rol e = TAG ( %Rol eNanme%
'"REF=' XML-ID[ , 'BID=" XM.-I1D]
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[ , 'ORDER POS=' PosNumber ] )
ETAG ( %Rol eName% ) .

Set Order Pos = TAG ( SETORDERPCS [ , '"TID=" XM.-1D ] )
{ TAG ( %R0l eNane%
"REF=" XML-ID[ , 'BID=" XM.-1D]
[ , 'ORDER _POS=' PosNumber ] )
ETAG ( %Rol eName% ) }
ETAG ( SETORDERPOCS ).

If the reference points to an object within the same basket the reference is coded with REF. It is the
transfer identification of the object that has been referred to that is stated in REF.

If the reference points to an object in a different basket (within the same transfer or even elsewhere), the
reference will be further coded with BID, thereby entering the basket identification of the object which has
been referenced in BID.

In ordered relationships the attribute ORDER_POS (value > 0!) defines the absolute position of this
reference in the ordered list of references that are part of this transfer basket.

With incremental transfers it is possible to transfer the absolute position of a non-modified reference
object by means of SetOrderPos. Even with incremental transfer ORDER_POS defines the order only
within the transfer, hence it is not stable.

3.3.10 Coding of graphic definitions

In the transfer the symbol classes referred to by the graphic definition (Sign-ClassRef) are transmitted for
each graphic definition. The object instances of the symbol classes are created by executing graphic
definitions on a concrete input data-set. Parameters are coded in the same way as attributes.

3.3.11 Coding of attributes

3.3.11.1 General rules for the coding of attributes
Each attribute of an object instance (including complex attributes such as POINT, POLY LINE, SURFACE,
AREA, STRUCTURE, LIST OF; BAG OF, etc.) is coded as follows:
Attribute = [ TAG ( %Attri buteName% )
Attri but eval ue

ETAG ( %Attri buteNanme% )
| ODAttributeValue ].

AttributeVal ue = Mrext Val ue | TextVal ue | Enumnval ue

(

| NurmericValue | FormattedVval ue

| Bl ackboxVal ue

| ClassTypeValue | AttributePathTypeValue | StructureVal ue
|
I

BagVal ue | ListValue
CoordVal ue | PolylineValue | SurfaceVal ue).

With undefined attribute values the attribute is not transferred. The measuring unit of the attribute value is
not coded. Example of a simple attribute:

<Nunber >12345</ Nunber >

3.3.11.2 Coding of strings
Attributes of the base type TEXT resp. MTEXT (and consequently also NAME and URI) are coded as
follows:

Mrext Val ue = XM.- Stri ng.
Text Val ue = XM.- Normal i zedSt ri ng.
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3.3.11.3 Caoding of enumerations
Enumerations are coded as follows:

Enunmval ue = ( EnunEl enent-Nanme { '.' EnunEl enent-Nanme } ) | ' OTHERS .

For the coding of enumerations (without taking into consideration whether the domain comprises only its
leaves or the nodes as well) the syntax of enumeration constants is applied (rule EnumValue). The sign #
is omitted. The pre-defined text orientation-types HALIGNMENT and VALIGNMENT are coded in the
same way as enumerations. Equally the type BOOLEAN is transmitted like an enumeration.

3.3.11.4 Coding of numeric data types
Numeric values are coded as follows:

Nuneri cVal ue = Nuneri cConst.

Note: With whole numbers no noughts placed in front are admissible (007 is transferred as 7). With real
numbers a maximum of one leading nought is permitted (e.g. not 00.07 but 0.07). Float numbers can be
transferred in different representations (with or without mantissa). They can also be transferred with a
higher degree of precision than required by the domain. However it is essential that the value of the float
number do not violate the required domain. Thus it is possible that for instance the number 100 (for an
assumed domain of 0..999) be transferred as 100, 100.0000001, 10.0el or 1.0e2.

3.3.11.5 Caoding of formatted domains
Formatted domains are coded according to the format definition:

For matt edVal ue = XM.- Nor nmal i zedStri ng.

3.3.11.6  Coding of blackboxes
Attribute values of the BLACKBOXtype are coded as follows:

Bl ackboxVal ue = TAG ( XMLBLBOX )
XM.- Any
ETAG ( XMLBLBOX )
| TAG ( BI NBLBOX )
XM.- base64Bi nary
ETAG ( BI NBLBOX ).

The XML-variety of the BLACKBOX type is coded as XML-Any, the binary variety as XML-base64Binary.

3.3.11.7 Caoding of class types
Attribute values of the type CLASS or STRUCTURE are coded as follows:

Cl assTypeVal ue = XM.- Nornal i zedStri ng.

The XML-NormalizedString contains the fully qualified class, structure or relationship name (e.g.
DMO1AVCH24D.ControlPointsCategoryl.LFP1).

3.3.11.8 Coding of attribute path types
Attribute values of the ATTRIBUTE type are coded as follows:

AttributePat hTypeVal ue = XM.- Nor mal i zedStri ng.

The XML-NormalizedString contains the fully qualified class name, followed by the attribute name
separated by a dot (e.g. BaseDataSet.ControlPoints.LFP.Number).
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3.3.11.9 Coding of structure attributes
Structure elements of the type STRUCTURE are coded as follows:

StructureValue = TAG ( %Struct ureName% )
{ Attribute | ReferenceAttribute }
ETAG ( %StructureNane% ).

StructureName is formed either as Model.StructureName at the level Model or as
Model. Topic.StructureName at the level Topic.

3.3.11.10 Coding of ordered and not-ordered substructures
Attribute values of the type BAG OF and LIST OF are coded as follows:

BagVal ue = (* StructureVval ue *).
Li stValue = (* StructureVal ue *).

The sequence of the ListValue-Elements may not be altered during transfer.

3.3.11.11 Coding of coordinates
Attribute values of the type COORD are coded as follows:

CoordVal ue = TAG ( COORD )
TAG ( Cl)
Numer i cConst
ETAG ( Cl1 )
[ TAG( C2)
Numer i cConst
ETAG ( C2 )
[ TAG( C3)
Numer i cConst
ETAG ( C3 ) ] 1]
ETAG ( COORD ).

The individual XML-sub-objects must be filled as follows:

e C1. First component of the coordinate (coded as numeric value).

e C2. Second component of the coordinate (only with 2D- and 3D- coordinates, coded as numeric
value).
e (3. Third component of the coordinate (only with 3D-coordinates, coded as numeric value).

3.3.11.12 Caoding of line strings
Attribute values of the type POLY LINE are coded as follows:

Pol yl i nevVal ue = TAG ( POLYLI NE )
[ LineAttr ]
Segnent Sequence | (* CippedSegment *)
ETAG ( POLYLINE ).

Start Segment = CoordVal ue.
St rai ght Segnent = Coor dVal ue.

ArcSegnent = TAG ( ARC)

TAG ( Cl)
Numer i cConst

ETAG ( Cl1 ),

TAG ( C2 )
Numer i cConst

ETAG ( C2 )

[ TAG( C3)
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Numer i cConst
ETAG ( C3 ) ]
TAG ( Al )
Numer i cConst
ETAG ( Al )
TAG ( A2 )
Numer i cConst
ETAG ( A2 )
[ TAG( R)
Numer i cConst
ETAG ( R) ]
ETAG ( ARC ).

Li neFor mSegment = StructureVal ue.

Segnent Sequence = Start Segnent (* Strai ght Segnent
| ArcSegnent
| LineFornSegnent *).

Cli ppedSegment = TAG ( CLI PPED )
Segnent Sequence
ETAG ( CLI PPED ).

Li neAttr = TAG ( LINEATTR)
Struct ur eVal ue
ETAG ( LI NEATTR ).

Straight segments of a line string are coded in accordance with the rule StraightSegment, for arc
segments the rule ArcSegment applies. Line segments defined with LINE FORM are coded as structures
(LineStructure).

Note: For arc segments (rule ArcSegment) the radius (optional XML-attribute R) is transmitted
redundantly to the intermediate point coordinate (A1/A2). The intermediate point of an arc is only of
significance for its position. Its hthe must be interpolated linearly between start and end point. If the arc
has been defined clockwise (from start to end point), the radius will have a positive sign, otherwise
negative. If differences occur between radius and coordinate values, it is the radius that prevails (cf.
chapter 2.8.12.2 Line strings with straight line segments and circle arcs as predefined curve segments).
The vertex height (C3) only has to be transferred with 3D-line strings.

In the case of an entire set of data, SegmentSequence is mandatory and no ClippedSegments may
occur. If out of an entire set of data only a section is transferred, any number of ClippedSegments may
occur instead of SegmentSequence.

3.3.11.13 Coding of surfaces and tessellations
SURFACE and AREA are coded as follows:

Sur faceVal ue = TAG ( SURFACE )
Boundaries | (* CippedBoundaries *)
ETAG ( SURFACE ).
Boundari es = QuterBoundary { |nnerBoundary }.

Qut er Boundary = Boundary.

I nner Boundary = Boundary.

Cl i ppedBoundaries = TAG ( CLIPPED )
Boundari es
ETAG ( CLIPPED ).
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Boundary = TAG ( BOUNDARY )
(* PolylineVval ue *)
ETAG ( BOUNDARY ).

Surfaces are transmitted as a sequence of boundaries. A boundary is a sequence of boundary lines, the
next boundary line starting with the end point of the preceding boundary line. The end point of the last
boundary line is identical with the start point of the first boundary line. Thus the boundary lines form a
closed line string (polygon). A boundary may be parted into boundary lines at any vertex of your
choosing. The segments may differ with every transfer — above all with incremental updates.

The first boundary of a surface (OuterBoundary) is the outer boundary of a surface, possibly followed by
inner boundaries (InnerBoundary) of the surface which limit the enclosures of the surface. The inner
boundaries must be located completely within the outer boundaries. The individual boundaries of a
surface may not overlap.

If SURFACE or AREA have been defined with line attributes, the structure element of the line attribute
must be transmitted with each PolylineValue (rule LineAttr in PolylineValue).

With tessellation (AREA) all boundary lines of the surface must coincide with the boundary lines of the
neighboring surface(s), unless they form part of the perimeter of the area network. Two boundary lines
are considered identical if in every segment of the boundary line all vertices are identical with the
corresponding segment of the neighboring surface. With arc vertices merely the sign of the arc radius
may differ. If line attributes have been defined for the area network, the line attribute values for the
boundary lines must be identical in pairs of two.

In the case of an entire data set Boundaries is mandatory with the rule SurfaceValue and no
ClippedBoundaries may occur. If out of an entire set of data only a section is transferred, any number of
ClippedBoundaries may occur instead of Boundaries. Each ClippedBoundaries-element itself has to meet
the rules of the SURFACE type.

3.3.11.14 Coding of references
Attributes of the type REFERENCE TO are coded as follows:
Ref erenceAttribute = [ TAG ( %Attri but eNanme%
"REF=' XML-ID[ , '"BID=" XM.-ID] )
ETAG ( %Attri buteNanme% ) ].

The XML-attributes REF and BID have the same significance as with proper relationships.

3.3.11.15 Coding of meta objects

Attributes of the type METAOBJECT (cf. the corresponding class in appendix A The internal INTERLIS-
data model) are coded in accordance with chapter 3.3.11.10 Coding of ordered and not-ordered
substructures. However parameters of the type METAOBJECT (rule ParameterDef) are not transmitted.
Parameters of the type METAOBJECT OF are transmitted as attributes of the type NAME.

3.3.11.16 Coding of the OIDType
Attribute values of the type OIDType are coded in the same way as an XML-ID incl. Oid-domain. If
OIDType is a Numeric Type the rules governing the coding of numeric types also have to be applied for
the value (without the Oid-domain).
O DAttributevalue = [ TAG ( %Attri but eNane%
'"AD=' XM.-1D)
ETAG ( %Attri buteNanme% ) ].
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3.4 Application of XML-tools

Since the INTERLIS 2-transfer is based entirely on XML 1.0, it is possible to use either INTERLIS or
XML-tools for the processing (resp. analysis) of INTERLIS-objects. However the following differences
have to be taken into consideration:

o Besides the XML-data set, INTERLIS 2-tools will also recognize the corresponding INTERLIS 2-
data models. Thus e.g. an INTERLIS-controlling tool will in general be able to execute more
rigorous tests than a mere XML-tool could.

e INTERLIS 2-tools know all the specific INTERLIS-data types such as COORD, POLYLINE,
SURFACE etc. Hence an INTERLIS 2-browser will be able to represent data sets also graphically,
whereas a mere XML-browser will only visualize the structure of the document.

e INTERLIS 2-tools support polymorph reading of data via Alias-table. Therefore an INTERLIS-
import program will be able to read of an extended model much in the same way as data of a base
model. With a mere XML-tool polymorph reading is not automatically possible.

o Furthermore INTERLIS 2-tools can support the translation of schema-names via Alias-table. Again
this would not be possible with mere XML-tools.

Despite all these differences general XML-tools may be directly employed for several purposes. Amongst
others we would like to name the filtering of data sets, the editing of data-sets with XML-editors, the
examination of transfer-data sets, the translation into other formats, etc.
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Appendix A (normative) The internal INTERLIS-data model

Hereafter the entire internal data model has been summarized once more. This model only serves to
illustrate our explanations and cannot be compiled (because for instance it uses names which are
keywords according to the language definition (cf. chapter 2.2.7 Special symbols and reserved words).
Any software processing INTERLIS, such as the INTERLIS-compiler placed at your disposal by KOGIS,
must be able to recognize all elements of this model.

I NTERLI S 2. 3;

CONTRACTED TYPE MCDEL I NTERLIS (en) AT "http://ww interlis.ch/"
VERSI ON "2005-06-16" =

LI NE FORM
STRAI GHTS;
ARCS;

UNIT
ANYUNI T ( ABSTRACT) ;
DI MENS| ONLESS ( ABSTRACT) ;
LENGTH ( ABSTRACT) ;
MASS ( ABSTRACT) ;
TI ME (ABSTRACT);
ELECTRI C_CURRENT ( ABSTRACT) ;
TEMPERATURE ( ABSTRACT) ;
AMDUNT OF MATTER ( ABSTRACT) ;
ANGLE (ABSTRACT) ;
SOLI D ANGLE ( ABSTRACT) ;
LUM NOUS_I NTENSI TY ( ABSTRACT) ;
MONEY ( ABSTRACT) ;

METER [n] EXTENDS LENGTH;

KI LOGRAM [kg] EXTENDS MASS;

SECOND [s] EXTENDS TI ME;

AMPERE [ A] EXTENDS ELECTRI C_CURRENT;
DEGREE_KELVI N [K] EXTENDS TEMPERATURE;
MOLE [rol] EXTENDS AMOUNT OF NMATTER,
RADI AN [ rad] EXTENDS ANGLE;

STERADI AN [sr] EXTENDS SOLI D ANGLE;
CANDELA [cd] EXTENDS LUM NOUS_I NTENSI TY:

DOVAI N
URI (FINAL) = TEXT*1023;
NAME (FI NAL) = TEXT*255;
INTERLIS 1 DATE (FINAL) = TEXT*8;
BOOLEAN (FINAL) = (

f al se,

t rue) ORDERED;
HAL I GNVENT (FI NAL)

Left,

Center,

Ri ght) ORDERED,
VAL GNVENT ( FI NAL)

Top,

Cap,

Hal f,

Base,

Bott om) ORDERED;
ANYO D = A D ANY;
1320 D= ADO0 .. 2147483647,

STANDARDO D = O D TEXT*16;
UU DA D = A D TEXT*36;
Li neCoor d (ABSTRACT) = COORD NUMERI C, NUMERI C;

1
—~

1]
—~
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FUNCTI ON nyd ass (Object: ANYSTRUCTURE): STRUCTURE;
FUNCTI ON i sSubCl ass (pot Subd ass: STRUCTURE; pot SuperCl ass: STRUCTURE):
BOOLEAN;
FUNCTI ON i sO A ass (nject: ANYSTRUCTURE, O ass: STRUCTURE): BOOLEAN;
FUNCTI ON el enent Count (bag: BAG OF ANYSTRUCTURE): NUMERI G
FUNCTI ON obj ect Count (Qbjects: OBJECTS OF ANYCLASS): NUMERI C;
FUNCTION | en (TextVal: TEXT): NUMERI C
FUNCTI ON | enM ( Text Val : MIEXT): NUMERI C;
FUNCTION trim (Text Val: TEXT): TEXT;
FUNCTION trinM (TextVal : MIEXT): MIEXT;
FUNCTI ON i sEnumSubVal (SubVal : ENUMIREEVAL; NodeVal: ENUMIREEVAL): BOCLEAN,
FUNCTI ON i nEnumRange (Enum ENUWAL;
M nVal : ENUMTREEVAL;
MaxVal : ENUMTREEVAL): BOOLEAN,
FUNCTI ON convertUnit (from NUVER C: NUMVER C
FUNCTI ON areAreas ( (ohjects: OBIJECTS OF ANYCLASS;
SurfaceBag: ATTRIBUTE OF @ Obj ects
RESTRI CTI ON ( BAG OF ANYSTRUCTURE) ;
SurfaceAttr: ATTRI BUTE OF @ SurfaceBag
RESTRI CTI ON ( SURFACE) ) : BOOLEAN,;

CLASS METAOBJECT (ABSTRACT) =
Name: MANDATORY NAME;

UNI QUE Name;

END METACBJECT;

CLASS METACBJECT_TRANSLATION =
Name: MANDATORY NAME;
Namel nBaseLanguage: MANDATORY NAME;
UNI QUE Narre;
UNI QUE Namel nBaseLanguage;
END METACBJECT_TRANSLATI O\

STRUCTURE AXI S =
PARAVETER
Unit: NUVERIC [ ANYUNIT] ;
END AXI S;

CLASS REFSYSTEM ( ABSTRACT) EXTENDS METAOBJECT =
END REFSYSTEM

CLASS COCRDSYSTEM ( ABSTRACT) EXTENDS REFSYSTEM =
ATTRI BUTE
Axis: LIST {1..3} OF AXIS;
END COORDSYSTEM

CLASS SCALSYSTEM ( ABSTRACT) EXTENDS REFSYSTEM =
PARAVETER
Unit: NUMVERIC [ ANYUNI T];
END SCALSYSTEM

CLASS SI GN (ABSTRACT) EXTENDS METACBJECT =
PARAMETER
Sign: METAOBJECT;
END SI G\

TOPI C Tl MESYSTEMS =

CLASS CALENDAR EXTENDS | NTERLI S. SCALSYSTEM =
PARAVETER
Uni t (EXTENDED) : NUMERI C [ TI ME] ;
END CALENDAR;

CLASS Tl MEOFDAYSYS EXTENDS | NTERLI S. SCALSYSTEM =
PARAMVETER
Uni t (EXTENDED): NUMERI C [ TI ME] ;
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END TI MEGFDAYSYS;

END TI MESYSTENMS;

UNIT
Mnute [mn] = 60 [INTERLIS. s];
Hour [ h] =60 [mn];
Day [d] =24 [h];

Month [M~ EXTENDS | NTERLI S. Tl ME;
Year [Y] EXTENDS | NTERLIS. Tl ME

REFSYSTEM BASKET BaseTi meSyst ens ~ Tl MESYSTEMS
CBJECTS OF CALENDAR: Gregori anCal endar
OBJECTS OF Tl MEOFDAYSYS: UTC;

STRUCTURE Ti neOf Day (ABSTRACT) =

Hours: 0 .. 23 C RCULAR [h];

CONTI NUOUS SUBDI VI SION M nutes: 0 .. 59 O RCULAR [nmi n];

CONTI NUOUS SUBDI VI SI ON Seconds: 0.000 .. 59.999 C RCULAR [INTERLIS. s];
END Ti meCf Day;

STRUCTURE UTC EXTENDS Ti meCf Day =
Hour s(EXTENDED): 0 .. 23 {UTG};
END UTC,

DOVAI N
G egorianYear = 1582 .. 2999 [Y] {GegorianCal endar};

STRUCTURE GregorianDate =
Year: G egori anYear;
SUBDI VISION Month: 1 .. 12 [M;
SUBDI VI SION Day: 1 .. 31 [d];
END Gregor i anDat e;

STRUCTURE G egorianDateTi me EXTENDS Gregori anDate =

SUBDI VI SION Hours: 0 .. 23 CIRCULAR [ h] {UTG;

CONTI NUOUS SUBDI VISION M nutes: 0 .. 59 Cl RCULAR [mi n];

CONTI NUOUS SUBDI VI SI ON Seconds: 0.000 .. 59.999 C RCULAR [INTERLIS. s];
END Gregor i anDat eTi ne;

DOMAI N XMLTi ne = FORVAT BASED ON UTC ( Hours/2 ":" Mnutes ":" Seconds );
DOVAI N XMLDat e = FORVAT BASED ON GregorianDate ( Year "-" Month "-" Day );
DOMAI N XML Dat eTi me EXTENDS XMLDat e = FORVAT BASED ON Gregori anDat eTi me
( I'NHERI TANCE "T" Hours/2 ":" Mnutes
":" Seconds );

STRUCTURE Li neSegnent (ABSTRACT) =
Segnent EndPoi nt: MANDATORY Li neCoor d;
END Li neSegnent ;

STRUCTURE Start Segnent ( FI NAL) EXTENDS Li neSegnent =
END St art Segnent ;

STRUCTURE Strai ght Segnent (FI NAL) EXTENDS Li neSegnent =
END St rai ght Segnent ;

STRUCTURE ArcSegment (FI NAL) EXTENDS Li neSegnent =
ArcPoi nt : MANDATORY Li neCoord;
Radi us: NUMERI C [ LENGTH] ;

END ArcSegnent;

STRUCTURE SurfaceEdge =
Ceonetry: DI RECTED POLYLI NE;
LineAttrs: ANYSTRUCTURE;

END SurfaceEdge;

STRUCTURE SurfaceBoundary =
Lines: LIST OF SurfaceEdge;
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END SurfaceBoundary;

STRUCTURE Li neGeonetry =

Segnents: LIST OF LineSegnent;
MANDATORY CONSTRAI NT i sOf d ass (Segnent s[ FI RST], St art Segnent) ;
END Li neGeonetry;

END | NTERLI S.
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Appendix B (normative for CH) Symbol table

In the table below you will find all available standard INTERLIS 2-symbols, as well as special symbols,
umlauts and diacritic marks and their coding in an INTERLIS-transfer. For some of these symbols various
forms of coding are at your disposal and in these cases all possible forms of coding of the symbol are
stated. Whenever several coding possibilities exist, an INTERLIS 2-writing program will select one of
these possibilities. An INTERLIS 2-reading program must be able to recognize all of these forms of
coding for one symbol.

The table only applies to XML-Content (i.e. XML-String, XML-NormalizedString resp. XML-Value). XML-
Tags are transmitted exclusively as ASCII-coded symbols in accordance with the syntax of chapter 3.

Besides the standard symbols listed in the table other symbols can be used in INTERLIS 2-applications,
provided a contract has been agreed to between the parties concerned.

Tabulator (TAB, #x9), Carriage return (CR, #xD) and Line feed (LF, #xA) are the only admissible control
codes. However they may only occur within the scope of the coding of MTEXT (cf. chapter 2.8.1 Strings
and chapter 3.3.11.2 Coding of strings).

ucs |ucs [uUTF8coding | XML Coding XML Coding XML Coding Represen-
Hex Dec Octet Hex Character Reference | Character Reference | Entity Reference ted as
Dec Hex
0020 32 20
0021 33 21 !
0022 34 &#34, &#x22; &quot;
0023 35 23 #
0024 36 24 $
0025 37 25 %
0026 38 &#38; &#x26; &amp; &
0027 39 &#39; &#x27, &apos; '
0028 40 28 (
0029 41 29 )
002A 42 2A *
002B 43 2B +
002C 44 2C ;
002D 45 2D -
002E 46 2E .
002F 47 2F /
0030 48 30 0
0031 49 31 1
0032 50 32 2
0033 51 33 3
0034 52 34 4
0035 53 35 5
0036 54 36 6
0037 55 37 7
0038 56 38 8
0039 57 39 9
003A 58 3A :
003B 59 3B ;
003C 60 &#60; &#x3c; &lt; <
003D 61 3D =
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ucs ucs UTF-8 Coding XML Coding XML Coding XML Coding Represen-
Hex Dec Octet Hex Character Reference | Character Reference | Entity Reference ted as
Dec Hex
003E 62 &#62; &#x3e; &gt; >
003F 63 3F ?
0040 64 40 @
0041 65 41 A
0042 66 42 B
0043 67 43 C
0044 68 44 D
0045 69 45 E
0046 70 46 E
0047 71 47 G
0048 72 48 H
0049 73 49 I
004A 74 4A J
004B 75 4B K
004C 76 AC L
004D 77 4D M
004E 78 4E N
004F 79 4F O
0050 80 50 P
0051 81 51 Q
0052 82 52 R
0053 83 53 S
0054 84 54 T
0055 85 55 U
0056 86 56 \Y,
0057 87 57 w
0058 88 58 X
0059 89 59 Y
005A 90 5A z
005B 91 5B [
005C 92 5C \
005D 93 5D ]
005E 94 5E "
005F 95 5F _
0060 96 60
0061 97 61 a
0062 98 62 b
0063 99 63 c
0064 100 64 d
0065 101 65 e
0066 102 66 f
0067 103 67 g
0068 104 68 h
0069 105 69 i
006A 106 6A j
006B 107 6B k
006C 108 6C |
006D 109 6D m
006E 110 6E n
006F 111 6F o
0070 112 70 p
0071 113 71 q
0072 114 72 r
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ucs ucs UTF-8 Coding XML Coding XML Coding XML Coding Represen-
Hex Dec Octet Hex Character Reference | Character Reference | Entity Reference ted as
Dec Hex
0073 115 73 s
0074 116 74 t
0075 117 75 u
0076 118 76 v
0077 119 77 w
0078 120 78 X
0079 121 79 y
007A 122 7A z
007B | 123 7B {
007C 124 7C |
007D |125 7D }
007E 126 7E ~
00A7 167 C2 A7 &#167 &#xat §
00AB |171 C2 AB &#171 &#xab «
00BB 187 C2 BB &#187 &#xhb »
ooc4 196 C384 &#196; &#xc4; A
00C6 198 C386 &#198; &#xcC6; Y
00C7 199 C3 87 &#199; &#xc7,; C
00C8 200 C388 &#200; &#xc8; E
00C9 201 C389 &#201; &#xc9; E
00D1 209 C391 &#209; &#xd1; N
00D6 214 C396 &#214; &#xd6; )
ooDC | 220 C39C &#220; &#txdc; U
00E0 224 C3 A0 &#224, &#xe0; a
00E1 225 C3Al &#225; &#txel,; a
00E2 226 C3 A2 &#226; &#xe2; a
00E4 228 C3 A4 &#228,; &i#txed; a
00E6 230 C3 A6 &#230; &#xe6; &
00E7 231 C3 A7 &#231,; &i#txev; ¢
00E8 232 C3 A8 &#232; &#xe8; e
00E9 233 C3 A9 &#233; &i#txe9; é
00EA 234 C3 AA &#234; &#txea; é
00EB 235 C3 AB &#235; &#txeb; e
00EC | 236 C3AC &#236; &#txec; i
00ED 237 C3AD &#237; &#txed; i
00EE 238 C3 AE &#238; &itxee; 7
OOEF 239 C3 AF &#239; &i#txef; T
00F1 241 C3B1 &#241; &#xf1; fi
00F2 242 C3 B2 &#242; &#xf2; 0
00F3 243 C3B3 &#243; &#xf3; o}
00F4 244 C3B4 &#244,; &#txt4; 0
00F5 245 C3B5 &#245; &#xf5; 0
00F6 246 C3B6 &#246; &#xf6; o}
00F9 249 C3B9 &#249; &#xf9; u
00FA 250 C3 BA &#250; &#txfa,; a
00FB 251 C3BB &#251; &#txth; a
00FC 252 C3BC &#252; &#txfc; U
20AC | 8364 E2 82 AC &#8364 Y%#x20ac €

Table 2: Unicode symbols pemitted in INTERLIS and their coding.

Notes:
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e In the columns UCS/Hex resp. UCS/Decimal the UCS (resp. Unicode) code of the symbol has
been indicated (hexadecimal, resp. decimal).

e In the column UTF-8 coding the coding of the symbol has been indicated according to UTF-8 as
8bit bytes (octet) in hexadecimal notation. The symbols >= Hex 80 are coded as multiple byte
sequences. Note: The hexadecimal notation is only used to illustrate the coding. Only binary coded
octets are transmitted on the transfer-file.

e In the columns XML coding character reference (Dec), resp. character reference (Hex) the coding
of the symbol is indicated as XML character reference (decimal, resp. hexadecimal variant). This
value is an ASCII-symbol sequence and must be used strictly accurate in the transfer. Whenever
possible a writing program should select the character reference coding for the symbol. The
advantage of character reference coding lies in its ability to be indicated, resp. edited with simple
ASCIl-editors on any platform (Unix, PC etc.). Note: With the hexadecimal coding variant the letters
a-f can be listed in capitals or small letters (however the x in the hexadecimal variant must always
be a small letter).

e The XML-coding (Entity Reference) is only admissible for some few special symbols. Its value is an
ASCIl-sequence which has to be used accurately in the transfer. Note: XML-entities such as
&uuml; (for the symbol {) are not admissible in an INTERLIS 2 transfer-file, since no DTD will be
referenced by an INTERLIS 2 transfer-file (permissible entities such as &amp; have been
predefined in the XML 1.0 specification).

e Inthe column representation you will find the representation of the symbol in a UCS, resp. Unicode
compatible editor.
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Appendix C (informative) A small example Roads

Introduction

In order to facilitate your entry into INTERLIS 2, we provide a small but nevertheless complete example. It
describes a data set designed for a complete data transfer. For examples of application with incremental
update (including OID), we supply the necessary test data sets and user manuals.

The example consists of the following parts:

Data model RoadsExdm2ben and RoadsExdmz2ien.

XML-data set RoadsExdm2ien (file RoadsExdm2ien.xml) which contains objects in accordance
with the data model RoadsExdmz2ien.

Graphic model RoadsExgm2ien. One possible representation for the data model RoadsExdmz2ien
is defined in the graphic model (Note: any number of representations is possible for one single data
model).

Collection of symbol objects (symbol library) in RoadsExgm2ien_Symbols (file
RoadsExgm2ien_Symbols.xml). The symbol library is an XML-data set in accordance with the
symbology model StandardSymbology (cf. appendix J Symbology models). The symbol library is
used in the graphic model RoadsExgm2ien for the representation of exemplifying data from the
RoadsExdm2ien.xml-data set.

The name "RoadsExdm2ben" is an abbreviation of "RoadsExample, data model, INTERLIS 2, basic
model, english". Hereafter the individual parts will be described more in detail.

TOPIC Roads
S Street LandCover
g StreetP | +Name 4 street +Type
£ 2 +
g 1 1 % Geometry
g 2
i &
¥ | 0.* 0| ¥
StreetNamePosition StreetAxis RoadSign
HNamPos +Geometry +Type
HNamOri +Position

TOPIC RoadsExtended

EXTENDSRoads StreetAxis RoadSign

+Precision +Type

Figure 26: UML-class diagram of data models.

Data model RoadsExdm?2ben and RoadsExdm2ien
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The data model RoadsExdm2ben contains the objects LandCover, StreetAxis, StreetName and
PointObject. The data model RoadsExdm2ien is an extension of RoadsExdm2ben. The UML-class
diagram above (see figure 26) supplies a comprehensive over-view of the data models.

Note: It is on purpose that the example chosen is very simple and we do not lay claim to completeness.
The corresponding models defined in INTERLIS 2 read as follows:

'l File RoadsExdm2ben.ili Release 2005-06-16
| NTERLI S 2. 3;

MODEL RoadsExdnRben (en) AT "http://ww.interlis.ch/nodels"
VERSI ON "2005-06- 16" =

UNIT
Angl e_Degree = 180 / Pl [INTERLI S.rad];
DOVAI N
Poi nt 2D = COORD
0.000 .. 200.000 [INTERLI S.nj, !! Mn_East Max_East
0.000 .. 200.000 [INTERLI S.nj, !! Mn_North Max_North

ROTATION 2 -> 1;
Cientation = 0.0 .. 359.9 C RCULAR [ Angl e_Degr ee] ;

TOPI C Roads =

STRUCTURE LAttrs =
LArt: (
wel | defined,
fuzzy);
END LAttrs;

CLASS LandCover =
Type: MANDATCRY (
bui | di ng,
street,
wat er,
ot her);
Geonet ry: MANDATORY SURFACE W TH ( STRAI GHTS)
VERTEX Poi nt 2D W THOUT OVERLAPS > 0. 100
LI NE ATTRI BUTES LAttrs;
END LandCover ;

CLASS Street =
Name: MANDATORY TEXT*32;
END Street;

CLASS StreetAxis =
Geonet ry: MANDATORY POLYLINE W TH ( STRAI GHTS)
VERTEX Poi nt 2D,
END Street AXi s;

ASSQOCI ATI ON Street AXi SAssoc =
Street -- {1} Street;
Street AXis -- Street Axis;

END Street Axi sAssoc;

CLASS St reet NanePositi on =
NanmPos: MANDATORY Poi nt 2D;
NanOri : MANDATORY Ori entation;

END Street NamePosition;

ASSQOCI ATI ON Street NanePositi onAssoc =
Street -- {0..1} Street;
Street NanePosition -- StreetNanePosition;
END Street NamePositionAssoc;
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CLASS RoadSign =
Type: MANDATCRY (
prohi biti on,
i ndi cation,
danger,
vel ocity);
Positi on: MANDATORY Poi nt 2D,
END RoadSi gn;

END Roads; !! of TOPIC

END RoadsExdnRben. !! of MODEL

I'l File RoadsExdm2ien.ili Release 2005-06-16
I NTERLI S 2. 3;

MODEL RoadsExdnRi en (en) AT "http://ww.interlis.ch/nodels"”
VERSI ON "2005-06-16" =

| MPORTS RoadsExdnRben;

TOPI C RoadsExt ended EXTENDS RoadsExdnRben. Roads =

CLASS Street Axis (EXTENDED) =
Preci sion: MANDATORY (
preci se,
unpr eci se);
END Street Axi s;

CLASS RoadSi gn (EXTENDED) =
Type ( EXTENDED) : (
prohibiti on (
noentry,
nopar ki ng,
ot her));
END RoadSi gn;

END RoadsExtended; !! of TCPI C

END RoadsExdnRien. !! of MODEL

Data set RoadsExdm2ien in accordance with data model RoadsExdm2ien

Below you will find an exemplary data set for the data model RoadsExdmZ2ien. The XML-formatting has
been derived from the data model RoadsExdm2ien by means of the rules stated in chapter 3 Sequential
Transfer.

<?xm version="1. 0" encodi ng="UTF-8" ?>
<I-- File RoadsExdn®i en.xm 2005-06-16 (http://wmv interlis.ch/nodels) -->

<TRANSFER xm ns="http://www. interlis.ch/| NTERLI S2. 3"
xm ns: xsi ="http://ww.w3. org/ 2001/ XM_Schena-i nst ance"
xsi:schemaLocati on="http://ww. interlis.ch/INTERLI S2.3
RoadsExdnRi en. xsd" >
<HEADERSECTI ON VERSI ON=" 2. 3" SENDER-="KOd S">
<MODELS>
<MODEL NAME="RoadsExdnRben" URI="http://ww:.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >
<MCDEL NAME="RoadsExdnRi en" URI="http://ww.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >
</ MODELS>

www.interlis.ch, info@interlis.ch 102



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

Appendix C

Edition 2006-04-13 (english)

<AL| AS>
<ENTRI ES FOR="RoadsExdnRben" >

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<DELENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

</ ENTRI ES>

FROME" RoadsExdnRben. Roads"

TO=" RoadsExdnm2ben. Roads"/ >

FROME" RoadsExdnRi en. RoadsExt ended”

TO=" RoadsExdm2ben. Roads"/ >

FROME" RoadsExdnRben. Roads. LAttrs"
TO="RoadsExdnm2ben. Roads. LAttrs"/>

FROME" RoadsExdnRben. Roads. LandCover™"
TO="RoadsExdn2ben. Roads. LandCover "/ >

FROME" RoadsExdnRben. Roads. St reet”
TO="RoadsExdnm2ben. Roads. Street"/>

FROME" RoadsExdnRben. Roads. St r eet Axi s"
TO="RoadsExdm2ben. Roads. Street Axi s"/ >

FROME" RoadsExdnRi en. RoadsExt ended. St reet Axi s"
TO="RoadsExdm2ben. Roads. Street Axi s"/>
TAG="RoadsExdn?2i en. RoadsExt ended. St reet Axi s"
ATTR="Pr eci si on"/ >

FROME" RoadsExdnRben. Roads. St r eet Axi sAssoc”
TO="RoadsExdm2ben. Roads. Street Axi sAssoc"/ >
FROME" RoadsExdnRben. Roads. St r eet NanePosi tion"
TO=" RoadsExdm2ben. Roads. St reet NamePosi ti on" />
FROME" RoadsExdnRben. Roads. St r eet NanePosi ti onAssoc”
TO="RoadsExdm2ben. Roads. St r eet NamePosi ti onAssoc"/ >
FROME" RoadsExdnRben. Roads. RoadSi gn*
TO="RoadsExdn2ben. Roads. RoadSi gn" / >

FROME" RoadsExdnRi en. RoadsExt ended. RoadSi gn”
TO="RoadsExdnm2ben. Roads. RoadSi gn"/ >
TAG="RoadsExdnRben. Roads. LAt trs" ATTR="LArt"
FROM=" wel | def i ned" TO="wel | defi ned"/>
TAG="RoadsExdnRben. Roads. LAt trs" ATTR="LArt"
FROME"fuzzy" TO="f uzzy"/>

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME" bui | di ng" TO="bui | di ng"/ >
TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME"street" TO="street"/>

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME"water” TO="water"/>

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME" ot her" TO="other"/>

TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
FROME=" pr ohi bi ti on" TO="prohi bition"/>
TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
FROME"1 ndi cat i on" TO="i ndication"/>
TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
FROME" danger" TO=" danger"/>

TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
FROM="vel ocity" TO="vel ocity"/>
TAG="RoadsExdn®i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME" pr ohi bi tion. noent ry" TO="pr ohi bi tion"/>
TAG="RoadsExdn®i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME=" pr ohi bi ti on. nopar ki ng" TGOC="prohi bition"/>
TAG="RoadsExdn®i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROM=" pr ohi bi tion. ot her" TO="prohibition"/>

<ENTRI ES FOR="RoadsExdn®i en">

<TAGENTRY

<TAGENTRY

<TAGENTRY

<VALENTRY

<VALENTRY

FROME" RoadsExdnRi en. RoadsExt ended”

TO=" RoadsExdnmRi en. Roads Ext ended"/ >

FROME" RoadsExdn®Ri en. RoadsExt ended. Street Axi s"
TO="RoadsExdnmR2i en. Roads Ext ended. Street Axi s" />
FROME" RoadsExdnRi en. RoadsExt ended. RoadSi gn”
TO=" RoadsExdn®i en. Roads Ext ended. RoadSi gn"/ >

TAG="RoadsExdn®i en. RoadsExt ended. Street Axi s" ATTR="Preci sion"

FROME" pr eci se" TO="precise"/ >

TAG="RoadsExdn®Ri en. RoadsExt ended. Street Axi s" ATTR="Precision"

FROM=" unpr eci se" TO="unpreci se"/>
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<VALENTRY TAG="RoadsExdn?i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROM=" pr ohi bi tion. noent ry" TO="pr ohi bi ti on. noentry"/ >

<VALENTRY TAG="RoadsExdn2i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME" pr ohi bi ti on. nopar ki ng" TO=" prohi bition. noparki ng"/>

<VALENTRY TAG="RoadsExdnRi en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME" pr ohi bi tion. other"™ TO="prohibition.other"/>

</ ENTRI ES>
</ ALl AS>

<COMVMVENT >
exanpl e dat aset
</ COMMENT>
</ HEADERSECTI ON>

ili2 refmanual appendix C

<DATASECTI ON>

<RoadsExdnRi en. RoadsExt ended Bl D="REFHANDBO0000001" >

<l--

<Type>wat er </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY>

<POLYLI NE>

<LI NEATTR>

=== LandCover === -->
<Roads ExdnRben. Roads. LandCover

TI D="16"

>

<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnRben. Roads. LAttrs>

</ LI NEATTR>

<COORD><C1>39.
<COORD><C1>41.
<COORD><C1>43.
<COORD><Cl1>44.
<COORD><C1>45.
<COCORD><C1>48.
<COORD><C1>53.
<COORD><C1>56.
<COORD><C1>57.
<COORD><C1>58.
<COORD><Cl1>55.
<COORD><C1>47.
<COORD><C1>42.
<COORD><C1>39.
<COORD><C1>36.
<COORD><C1>35.
<COORD><C1>35.
<COORD><C1>37.
<COCORD><C1>39.
</ POLYLI NE>

</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdnm2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover

<Type>bui | di ng</ Ty pe>
<Ceonetry>
<SURFACE>
<BOUNDARY>

<POLYLI NE>

<LI NEATTR>

038</ C1><C2>60.
200</ C1><C2>59.
362</ C1><C2>60.
713</ C1><C2>66.
794</ C1><C2>67.
766</ C1><C2>67.
360</ C1><C2>64.
197</ C1><C2>62.
818</ C1><C2>63.
899</ C1><C2>68.
927</ C1><C2>72.
955</ C1><C2>75.
281</ C1><C2>75.
308</ C1><C2>73.
741</ C1><C2>69.
525</ C1><C2>66.
661</ C1><C2>63.
957</ C1><C2>61.
038</ C1><C2>60.

TI D="18"

315</ C2></ COORD>
302</ C2></ COORD>
315</ C2></ COORD>
268</ C2></ COORD>
662</ C2></ COCRD>
408</ C2></ COORD>
115</ C2></ COORD>
595</ C2></ COORD>
862</ C2></ COORD>
928</ C2></ COORD>
348</ C2></ COORD>
515</ C2></ COORD>
388</ C2></ COORD>
235</ C2></ COORD>
688</ C2></ COORD>
268</ C2></ COORD>
7 35</ C2></ COORD>
455</ C2></ COORD>
315</ C2></ COORD>

>

<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnmRben. Roads. LAttrs>

</ LI NEATTR>

<COORD><C1>101. 459</ C1><C2>65. 485</ C2></ COORD>
<COORD><C1>108. 186</ C1><C2>69. 369</ C2></ COORD>
<COORD><C1>102. 086</ C1><C2>79. 936</ C2></ COORD>
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<COCORD><C1>95. 359</ C1><C2>76. 053</ C2></ COCRD>
<COORD><C1>101. 459</ C1><C2>65. 485</ C2></ COORD>
</ POLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdnm2ben. Roads. LandCover >

<Roads ExdnRben. Roads. LandCover TID="20">
<Type>bui | di ng</ Ty pe>
<Ceonetry>
<SURFACE>
<BOUNDARY >
<POLYLI| NE>
<LI NEATTR>
<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</LArt >
</ RoadsExdnRben. Roads. LAttrs>
</ LI NEATTR>

<COORD><C1>60.
<COORD><C1>79.
<COORD><C1>75.
<COORD><C1>67.
<COORD><C1>69.
<COORD><C1>57.
<COORD><C1>60.

489</ C1><C2>49.
900</ C1><C2>55.
351</ C1><C2>70.
678</ C1><C2>68.
938</ C1><C2>61.
582</ C1><C2>58.
489</ C1><C2>49.

608</ C2></ COORD>
839</ C2></ COORD>
932</ C2></ COORD>
781</ C2></ COORD>
721</ C2></ COCRD>
029</ C2></ COORD>
608</ C2></ COORD>

</ PCLYLI| NE>
</ BOUNDARY >
</ SURFACE>
</ Geonetry>
</ RoadsExdm2ben. Roads. LandCover >

<Roads ExdnRben. Roads. LandCover TID="22">
<Type>str eet </ Type>
<CGeonetry>
<SURFACE>
<BOUNDARY >
<POLYLI| NE>
<LI NEATTR>
<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnRben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>45. 067</ C1><C2>58. 655</ C2></ COORD>
<COORD><C1>50. 669</ C1><C2>42. 579</ C2></ COORD>
<COORD><C1>57. 060</ C1><C2>44. 638</ C2></ COORD>
<COORD><C1>51. 432</ C1><C2>60. 469</ C2></ COORD>
<COORD><C1>45. 067</ C1><C2>58. 655</ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdnm2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover TI D="24">
<Type>ot her </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY >
<POLYLI NE>
<Ll NEATTR>
<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnmRben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>114. 027</ C1><C2>99. 314</ C2></ COORD>
<COORD><C1>31. 351</ C1><C2>99. 314</ C2></ COORD>
<COORD><C1>31. 140</ C1><C2>92. 530</ C2></ COCRD>
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<COCORD><C1>70. 419</ C1><C2>86. 177</ C2></ COCRD>
<COORD><C1>86. 481</ C1><C2>79. 710</ C2></ COCRD>
<COORD><C1>114. 027</ C1><C2>99. 314</ C2></ COORD>
</ PCLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdm2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover TI D="26">
<Type>ot her </ Type>
<CGeonetry>
<SURFACE>
<BOUNDARY >
<POLYLI NE>
<LI NEATTR>
<RoadsExdn2ben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdn2ben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>113. 559</ C1><C2>62. 880</ C2></ COORD>
<COORD><C1>114. 027</ C1><C2>99. 314</ C2></ COORD>
<COORD><C1>86. 481</ C1><C2>79. 710</ C2></ COORD>
<COCORD><C1>94. 381</ C1><C2>66. 289</ C2></ COCRD>
<COORD><C1>96. 779</ C1><C2>57. 177</ C2></ COORD>
<COORD><C1>113. 559</ C1><C2>62. 880</ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
<BOUNDARY >
<POLYLI NE>
<L| NEATTR>
<RoadsExdn2ben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnmRben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>108. 186</ C1><C2>69. 369</ C2></ COORD>
<COORD><C1>101. 459</ C1><C2>65. 485</ C2></ COORD>
<COORD><C1>95. 359</ C1><C2>76. 053</ C2></ COORD>
<COORD><C1>102. 086</ C1><C2>79. 936</ C2></ COORD>
<COORD><C1>108. 186</ C1><C2>69. 369</ C2></ COORD>
</ POLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdm2ben. Roads. LandCover >

<Roads ExdnR2ben. Roads. LandCover TID="29">
<Type>str eet </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY >
<POLYLI NE>
<LI NEATTR>
<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnR2ben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>100. 621</ C1><C2>24. 239</ C2></ COORD>
<COORD><C1>109. 729</ C1><C2>24. 239</ C2></ COORD>
<COORD><C1>105. 640</ C1><C2>48. 068</ C2></ COORD>
<COORD><C1>96. 779</ C1><C2>45. 088</ C2></ COORD>
<COORD><C1>100. 621</ C1><C2>24. 239</ C2></ COORD>
</ PCLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdnm2ben. Roads. LandCover >
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<Roads ExdnRben. Roads. LandCover
<Type>ot her </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY>

<POLYLI NE>
<LI NEATTR>

TID="31">

<RoadsExdn2ben. Roads. LAt trs>

<LArt>wel |

defined</ LArt>

</ RoadsExdnR2ben. Roads. LAttrs>

</ LI NEATTR>

<COORD><C1>30. 900</ C1><C2>24. 478</ C2></ COORD>
<COORD><C1>100. 621</ C1><C2>24. 239</ C2></ COORD>
<COCORD><C1>96. 779</ C1><C2>45. 088</ C2></ COCRD>
<COORD><C1>30. 900</ C1><C2>24. 478</ C2></ COORD>

</ POLYLI NE>

</ BOUNDARY>
</ SURFACE>
</ Geonetry>

</ RoadsExdnm2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover
<Type>ot her </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY >

<POLYLI NE>
<LI NEATTR>

TI D="33"

>

<RoadsExdnRben. Roads. LAttrs>

<LArt >wel |

defi ned</LArt >

</ RoadsExdnRben. Roads. LAttrs>

</ LI NEATTR>

<COORD><C1>31.
<COCORD><C1>31.
<COORD><C1>50.
<COORD><Cl1>45.
<COCORD><C1>51.
<COORD><C1>57.
<COORD><C1>87.
<COORD><C1>85.
<COORD><C1>78.
<COORD><C1>67.
<COCORD><C1>31.

</ PCLYLI| NE>

</ BOUNDARY>
<BOUNDARY>

<POLYLI NE>
<LI NEATTR>

110</ C1><C2>83.
140</ C1><C2>36.
669</ C1><C2>42.
067</ C1><C2>58.
432</ C1><C2>60.
060</ C1><C2>44.
839</ C1><C2>54.
282</ C1><C2>63.
847</ C1><C2>73.
549</ C1><C2>77.
110</ C1><C2>83.

750</ C2></ COORD>
458</ C2></ COCRD>>
579</ C2></ COORD>
655</ C2></ COORD>
469</ C2></ COORD>>
638</ C2></ COORD>
138</ C2></ COORD>
410</ C2></ COORD>
433</ C2></ COORD>
788</ C2></ COORD>
750</ C2></ COORD>

<RoadsExdnRben. Roads. LAttrs>

<LArt >wel |

defi ned</ LArt >

</ RoadsExdnmben. Roads. LAttrs>

</ LI NEATTR>

<COORD><C1>41.
<COORD><C1>39.
<COORD><C1>37.
<COORD><C1>35.
<COORD><C1>35.
<COCORD><C1>36.
<COORD><C1>39.
<COORD><C1>42.
<COORD><C1>47.
<COORD><C1>55.
<COORD><C1>58.
<COCORD><C1>57.
<COORD><C1>56.
<COORD><C1>53.
<COORD><C1>48.
<COCORD><C1>45.

200</ C1><C2>59.
038</ C1><C2>60.
957</ C1><C2>61.
661</ C1><C2>63.
525</ C1><C2>66.
741</ C1><C2>69.
308</ C1><C2>73.
281</ C1><C2>75.
955</ C1><C2>75.
927</ C1><C2>72.
899</ C1><C2>68.
818</ C1><C2>63.
197</ C1><C2>62.
360</ C1><C2>64.
766</ C1><C2>67.
794</ C1><C2>67.

302</ C2></ COORD>
315</ C2></ COORD>
455</ C2></ COORD>
7 35</ C2></ COORD>
268</ C2></ COORD>
688</ C2></ COORD>
235</ C2></ COORD>
388</ C2></ COORD>
515</ C2></ COORD>
348</ C2></ COORD>
928</ C2></ COORD>
862</ C2></ COCRD>
595</ C2></ COORD>
115</ C2></ COORD>
408</ C2></ COORD>
662</ C2></ COORD>
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<COORD><C1>44. 713</ C1><C2>66. 268</ C2></ COORD>
<COORD><C1>43. 362</ C1><C2>60. 315</ C2></ COORD>
<COORD><C1>41. 200</ C1><C2>59. 302</ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
<BOUNDARY >
<POLYLI NE>
<LI NEATTR>
<RoadsExdnRben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnRben. Roads. LAttrs>
</ LI NEATTR>

<COORD><C1>79.
<COORD><C1>60.
<COCORD><C1>57.
<COORD><C1>69.
<COCORD><C1>67.
<COORD><C1>75.
<COORD><C1>79.

900</ C1><C2>55.
489</ C1><C2>49.
582</ C1><C2>58.
938</ C1><C2>61.
678</ C1><C2>68.
351</ C1><C2>70.
900</ C1><C2>55.

</ PCLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdn2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover
<Type>str eet </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY>

TI D="37"

<POLYLI NE>
<LI NEATTR>

839</ C2></ COORD>
608</ C2></ COORD>
029</ C2></ COORD>
721</ C2></ COORD>
781</ C2></ COCRD>
932</ C2></ COORD>
839</ C2></ COORD>

<RoadsExdnRben. Roads. LAttrs>

<LArt>wel |

defined</LArt>

</ RoadsExdnRben. Roads. LAttrs>

</ LI NEATTR>

<COCORD><C1>31.
<COORD><C1>31.
<COORD><C1>67.
<COCORD><C1>78.
<COORD><C1>85.
<COCORD><C1>87.
<COORD><C1>96.
<COCORD><C1>94.
<COCORD><C1>86.
<COORD><C1>70.
<COORD><C1>31.

140</ C1><C2>92.
110</ C1><C2>83.
549</ C1><C2>77.
847</ C1><C2>73.
282</ C1><C2>63.
839</ C1><C2>54.
779</ C1><C2>57.
381</ C1><C2>66.
481</ C1><C2>79.
419</ C1><C2>86.
140</ C1><C2>92.

530</ C2></ COORD>
750</ C2></ COORD>
788</ C2></ COORD>
433</ C2></ COORD>
410</ C2></ COORD>
138</ C2></ COORD>
177</ C2></ COORD>
289</ C2></ COORD>
710</ C2></ COORD>
177</ C2></ COORD>
530</ C2></ COORD>

</ PCLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdm2ben. Roads. LandCover >

<Roads Exdnm2ben. Roads. LandCover
<Type>ot her </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY >
<POLYLI NE>
<LI NEATTR>
<RoadsExdn2ben. Roads. LAt trs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnR2ben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>113. 811</ C1><C2>51. 168</ C2></ COORD>
<COORD><C1>105. 640</ C1><C2>48. 068</ C2></ COORD>
<COORD><C1>109. 729</ C1><C2>24. 239</ C2></ COORD>
<COORD><C1>114. 269</ C1><C2>24. 017</ C2></ COORD>

TI D="39">
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<COORD><C1>113. 811</ C1><C2>51. 168</ C2></ COORD>
</ POLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdnm2ben. Roads. LandCover >

<Roads Exdn2ben. Roads. LandCover TID="41">
<Type>str eet </ Type>
<Ceonetry>
<SURFACE>
<BOUNDARY >
<POLYLI| NE>
<LI NEATTR>
<RoadsExdn2ben. Roads. LAttrs>
<LArt>wel | defi ned</ LArt >
</ RoadsExdnmRben. Roads. LAttrs>
</ LI NEATTR>
<COORD><C1>105. 640</ C1><C2>48. 068</ C2></ COORD>
<COORD><C1>113. 811</ C1><C2>51. 168</ C2></ COORD>
<COORD><C1>113. 559</ C1><C2>62. 880</ C2></ COORD>
<COORD><C1>96. 779</ C1><C2>57. 177</ C2></ COORD>
<COORD><C1>87. 839</ C1><C2>54. 138</ C2></ COORD>
<COCORD><C1>57. 060</ C1><C2>44. 638</ C2></ COCRD>
<COORD><C1>50. 669</ C1><C2>42. 579</ C2></ COORD>
<COORD><C1>31. 140</ C1><C2>36. 458</ C2></ COORD>
<COORD><C1>30. 900</ C1><C2>24. 478</ C2></ COORD>
<COORD><C1>96. 779</ C1><C2>45. 088</ C2></ COORD>
<COORD><C1>105. 640</ C1><C2>48. 068</ C2></ COORD>
</ PCLYLI| NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ RoadsExdm2ben. Roads. LandCover >

<l-- === Street === -->

<Roads ExdnmR2ben. Roads. Street TI D="1">
<Name>Aust r asse</ Nanme>

</ RoadsExdnm2ben. Roads. Str eet >

<Roads Exdn2ben. Roads. Street TI D="2">
<Name>Eymat t st rasse</ Nane>
</ RoadsExdnm2ben. Roads. Str eet >

<Roads Exdn2ben. Roads. Street Tl D="3">
<Name>Fel dweg</ Name>
</ RoadsExdnm2ben. Roads. Str eet >

<Roads ExdnRben. Roads. Street Tl D="4">
<Name>Seeweg</ Nane>
</ RoadsExdm2ben. Roads. Str eet >

<l-- === Street Axis / Street Axi sAssoc === -->
<Roads ExdnRi en. Roads Ext ended. Street Axis TID="8">
<CGeonetry>
<PQOLYLI NE>
<COORD><C1>55. 600</ C1><C2>37. 649</ C2></ COORD>
<COORD><C1>15. 573</ C1><C2>25. 785</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="1"></ Street>
<Preci si on>pr eci se</ Preci si on>
</ RoadsExdnmRi en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis Tl D="9">
<Ceonetry>
<PQOLYLI NE>
<COORD><C1>55. 600</ C1><C2>37. 649</ C2></ COORD>
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<COORD><C1>94. 990</ C1><C2>50. 109</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="1"></ Street>
<Preci si on>pr eci se</ Preci si on>
</ RoadsExdnRi en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis Tl D="10">
<Ceonetry>
<PQLYLI NE>
<COORD><C1>94. 990</ C1><C2>50. 109</ C2></ COORD>
<COORD><C1>101. 099</ C1><(C2>52. 279</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="1"></ Street>
<Pr eci si on>pr eci se</ Preci si on>
</ RoadsExdnRi en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis TID="11">
<Ceonetry>
<PQOLYLI NE>
<COORD><C1>101. 099</ C1><(C2>52. 279</ C2></ COORD>
<COORD><C1>126. 100</ C1><C2>62. 279</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="1"></ Street>
<Pr eci si on>pr eci se</ Preci si on>
</ RoadsExdm2i en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis TID="12">
<Ceonetry>
<PQOLYLI NE>
<COORD><C1>94. 990</ C1><C2>50. 109</ C2></ COORD>
<COORD><C1>89. 504</ C1><C2>65. 795</ C2></ COCRD>
<COORD><C1>83. 594</ C1><C2>75. 598</ C2></ COORD>
<COORD><C1>71. 774</ C1><C2>80. 712</ C2></ COORD>
<COORD><C1>11. 423</ C1><C2>91. 154</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="2"></Street>
<Preci si on>pr eci se</ Preci si on>
</ RoadsExdm2i en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis TID="13">
<CGeonetry>
<PQOLYLI NE>
<COORD><C1>101. 099</ C1><(C2>52. 279</ C2></ COORD>
<COORD><C1>107. 400</ C1><C2>14. 603</ C2></ COORD>
</ POLYLI NE>
</ Geonetry>
<Street REF="3"></ Street>
<Pr eci si on>unpreci se</ Preci si on>
</ RoadsExdnmRi en. RoadsExt ended. Street Axi s>

<Roads ExdnRi en. Roads Ext ended. Street Axis Tl D="15">
<Ceonetry>
<PCOLYLI NE>
<COORD><C1>55. 600</ C1><C2>37. 649</ C2></ COORD>
<COORD><C1>49. 359</ C1><C2>56. 752</ C2></ COORD>
</ PCLYLI| NE>
</ Geonetry>
<Street REF="4"></ Street>
<Preci si on>unpreci se</ Preci si on>
</ RoadsExdnRi en. RoadsExt ended. Street Axi s>

<!-- === Street NanePosition / StreetNanePositionAssoc === -->
<Roads ExdnR2ben. Roads. Street NamePosi tion TID="5">
<NamPos>
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<COORD><C1>71. 660</ C1><C2>45. 231</ C2></ COORD>
</ NanPos>
<NamCri >15. 0</ Nan©Ori >
<Street REF="1"></ Street>
</ RoadsExdm2ben. Roads. Str eet NanePositi on>

<Roads Exdn2ben. Roads. St reet NamePosi tion Tl D="6">
<NamPos>
<COORD><C1>58. 249</ C1><C2>85. 081</ C2></ COORD>
</ NanPos>
<NamOri >351. 0</ NamQr i >
<Street REF="2"></ Street>
</ RoadsExdnm2ben. Roads. Str eet NanePosi ti on>

<Roads Exdn2ben. Roads. St reet NamePosi tion TID="7">
<NamPos>
<COORD><C1>106. 095</ C1><C2>33. 554</ C2></ COORD>
</ NanPos>
<NamCri >280. 0</ NamCOr i >
<Street REF="3"></ Street>
</ RoadsExdm2ben. Roads. St r eet NanePosi ti on>

<Roads ExdnRben. Roads. Street NamePosi ti on TID="14">
<NamPos>
<COORD><C1>53. 031</ C1><C2>51. 36 7</ C2></ COORD>
</ NanPos>
<NamCri >291. 3</ NamOr i >
<Street REF="4"></ Street>
</ RoadsExdnm2ben. Roads. Str eet NanePosi ti on>

<!-- === RoadSi gn === -->
<Roads ExdnRi en. Roads Ext ended. RoadSi gn TI D="501">
<Type>prohi bi ti on. nopar ki ng</ Type>
<Posi tion>
<COORD><C1>69. 389</ C1><(C2>92. 056</ C2></ COORD>
</ Position>
</ RoadsExdm2i en. RoadsExt ended. RoadSi gn>

<Roads ExdnRi en. Roads Ext ended. RoadSi gn Tl D="502">
<Type>pr ohi bi ti on. nopar ki ng</ Type>
<Position>
<COORD><C1>80. 608</ C1><C2>88. 623</ C2></ COCRD>
</ Position>
</ RoadsExdm2i en. RoadsExt ended. RoadSi gn>

<Roads ExdnRi en. Roads Ext ended. RoadSi gn Tl D="503">
<Type>prohi bi ti on. nopar ki ng</ Type>
<Position>
<COORD><C1>58. 059</ C1><C2>93. 66 7</ C2></ COCRD>
</ Position>
</ RoadsExdm2i en. RoadsExt ended. RoadSi gn>

<Roads ExdnRi en. Roads Ext ended. RoadSi gn Tl D="504">
<Type>danger </ Type>
<Position>
<COORD><C1>92. 741</ C1><(C2>38. 295</ C2></ COORD>
</ Position>
</ RoadsExdm2i en. RoadsExt ended. RoadSi gn>
</ RoadsExdn®2i en. RoadsExt ended>
<l-- end of basket REFHANDB0O0O0000O1 -->
</ DATASECTI ON\>
</ TRANSFER>

Graphic description RoadsExgm2ien

With regard to the data model a representation is defined by means of the graphic description
RoadsExgm2ien. The graphic model reads as follows:
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I'l File RoadsExgnRien.ili Release 2005-06-16
I NTERLI S 2. 3;

CONTRACTED MODEL RoadsExgm2i en (en) AT "http://wwmv interlis.ch/nodel s"
VERSI ON "2005-06-16" = !! Roads graphics

| MPORTS RoadsExdn®ben;
| MPORTS RoadsExdn®i en;
I MPORTS St andar dSymbol ogy;

SI GN BASKET St andar dSynbol ogy ~ St andar dSynbol ogy. St andar dSi gns
OBJECTS OF SurfaceSign: Building, Street, Water, Qher
OBJECTS OF PolylineSign: continuous, dotted
CBJECTS OF TextSi gn: Linefont_18
CBJECTS OF Synbol Sign: NoParking, GP

TOPIC Graphics =
DEPENDS ON RoadsExdnRben. Roads, RoadsExdnRi en. RoadsExt ended;

GRAPHI C Sur face_Graphi cs
BASED ON RoadsExdnRi en. RoadsExt ended. LandCover =

Bui I di ng OF StandardSynbol ogy. St andar dSi gns. SurfaceSi gn:
WHERE Type == #bui I di ng (
Sign := {Building};
Ceonetry : = Geonetry;
Priority := 100);

Street OF StandardSynbol ogy. St andar dSi gns. Sur f aceSi gn:
WHERE Type == #street (
Sign := {Street};
Ceonetry : = Geonetry;
Priority := 100);

Wat er OF St andar dSymbol ogy. St andardSi gns. Surf aceSi gn:
WHERE Type == #wat er (
Sign := {\Water};
Ceonetry : = CGeonetry;
Priority := 100);

Ot her OF St andar dSynbol ogy. St andardSi gns. Surf aceSi gn:
WHERE Type == #other (
Sign := {Qher};
Ceonetry := Ceonetry;
Priority := 100);

END Surf ace_Graphi cs;

VI EW Sur f ace_Boundary
| NSPECTI ON OF RoadsExdnRi en. RoadsExt ended. LandCover -> Geometry;

ATTRI BUTE
ALL OF LandCover;
END Surf ace_Boundary;

VI EW Sur f ace_Boundary?2
I NSPECTI ON OF Base ~ Surface_Boundary -> Lines;

ATTRI BUTE

Geonetry : = Base -> Ceonetry;
LineAttr := Base -> LineAttrs;

END Surf ace_Boundary?2;

GRAPHI C SurfaceBoundar y_Graphics
BASED ON Surface_Boundary2 =
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Boundary OF StandardSynbol ogy. St andardSi gns. Pol yl i neSi gn: (

Sign := {continuous};
Ceometry := Geonetry;
Priority := 101);

END Surf aceBoundary_ G aphics;

GRAPHI C Pol yl i ne_Gr aphics
BASED ON RoadsExdnRi en. RoadsExt ended. Street Axis =

Street _preci se OF St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gn:
WHERE Preci si on == #precise (

Si gn := {continuous};
Ceonetry : = Geonetry;
Priority := 110);

Street _unpreci se OF StandardSynbol ogy. St andar dSi gns. Pol yli neSi gn:
WHERE Preci si on == #unprecise (
Sign := {dotted};
Ceonetry : = Ceonetry;
Priority := 110);

END Pol yline_Gaphics;

GRAPHI C Text _Graphics
BASED ON RoadsExdnRi en. RoadsExt ended. Str eet NanePosition =

Street Nane OF StandardSymbol ogy. St andardSi gns. Text Si gn: (
Si gn := {Li nefont_18};

Txt := Street -> Nane;
CGeonetry : = NanPos;
Rotation := NanOri;
Priority := 120);

END Text _G aphi cs;

GRAPHI C Poi nt _Graphics
BASED ON RoadsExdnRi en. RoadsExt ended. RoadSi gn =

Tree OF Standar dSynbol ogy. St andar dSi gns. Synbol Si gn:
WHERE Type == #prohi bition.noparking (
Sign := {NoParki ng};
Ceonetry : Posi ti on;
Priority := 130);

GP OF Standar dSynbol ogy. St andar dSi gns. Sy nbol Si gn:
VWHERE Type == #danger (
Sign := {GP};
Geonetry := Position;
Priority := 130);

END Poi nt _G aphi cs;
END Gr aphi cs;

END RoadsExgn®i en.

The graphic model RoadsExgm2ien has recourse to the symbols in the symbol library Roads-
Exgm2ien_Symbols (file RoadsExgm2ien_Symbols.xml). A description of the symbol library is to be found
in the following paragraph.

Symbol library RoadsExgm2ien_Symbols.xml

Hereafter the symbol library RoadsExgm2ien_Symbols is represented in the form of an XML-data set (file
RoadsExgm2ien_Symbols.xml). The symbol library contains symbol definitions for control points and
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trees, as well as line, text and surface symbols. The corresponding symbology model
(StandardSymbology) is to be found in appendix J Symbology models.

<?xm version="1. 0" encodi ng="UTF-8" ?>

<l-- File RoadsExgnRi en_Synbol s. xm 2005- 06-16 (http://www. interlis.ch/nodels) -->
<TRANSFER xml ns="http://www. interlis.ch/| NTERLI S2. 3"
xm ns: xsi ="http://ww.w3. org/ 2001/ XM_Schema-i nst ance"
xsi:schemaLocati on="http://ww. interlis.ch/INTERLI S2.3
RoadsExgnRi en_Synbol s. xsd" >
<HEADERSECTI ON VERSI ON=" 2. 3" SENDER="KOGE S'>
<MODELS>
<MCDEL NAME="RoadsExdnRben" URI="http://ww:.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >

<MODEL NAME="RoadsExdn®Ri en" URI="http://ww.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >
<MODEL NAME="Abstract Synbol ogy" URI ="http://www interlis.ch/nodels"
VERSI| ON="2005- 06- 16"/ >
<MCDEL NAME="St andar dSynbol ogy" URI ="http://www interlis.ch/nodel s"
VERSI ON="2005- 06- 16"/ >
<MODEL NAME="RoadsExgnRi en" URI="http://ww:.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >
</ MODELS>
<ALI AS>

<ENTRI ES FOR="RoadsExdnRben" >

<TAGENTRY FROME" RoadsExdn2ben. Roads"
TO=" RoadsExdm2ben. Roads"/ >
FROM=" RoadsExdn®Ri en. RoadsExt ended"
TO=" RoadsExdnm2ben. Roads"/ >
FROME" RoadsExdnRben. Roads. LAt trs"
TO="RoadsExdm2ben. Roads. LAttrs"/>
FROM=" RoadsExdnRben. Roads. LandCover"
TO=" RoadsExdm2ben. Roads. LandCover "/ >
FROME" RoadsExdnRben. Roads. St reet”
TO="RoadsExdm2ben. Roads. Street"/ >
FROME" RoadsExdnRben. Roads. St r eet Axi s"
TO="RoadsExdnm2ben. Roads. Street Axi s"/>
FROM=" RoadsExdn®Ri en. RoadsExt ended. Street Axi s"
TO="RoadsExdnm2ben. Roads. Street Axi s"/>
TAG="RoadsExdnRi en. RoadsExt ended. Street Axi s"
ATTR="Pr eci si on"/ >
FROM=" RoadsExdnRben. Roads. St r eet Axi sAssoc”
TO="RoadsExdm2ben. Roads. Street Axi sAssoc"/ >
FROME" RoadsExdnRben. Roads. St reet NanePosition"
TO="RoadsExdm2ben. Roads. St reet NamePosi ti on" />
FROM:" RoadsExdnRben. Roads. St r eet NanePositi onAssoc”
TO="RoadsExdm2ben. Roads. St reet NanmePosi ti onAssoc"/ >
FROM=" RoadsExdnben. Roads. RoadSi gn*
TO="RoadsExdnm2ben. Roads. RoadSi gn"/ >
FROMF" RoadsExdnRi en. RoadsExt ended. RoadSi gn"
TO="RoadsExdm2ben. Roads. RoadSi gn"/ >
TAG="RoadsExdnRben. Roads. LAt trs" ATTR="LArt"
FROME"wel | def i ned" TO="wel | defi ned"/>
TAG="RoadsExdnRben. Roads. LAt trs" ATTR="LArt"
FROME"fuzzy" TO="fuzzy"/>

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<DELENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME" bui | di ng" TO="bui | di ng"/>
TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME"street" TO="street"/>

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROM="water" TO="water"/>

TAG="RoadsExdnRben. Roads. LandCover" ATTR="Type"
FROME" ot her" TO="other"/>

TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
FROM=" pr ohi bi ti on" TO=" prohi bition"/>
TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"
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FROME"i ndi cat i on"

TO="i ndi cation"/>

<VALENTRY TAG="RoadsExdnRben. Roads. RoadSi gn" ATTR="Type"

FROM=" danger "

TO=" danger"/ >

<VALENTRY TAG="RoadsExdnben. Roads. RoadSi gn" ATTR="Type"
FROM="vel ocity" TO="vel ocity"/>
<VALENTRY TAG="RoadsExdn2i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME" pr ohi bi ti on. noent ry" TO="pr ohi bi tion"/>
<VALENTRY TAG="RoadsExdnRi en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME=" pr ohi bi ti on. nopar ki ng" TO="prohi bition"/>
<VALENTRY TAG="RoadsExdn2i en. RoadsExt ended. RoadSi gn" ATTR="Type"

</ ENTRI ES>

FROME=" pr ohi bi tion. ot her" TO="prohibition"/>

<ENTRI ES FOR="RoadsExdn®i en">
<TAGENTRY FROME"RoadsExdn?2i en. RoadsExt ended”
TO=" RoadsExdnRi en. Roads Ext ended"/ >
FROME" RoadsExdnRi en. RoadsExt ended. St reet Axi s"
TO="RoadsExdnmRi en. Roads Ext ended. Street Axi s" />

<TAGENTRY

<TAGENTRY

<VALENTRY

<VALENTRY

<VALENTRY

</ ENTRI ES>

FROME" RoadsExdnRi en. RoadsExt ended. RoadSi gn”
TO=" RoadsExdn®i en. Roads Ext ended. RoadSi gn"/ >

TAG=" RoadsExdn®i en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROM=" pr ohi bi ti on. noent ry” TO="pr ohi bi tion. noentry"/>
TAG="RoadsExdnRi en. RoadsExt ended. RoadSi gn" ATTR="Type"

FROM=" pr ohi bi ti on. nopar ki ng"

TO=" prohi bition. noparki ng"/>

TAG="RoadsExdnRi en. RoadsExt ended. RoadSi gn" ATTR="Type"
FROME" pr ohi bi tion. other" TO="prohibition.other"/>

<ENTRI ES FOR="Abstract Synmbol ogy" >
FROME" Abst ract Synbol ogy. Si gns"
TO=" Abst r act Synbol ogy. Si gns" />
FROM=" St andar dSynbol ogy. St andar dSi gns™
TO=" Abst r act Synbol ogy. Si gns" />

<TAGENTRY

<TAGENTRY

<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY

TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar dSynbol ogy.

TAG=

St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi

" St andar dSynbol ogy. St andar dSi gns. Li neStyl
<DELENTRY TAG="StandardSymnbol ogy. St andar dSi
<DELENTRY TAG="StandardSynbol ogy. St andar dSi

<DELENTRY

TAG=

" St andar dSynbol ogy. St andar dSi gns. Li neSt yl

<DELENTRY

TAG=

" St andar dSynbol ogy. St andar dSi gns. Li neStyl

<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY

TAG=" St andar d Synbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar d Synbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar dSynbol ogy.
TAG=" St andar d Synbol ogy.

TAG=

St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi
St andar dSi

gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.

Pol yli

e_Sol i dPol

Color"/>

neAttrs"/ >

Font Synbol _Pol yline"/>

Font Symbol _Surf ace"/ >

Font Symbol "/ >

Font"/ >

Font Assoc" />

LineStyle _Solid"/>

Li neSt yl e_Sol i dCol or Assoc"/ >

ylineAttr sAssoc"/>

gns. DashRec"/ >
gns. Li neSt yl e_Dashed"/ >

e_DashedCol or Assoc" />

e_DashedLi
gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.
gns.

Text Si
Text Si
Text Si
Text Si
Synbol
Synbol
Synbol
Synbol
Pol yli

neAt trsAssoc"/ >

Pattern_Synbol " />
LineStyle Pattern"/>

gn"/ >

gnFont Assoc"/ >

gnCol or Assoc"/ >

gnd i pFont Assoc"/ >
Sign"/>

Si gnSynbol Assoc"/ >

Si gnd i pSynbol Assoc"/ >
Si gnCol or Assoc"/ >

neSi gn"/>

" St andar dSy nbol ogy. St andar dSi gns. Pol yl i neSi gnLi neSt yl eAssoc" />
<DELENTRY TAG="St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnCol or Assoc"/ >

<DELENTRY

TAG=

" St andar dSy nbol ogy. St andar dSi gns. Pol yl i neSi gnCl i pSt yl eAssoc" />

<DELENTRY

TAG=

" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnSt art Synbol Assoc"/ >
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<DELENTRY

TAG=

" St andar dSy nbol ogy. St andar dSi gns. Pol yl i neSi gnEndSymbol Assoc" />

<DELENTRY
<DELENTRY
<DELENTRY
<DELENTRY

</ ENTRI ES>

TAG=" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn"/ >

TAG=" St andar dSynbol ogy. St andar dSi gns. Sur f aceSi gnCol or Assoc"/ >
TAG=" St andar dSynbol ogy. St andar dSi gns. Sur f aceSi gnBor der Assoc"/ >
TAG=" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gnHat chSynbAssoc"/ >

<ENTRI ES FOR="St andar dSymnbol ogy" >

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

FROME" St andar dSynbol ogy. St andar dSi gns*"

TO=" St andar dSynbol ogy. St andar dSi gns"/ >

FROM=" St andar dSynbol ogy. St andar dSi gns. Col or "

TO=" St andar dSynbol ogy. St andar dSi gns. Col or"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Pol yl i neAttrs"

TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neAttrs"/>
FROME" St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yl i ne"
TO=" St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yl i ne"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. Font Synbol _Sur f ace"
TO=" St andar dSynbol ogy. St andar dSi gns. Font Synbol _Surface"/>
FROME" St andar dSynbol ogy. St andar dSi gns. Font Synbol "

TO=" St andar dSynbol ogy. St andar dSi gns. Font Synbol "/ >

FROME=" St andar dSynbol ogy. St andar dSi gns. Font "

TO=" St andar dSynbol ogy. St andar dSi gns. Font"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Font Assoc”

TO=" St andar dSynbol ogy. St andar dSi gns. Font Assoc"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Sol i d"

TO=" St andar dSynbol ogy. St andar dSi gns. Li neStyle_Solid"/>
FROME" St andar dSymbol ogy. St andar dSi gns. Li neStyl e_Sol i dCol or Assoc"
TO=" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Sol i dCol or Assoc" / >
FROM=

" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Sol i dPol yl i neAttr sAssoc"

TO=

" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Sol i dPol yl i neAttr sAssoc"/ >

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

FROME" St andar dSynbol ogy. St andar dSi gns. DashRec"

TO=" St andar dSynbol ogy. St andar dSi gns. DashRec"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Dashed"

TO=" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Dashed"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_DashedCol or Assoc"
TO=" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_DashedCol or Assoc"/ >
FROM=

" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_DashedLi neAt t r sAssoc"

TO=

" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_DashedLi neAt trsAssoc"/ >

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

FROME" St andar dSynbol ogy. St andar dSi gns. Pattern_Synbol "

TO=" St andar dSynbol ogy. St andar dSi gns. Pattern_Symbol "/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Patt ern"

TO=" St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Pattern"/>

FROME" St andar dSynbol ogy. St andar dSi gns. Text Si gn”

TO=" St andar dSynbol ogy. St andar dSi gns. Text Sign"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Text Si gnFont Assoc"

TO=" St andar dSynbol ogy. St andar dSi gns. Text Si gnFont Assoc"/ >

FROM=" St andar dSynbol ogy. St andar dSi gns. Text Si gnCol or Assoc”

TO=" St andar dSynbol ogy. St andar dSi gns. Text Si gnCol or Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. Text Si gnCl i pFont Assoc”
TO=" St andar dSynbol ogy. St andar dSi gns. Text Si gnd i pFont Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. Synbol Si gn”

TO=" St andar dSynbol ogy. St andar dSi gns. Synbol Si gn" />

FROME=" St andar dSynbol ogy. St andar dSi gns. Synbol Si gnSynbol Assoc”
TO=" St andar dSynbol ogy. St andar dSi gns. Sy nbol Si gnSynbol Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. Synbol Si gnd i pSynbol Assoc"
TO=" St andar dSynbol ogy. St andar dSi gns. Synbol Si gnCl i pSy nbol Assoc" / >
FROME=" St andar dSynbol ogy. St andar dSi gns. Synbol Si gnCol or Assoc”

TO=" St andar dSynbol ogy. St andar dSi gns. Sy nbol Si gnCol or Assoc" / >
FROM=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gn"

TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gn"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnLi neStyl eAssoc”
TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnLi neStyl eAssoc"/ >
FROME=" St andar dSymbol ogy . St andar dSi gns. Pol yl i neSi gnCol or Assoc”
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<TAGENTRY

TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnCol or Assoc"/ >
<TAGENTRY FROM=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnCd i pStyl eAssoc”
TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnC i pStyl eAssoc"/ >

FROM=

" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnStart Synbol Assoc"

TO=

" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnSt art Synbol Assoc"/ >

FROME" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnEndSynbol Assoc"
TO=" St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnEndSynbol Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn"

TO=" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn"/ >

FROM=" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gnCol or Assoc”

TO=" St andar dSynbol ogy. St andar dSi gns. Surf aceSi gnCol or Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. Sur f aceSi gnBor der Assoc”
TO=" St andar dSynbol ogy. St andar dSi gns. Sur f aceSi gnBor der Assoc"/ >
FROME" St andar dSynbol ogy. St andar dSi gns. SurfaceSi gnHat chSymbAssoc"
TO=" St andar dSynbol ogy. St andar dSi gns. Sur f aceSi gnHat chSynbAssoc" / >

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

<VALENTRY

</ ENTRI ES>

TAG=" St andar d Synbol ogy.
TO="bevel "
TAG=" St andar d Synbol ogy.
FROME" round" TO="r ound"
TAG=" St andar d Synbol ogy.
TO="mter"
TAG=" St andar d Synbol ogy.
FROM="r ound" TO="r ound"
TAG=" St andar dSynbol ogy.
TO="butt"/>

FROM=" bevel "

FROME"m ter”

FROME" butt "

St andar dSi gns.

/>
St andar dSi
/>
St andar dSi
/>
St andar dSi
/>
St andar dSi

TAG=" St andar dSynbol ogy. St andar dSi
FROME" synbol " TO=" synbol "/ >
TAG=" St andar dSynbol ogy. St andar dSi
FROME"text" TO="text"/>

TAG=" St andar dSynbol ogy. St andar dSi
FROME"i nsi de" TO="inside"/>
TAG=" St andar dSynbol ogy. St andar dSi
FROM=" out si de" TO="outside"/ >

<ENTRI ES FOR="RoadsExgn®i en">

<TAGENTRY

</ ENTRI ES>

FROME" RoadsExgnRi en. G aphi cs"
TO="RoadsExgn®Ri en. G aphi cs"/ >

</ ALI AS>

<COMVMVENT >

exanpl e symbol ogy dat aset

</ COMVENT>

</ HEADERSECTI ON>

<DATASECTI ON>
<St andar dSynbol ogy. St andar dSi gns Bl D=" REFHANDBO0000002" >

<!--

Color L

ili2 refmanual

ibrary -->

gns.

gns.

gns.

gns.

gns.

gns.

gns.

gns.

<St andar dSynbol ogy. St andardSi gns. Col or TID="1">

<Name>r ed<
<L>40.0</ L

/ Nane>
>

<C>70.0</ &

<H>0. 0</ H>
<T>1.0</T>

</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andar dSi gns. Col or TID="2">

<Name>gree
<L>49.4</ L

n</ Name>
>

<C>48.5</ &

<H>153. 36<
<T>1.0</T>

! B>

</ St andar dSynbol ogy. St andar dSi gns. Col or >

PolylineAttrs" ATTR="Join"

PolylineAttrs" ATTR="Join"
PolylineAttrs" ATTR="Join"
PolylineAttrs" ATTR="Caps"
Polyli neAttrs" ATTR="Caps"
Font" ATTR="Type"
Font" ATTR="Type"

SurfaceSign" ATTR="Cli p"

SurfaceSign" ATTR="Clip"

appendi x C
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<St andar dSynbol ogy. St andar dSi gns. Col or TID="3">
<Name>| i ght _gr ay</ Nane>
<L>75. 0</ L>
<C>0. 0</ C>
<H>0. 0</ H>
<T>1.0</T>
</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andar dSi gns. Col or TID="4">
<Name>dar k_gr ey</ Nane>
<L>25.0</ L>
<C>0. 0</ C>
<H>0. 0</ H>
<T>1.0</T>
</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andardSi gns. Col or TID="5">
<Name>dar k_bl ue</ Nane>
<L>50. 3</ L>
<C>43.5</ &
<H>261. 1</ K>
<T>1.0</T>
</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andar dSi gns. Col or TID="6">
<Name>bl ack</ Nane>
<L>0.0</L>
<C>0. 0</ C>
<H>0. 0</ H>
<T>1.0</T>
</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andardSi gns. Col or TID="7">
<Name>whi t e</ Nare>
<L>100. 0</ L>
<C0. 0</ C>
<H>0. 0</ H>
<T>1.0</T>
</ St andar dSynbol ogy. St andar dSi gns. Col or >

<St andar dSynbol ogy. St andar dSi gns. Pol ylineAttrs Tl D="4001">
<W dt h>0. 01</ W dt h>
<Joi n>round</ Joi n>
<Caps>but t </ Caps>

</ St andar dSynbol ogy. St andar dSi gns. Pol yl i neAttrs>

<St andar dSynbol ogy. St andardSi gns. Pol yl i neAttrs Tl D="4002">
<Wdt h>0. 01</ Wdt h>
<Joi n>ni t er </ Joi n>
<MterLimt>2.0</MterLimt>
<Caps>but t </ Caps>
</ St andar dSynbol ogy. St andar dSi gns. Pol yl i neAttrs>

<!-- Font/Synbol Library -->
<St andar dSynbol ogy. St andar dSi gns. Font Symbol TI D="101">
<Name>Tri angl e</ Nane>
<Ceonetry>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Sur f ace>
<Ceometry>
<SURFACE>
<BOUNDARY>
<POLYLI NE>
<COORD><Cl1>- 0. 5</ C1><C2>- 0. 5</ C2></ COORD>
<COORD><C1>0. 0</ C1><C2>0. 5</ C2></ COORD>
<COCORD><C1>0. 5</ C1><C2>- 0. 5</ C2></ COORD>
</ PQLYLI NE>
</ BOUNDARY>
</ SURFACE>
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</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Sur f ace>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yli ne>
<Col or REF="6"></ Col or>
<LineAttrs REF="4001"></LineAttrs>
<Ceometry>
<POLYLI NE>
<COORD><Cl1>- 0. 5</ C1><C2>0. 0</ C2></ COORD>
<ARC><C1>0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>0. 5</ A2><R>0. 5</ R>
</ ARC>
<ARC><C1>- 0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>- 0. 5</ A2><R>0. 5</ R>
</ ARC>
</ POLYLI NE>
</ Ceonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Pol yl i ne>
</ Geonetry>
<Font REF="10"></Font >
</ St andar dSynbol ogy. St andar dSi gns. Font Sy nbol >

<St andar dSynbol ogy. St andar dSi gns. Font Symbol TI D="102">
<Name>NoPar ki ng</ Nane>
<Ceonetry>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yl i ne>
<Col or REF="6"></ Col or>
<LineAttrs REF="4001"></Li neAttrs>
<Geometry>
<POLYLI NE>
<COORD><Cl>- 0. 5</ C1><C2>0. 0</ C2></ COORD>
<ARC><C1>0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>0. 5</ A2><R>0. 5</ R>
</ ARC>
<ARC><C1>- 0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>- 0. 5</ A2><R>0. 5</ R>
</ ARC>
</ POLYLI| NE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Pol yl i ne>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Surface>
<Fill Color REF="1"></Fil | Col or>
<Geometry>
<SURFACE>
<BOUNDARY>
<POLYLI NE>
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
<ARC><C1>0. 325</ C1><C2>- 0. 233</ C2>
<A1>0. 283</ A1><A2>0. 283</ A2><R>0. 4</ R>
</ ARC>
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Sur f ace>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Surface>
<Fill Col or REF="1"></Fil | Col or>
<Geometry>
<SURFACE>
<BOUNDARY>
<POLYLI NE>
<COORD><C1>0. 228</ C1><C2>- 0. 324 </ C2></ COORD>
<ARC><C1>- 0. 327</ C1><(C2>0. 238</ C2>
<A1>- 0. 283</ A1><A2>- 0. 283</ A2><R>0. 4</ R>
</ ARC>
<COORD><C1>0. 228</ C1><C2>- 0. 324 </ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
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</ SURFACE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Sur f ace>
<St andar dSy nbol ogy. St andar dSi gns. Font Synbol _Sur f ace>
<Fill Col or REF="5"></Fil | Col or>
<Ceometry>
<SURFACE>
<BOUNDARY>
<POLYLI NE>
<COORD><C1>- 0. 5</ C1><C2>0. 0</ C2></ COORD>
<ARC><C1>0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>0. 5</ A2><R>0. 5</ R>
</ ARC
<ARC><C1>- 0. 5</ C1><C2>0. 0</ C2>
<A1>0. 0</ A1><A2>- 0. 5</ A2><R>0. 5</ R>
</ ARC
</ POLYLI NE>
</ BOUNDARY>
<BOUNDARY>
<POLYLI NE>
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
<ARC><C1>0. 325</ C1><C2>- 0. 233</ C2>
<A1>0. 283</ A1><A2>0. 283</ A2><R>0. 4</ R>
</ ARC
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
<BOUNDARY>
<POLYLI NE>
<COORD><C1>0. 228</ C1><C2>- 0. 324 </ C2></ COORD>
<ARC><C1>- 0. 327</ C1><(C2>0. 238</ C2>
<Al1>-0. 283</ A1><A2>-0. 283</ A2><R>0. 4</ R>
</ ARC
<COORD><C1>0. 228</ C1><C2>- 0. 324 </ C2></ COORD>
</ POLYLI NE>
</ BOUNDARY>
</ SURFACE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Sur f ace>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yl i ne>
<Col or REF="7"></Col or >
<LineAttrs REF="4001"></LineAttrs>
<Ceometry>
<POLYLI NE>
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
<ARC><C1>0. 325</ C1><(C2>- 0. 233</ C2>
<A1>0. 283</ A1><A2>0. 283</ A2><R>0. 4</ R>
</ ARC>
<COORD><C1>- 0. 233</ C1><C2>0. 325</ C2></ COORD>
</ POLYLI| NE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Pol yl i ne>
<St andar dSynbol ogy. St andar dSi gns. Font Synbol _Pol yl i ne>
<Col or REF="7"></Col or>
<LineAttrs REF="4001"></LineAttrs>
<Ceometry>
<POLYLI NE>
<COORD><C1>0. 228</ C1><C2>- 0. 324</ C2></ COORD>
<ARC><C1>- 0. 327</ C1><(C2>0. 238</ C2>
<A1>-0. 283</ A1><A2>-0. 283</ A2><R>0. 4</ R>
</ ARC>
<COORD><C1>0. 228</ C1><C2>- 0. 324</ C2></ COORD>
</ POLYLI| NE>
</ Geonetry>
</ St andar dSynbol ogy. St andar dSi gns. Font Symbol _Pol yl i ne>
</ Geonetry>
<Font REF="10"></Font>
</ St andar dSynbol ogy. St andar dSi gns. Font Sy nbol >
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<!-- Internal Synbol Font "Symbols" -->

<St andar dSynbol ogy. St andardSi gns. Font TI D="10">
<Name>Symbol s </ Name>
<Int ernal >true</Internal >
<Type>synbol </ Type>

</ St andar dSynbol ogy. St andar dSi gns. Font >

<!-- External Text Font "Leroy" -->
<St andar dSynbol ogy. St andar dSi gns. Font TI D="11">
<Name>Ler oy</ Nane>
<I nt ernal >fal se</I nternal >
<Type>t ext </ Type>
<Bot t onBase>0. 3</ Bot t onBase>
</ St andar dSynbol ogy. St andar dSi gns. Font >

<!-- LineStyles -->

<St andar dSynbol ogy. St andardSi gns. Li neStyle_Solid TID="21">
<Name>Li neSol i d_01</ Name>
<Col or REF="6"></Col or>
<LineAttrs REF="4001"></LineAttrs>

</ St andar dSynbol ogy. St andar dSi gns. Li neSt yl e_Sol i d>

<St andar dSynbol ogy. St andar dSi gns. Li neStyl e_Dashed Tl D="22">
<Name>Li neDashed_01</ Nane>
<Dashes>
<St andar dSynbol ogy. St andar dSi gns. DashRec>
<DLengt h>0. 1</ DLengt h>
</ St andar dSynbol ogy. St andar dSi gns. DashRec >
<St andar dSy nbol ogy. St andar dSi gns. DashRec>
<DLengt h>0. 1</ DLengt h>
</ St andar dSynbol ogy. St andar dSi gns. DashRec >
</ Dashes>
<Col or REF="6"></Col or>
<LineAttrs REF="4002"></LineAttrs>
</ St andar dSynbol ogy. St andar dSi gns. Li neSt yl e_Dashed>

<!-- Text Signs -->

<St andar dSynbol ogy. St andar dSi gns. Text Si gn TI D="1001">
<Name>Li nef ont _18</ Nane>
<Hei ght >1. 8</ Hei ght >
<Font REF="11"></Font>

</ St andar dSynbol ogy. St andar dSi gns. Text Si gn>

<!-- Synbol Signs -->
<St andar dSynbol ogy. St andar dSi gns. Synbol Si gn TI D="2001">
<Name>GP</ Name>
<Scal e>1. 0</ Scal e>
<Col or REF="2"></Col or>
<Symbol REF="101"></ Synbol >
</ St andar dSynbol ogy. St andar dSi gns. Synbol Si gn>

<St andar dSynbol ogy. St andar dSi gns. Synbol Si gn TI D="2002">
<Name>NoPar ki ng</ Nane>
<Scal e>1. 0</ Scal e>
<Symbol REF="102"></ Synbol >

</ St andar dSynbol ogy. St andar dSi gns. Synbol Si gn>

<!-- Polyline Signs -->
<St andar dSy nmbol ogy. St andar dSi gns. Pol yl i neSi gn Tl D="3001">
<Name>cont i nuous</ Nane>
<Style REF="21">
<St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnLi neSt yl eAssoc>
<O fset>0. 0</ Of f set >
</ St andar dSymnbol ogy. St andar dSi gns. Pol yl i neSi gnLi neSt yl eAssoc>
</ Style>
</ St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gn>
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<St andar dSynbol ogy. St andardSi gns. Pol yl i neSi gn Tl D="3002">
<Name>dot t ed</ Nane>
<Style REF="22">
<St andar dSy nbol ogy. St andar dSi gns. Pol yl i neSi gnLi neSt yl eAssoc>
<O fset>0.0</Of f set >
</ St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gnLi neSt yl eAssoc>
</ Style>
</ St andar dSynbol ogy. St andar dSi gns. Pol yl i neSi gn>

<l-- Surface Signs -->

<St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn TI D="5001"
<Name>Bui | di ng</ Nane>
<Fi || Col or REF="4"></Fi |l Col or>

</ St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn>

\%

<St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn TI D="5002"
<Name>St r eet </ Name>
<Fil |l Color REF="3"></Fi |l Col or>

</ St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn>

\

<St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn TI D="5003"
<Name>Wat er </ Nane>
<Fi || Col or REF="5"></Fi |l Col or>

</ St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn>

\%

<St andar dSynbol ogy. St andardSi gns. SurfaceSi gn TI D="5005"
<Name>Qt her </ Narme>
<Fil |l Color REF="2"></Fi |l Col or>
</ St andar dSynbol ogy. St andar dSi gns. SurfaceSi gn>
</ St andar dSynbol ogy. St andar dSi gns>
<!-- end of basket REFHANDB0O0000002 - ->
</ DATASECTI| ON\>
</ TRANSFER>

\

Graphic representation of our example

Combining information provided by the data set RoadsExdm2ien (file RoadsExdm2ien.xml), the
descriptions in the graphic model RoadsExgm2ien (file RoadsExgmzien.il) and the symbol library
RoadsExgm2ien_Symbols (file RoadsExgm2ien_Symbols.xml), an INTERLIS 2-graphic processor will
generate the following graphic:

www.interlis.ch, info@interlis.ch 122



http://www.interlis.ch/
mailto:interlis@swisstopo.ch

Appendix C Edition 2006-04-13 (english)

Figure 27: Graphic generated from graphic and data descriptions.
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Appendix D (standard extension suggestion)
Organization of object identifiers (OID)

Preliminary note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

Introduction

Steadily increasing availability of geodata in turn demands its updating and integration in various data-
bases. These are some of the reasons why there is a demand for uniform regulations concerning object
identifyers (OID): An OID will identify an object instance from its beginning to its end, even if attribute
values should alter. In contrast to user keys (cf. appendix E Uniqueness of user keys in the INTERLIS 2-
Reference Manual) the user has to consider an OID as a non-talking ("opaque") attribute which typically
will be administered by system functions.

At least within one transfer community an OID must be unique, unequivocal and unchangeable.
Amongst others, the following demands are made on the generation and the utilization of OID's:

e The OID is a general and stable identifier, even with extensive quantities of data. As an identifier it
is an attribute whose value unequivocally desighates an object in its class. Being a general
identifier its value not only clearly designates an object within its class but within all classes of a
transfer community. Furthermore being a stable identifier it is independent of time, i.e. during the
life-cycle of an object it cannot be modified and the OID of any deleted object no longer can be
used.

e Independent of hardware and software producers.

¢ Independent of platforms.

e Serviceable for multiple as well as individual users, resp. in autonomous systems (e.g. in field
work).

e Little space required and if need be still further to be optimized.

o Easy to implement.

Other possible demands are not necessarily of technical nature, e.g. a minimum of expenditure in
organization, under national control, also utilizable with older systems and approval of system providers.
These are high demands which partially point to opposite directions. A special requirement states that an
OID can be placed at least 10 million times by a producing system; furthermore that the OID has a set
length in order to facilitate its manipulation (thus excluding other well-known procedures, such as a so-
called URI as a prefix). There is no call for control numbers, it is assumed that lower communication
levels provide the necessary tools.

On principle, the uniqueness of an OID will always be achieved through a central mechanism. The two
extremes, i.e. placing of each OID through a central authority on the one hand, and the completely
decentral and autonomous generating of OID's on the other, lead to unsatisfying results. An OID places
via an MAC address of a network adapter and a time stamp for example is neither deemed practicable
nor very promising, since it would mean that each computer be equipped with a MAC and it is not to be
foreseen if this technology will not be outdated within the next few years.
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There is a long history to the development of this specification. Over the years we have conducted
studies, conferences and reviews. Some of the documents established in its course is available to
interested parties (place your order with www.interlis.ch, resp. info @interlis.ch).

Structure of an object identifier (OID)

An object identifier (OID) consists of a prefix and a postfix and has got a set length of 16 alphanumerical
characters. An OID is always treated as a unity, above all on the data interface and where the user is
concerned. The OID domain STANDARDOID of the INTERLIS model corresponds precisely to this
definition. However it only defines its entire length and not its detailed structure.

O DDef = Prefix Postfix.

Prefix

A central authority generates the prefix. Thus uniqueness is guaranteed within a transfer community.
Typically every basket (i.e. a database process, which administers data of a concrete topic) demands a
new prefix. It is the country of the prefix-creating process that is considered to be the destination of the
prefix. This process is not automatically in the same place as the producing system that creates the entire
OID.

A prefix consists of 8 characters, the following symbols being admissible:

Prefix = Letter { Letter | Digit }. !l sequence of 8 characters
Letter = ( "A | .. | "2 | 'a | .. | "z" ).
Digit =( '0" | "1 | .. | "9 ).

A prefix is defined as a sequence of letters and digits, the first symbol having to be a letter (cf. also
structure of XML-tag names or chapter Names in the INTERLIS Version 2-Reference Manual).

Moreover, the first two prefix characters have to be determined according to the country codes of ISO-
Norm 3166. Thus the letters "ch" have been selected for all prefixes created in Switzerland, "de" for
Germany, "at" for Austria etc. Thus for the creation of a prefix 62 different varieties are available per
character (0..9: ASCIl 48to 57; A..Z: ASCII 65 to 90; a..z: ASCIl 97 to 122). The combining of 62 symbols
with the number of 10 characters results in a number that exceeds the probable exigencies of most of the
applications at present conceivable.

Postfix

A postfix is created by the data-producer, resp. the producing system itself. It consists of 8 characters, Its
ASCIl-compatible; column-oriented approach demands that possible "wid" characters on the left be filled
with noughts ("0") (see example 1 and 3 of an OID below). Thus the smallest possible ordinal value of the
postfix part is depicted as "00000000".

Postfix = { Letter | Digit }. !! sequence of 8 characters

If need be further restrictions in the prefix or postfix part can be defined in additional specifications.

Summary and application examples

oID Length Significance Notes
Prefix 2+6 Country specffication + a unique ,global' | Worldw ide unequivocal country specification e.g.
Char. identification-part assigned by acentral | de (Germany), at (Austria), ch (Swizerland)
authority. according to ISO-norm 3166. Further restrictions
require additional specifications.
Postfix 8 Char. Sequence (numeric or alphanumeric) of | Further restrictions such as e.g. date stamp w ith
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OID Length Significance Notes
the producing systemas a 'local’ sequence number require additional
identifications-part specfications.
Examples

1234567812345678 Conmment

A000000000000000 Theoretical ly the snmallest possible AD
ZWZ2Z2227222222222Z The maxi num possible OD with zw for Zi nbabwe
deg5nmXX2000004a O D of German origin (de) selected at random

chgAAAAAAAAAQazD O D of Swiss origin (ch) selected at random

Organization

Some authority (possibly federal), universally acknowledged by the transfer community, maintains a
central service charged with the generation of OID's. Via appropriate communication channels data-
producers may obtain one or several prefixes. This might be for example an Internet-page connected with
an e-mail service. Such a service can be made relatively secure and safeguarded against abuse.

It is up to the implementation of the source and target system to utilize the characteristics explicitly stated
in this specification and to use an OID appropriately, e.g. for sorting or internal optimizing. Administering
the prefix part within the system at a central locality may attain such optimizing; furthermore the different
objects would only contain the postfix part and in addition relate to a common prefix part. Other
economies may result if the postfix part is memorized system internally as a binary number.

For practice exercises use:
e The OID-prefix "chB00000" with OID's for baskets.

e The OID-prefix "ch100000" with all other OID's.
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Appendix E (standard extension suggestion)
Uniqueness of user keys

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

Modeling alternatives

If uniqueness is a requirement in user keys, the question arises within which limits this uniqueness
applies. From a purely technical point of view it is often obvious, that uniqueness can only be guaranteed
within one specific basket, since all other baskets are not accessible. From a modeling point of view
however, a basket is meaningless as long as no statement concerning its extent can be made.

It is doubtful whether uniqueness even is of necessity in a base model. As seen by a superior authority
(e.g. Federation) it is quite conceivable that uniqueness is not the rule for all, but only for the internal
(federate) data model.

Hereafter we present two possible ways of dealing with the problem of unique user keys:

e Variety central regulation.
e Variety decentralist regulation (delegation principle).

Variant Central regulation

Without further reflection, a central regulation would probably be in the foreground. A central authority
determines for all objects of one class that a certain user key has to be unique within the entire area. This
may be achieved by taking certain organizational steps, or all parties concerned may have access to a
central database.

TOPI C Property =

CLASS Al otnent =
Number: 1 .. 99999;
Geonetry: AREA W TH ( STRAI GHTS, ARCS) VERTEX CHCoord
W THOUT OVERLAPS > 0. 005;
UNI QUE
Number ;
END Al | ot ment;

END Property.

Often the central authority will determine a tessellation and hence unique area numbers within the entire
area. If allotments, which in turn are situated within these areas, should be unique in all respects, then the
user key must necessarily consist of a combination of both area number and allotment number:

CLASS Al otnent =
Area_ Number: 1 .. 9999;
Number: 1 .. 99999;
Ceonetry: AREA W TH (STRAI GHTS, ARCS) VERTEX CHCoord
W THOUT OVERLAPS > 0. 005;
UNI QUE
Area_Number, Nunber; !! User key
END Al | ot ment ;
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Variant Decentralist Regulation (Delegation Principle)

If the necessary data structures have been set in a data model, it is possible to comprehend objects
primarily in smaller baskets (e.g. one basket per county), which further along can be collected without any
problems in bigger baskets (e.g. one for a whole canton). Supposing furthermore, that the federal
authority demands allotment numbers with five digits, without determining the limits where uniqueness is
required, and presuming at the same time that a canton requires uniqueness within the limits of one
county, then the following modeling is possible:

MODEL Federation (en) AT "http://ww.interlis.ch/"
VERSI ON "2005-06-16" =

DOVAI N
CHCoord = COORD
0.000 .. 200.000 [INTERLI S.nj, !! M n_East Max_East
0.000 .. 200.000 [INTERLI S.nj, !! Mn_North Max_North

ROTATION 2 -> 1,

TOPI C Property =

CLASS Al lotnment =
Nunmber : 1..99999;
Geonet ry: AREA WTH ( STRAI GHTS, ARCS) VERTEX CHCoord
W THOUT OVERLAPS > 0. 005;
END All ot nment ;

END Property;

END Federati on.

MODEL CantonA (en) AT "http://wwwinterlis.ch/"
VERSI ON "2005-06-16" =

| MPORTS Feder at i on;

TOPIC O gStructure =

CLASS County =
Nanme: TEXT* 30;
UNI QUE
Nane;
END County;

END Or gStr ucture;

TOPI C Property EXTENDS Federation. Property =
DEPENDS ON O gStr ukt ur;

ASSQCI ATI ON Count yAl | ot ment =
County (EXTERNAL) -- {1} CantonA O gStruktur. County;
Allotment —- Al |l otnent;

END CountyAl | ot nent;

CONSTRAI NTS OF Al lotnent =
UNI QUE
Nunber, County;
END;

END Property;
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END Cant onA.

According to definition, the names of counties must be unique within the scope of all objects of one class.
It is irrelevant whether the observance of this requirement can be checked in view of their distribution into
concrete baskets. Nevertheless this requirement prevails.

In order to determine uniqueness of the allotment number within a county, a relationship is established
between allotment and county and it is required, that the combination of county and number be unique.
Again it is irrelevant whether a basket comprises part of a county, a county as a whole or several
counties. From the view point of modeling the requirement prevails.

Proceeding on the assumption that a system contains the allotments of a certain county, it is quite
possible that system internally the relationship between county and allotments is omitted, only to be
enclosed when transferring data to other systems.
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Appendix F (standard extension suggestion)
Definition of units

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

The type model

The following type model comprises the most common units. It extends units that have been directly
defined by INTERLIS (cf. appendix A The internal INTERLIS-data model).

Il File Units.ili Rel ease 2005- 06-16
I NTERLI S 2. 3;

CONTRACTED TYPE MODEL Units (en) AT "http://ww.interlis.ch/model s"
VERSI ON "2005-06-06" =

UNIT
I'l abstract Units
Area (ABSTRACT) = (I NTERLIS. LENGTH*I NTERLI S. LENGTH) ;
Vol une ( ABSTRACT) = (I NTERLIS. LENGTH* | NTERLI S. LENGTH* | NTERLI S. LENGTH) ;
Vel ocity (ABSTRACT) = (INTERLIS. LENGTH | NTERLI S. TI ME) ;
Accel eration (ABSTRACT) = (Velocity/| NTERLIS. Tl ME);
For ce (ABSTRACT) = (I NTERLI S. MASS*I NTERLI S. LENGTH | NTERLI S. TI ME/ | NTERLI S. TI ME) ;
Pressure (ABSTRACT) = (Force/ Area);
Energy ( ABSTRACT) = (Force* | NTERLI S. LENGTH) ;
Power (ABSTRACT) = (Energy/ I NTERLIS. TI ME);
El ectric_Potential (ABSTRACT) = (Power/INTERLI S. ELECTRI C_CURRENT);
Frequency (ABSTRACT) = (I NTERLIS. DI MENSI ONLESS/ | NTERLI S. TI ME) ;

MIlinmeter [mni
Centimeter [cni
Deci meter [dm]
Kil ometer [km|

01 [INTERLI S.ni;
1 [INTERLIS. ni;
0.1 [ INTERLIS. m;

1000 [INTERLIS. n

0.0
00

Square_Meter [n2] EXTENDS Area
Cubic_Meter [nB] EXTENDS Vol une

(I NTERLI S. nt | NTERLI S. m) ;
(I NTERLI S. nt I NTERLI S. nt*I NTERLI S. ) ;

M nute [ mn]
Hour [ h]
Day [d]

60 [INTERLIS. s];
60 [mn];
24 [h];

Ki | ometer_per _Hour [kmh] EXTENDS Vel ocity = (km h);
Met er _per_Second [ns] = 3.6 [knh];
Newton [ N] EXTENDS Force = (I NTERLIS.kg*I NTERLIS. n I NTERLI S. s/ I NTERLI S. s) ;

Pascal [ Pa] EXTENDS Pressure = (N nR);

Joule [J] EXTENDS Energy = (N‘INTERLIS. m);

Wat t [W EXTENDS Power = (J/I NTERLIS.s);

Vol t [ V] EXTENDS El ectric_Potential = (WINTERLIS. A);
Inch [in] = 2.54 [cni;

Foot [ft] = 0.3048 [INTERLI S.nj;

Mle [m] = 1.609344 [kni;

Are [a] = 100 [n2];
Hectare [ha] = 100 [a];
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Square_Kilonmeter [knR] = 100 [ha];
Acre [acre] = 4046.873 [n2];

Liter [L] =1/ 1000 [ nB];
US Gallon [USgal] = 3.785412 [L];

Angl e_Degree = 180 / Pl [INTERLI S.rad];
Angle_Mnute =1/ 60 [Angl e_Degree];
Angle_Second = 1/ 60 [Angl e_Mnute];

Gon = 200 / PI [INTERLIS.rad];

Gam[g] =1/ 1000 [I NTERLI S. kg];
Ton [t] = 1000 [I NTERLIS. kg];
Pound [I b] = 0.4535924 [INTERLIS. kg] ;

Calorie [cal] = 4.1868 [J];
Kil owatt Hour [kWh] = 0.36E7 [J];

Hor sepower = 746 [W;

Techn_At nosphere [at] = 98066.5 [Pa];

At nosphere [atn] = 101325 [ Pa];

Bar [bar] = 10000 [Pa];
MIlimeter_Mercury [mmHg] = 133. 3224 [Pa];
Torr = 133.3224 [Pa]; !! Torr = [mHg]

Decibel [dB] = FUNCTION // 10**(dB/20) * 0.00002 // [Pa];

Degree_Cel sius [oC] = FUNCTION // oC+273.15 // [INTERLIS. K];
Degree_Fahrenheit [oF] = FUNCTION // (oF+459.67)/1.8 // [INTERLIS. K];

Count edObj ect s EXTENDS | NTERLI S. DI MENS| ONLESS;

Hertz [Hz] EXTENDS Frequency = ( Count edCbj ects/ | NTERLIS. s);
Kil oHertz [KHz] = 1000 [Hz];
MegaHert z [ MHz] = 1000 [KHz];

Percent = 0.01 [Counted(bjects];
Permille = 0.001 [Countedhjects];

1l 1SO 4217 Currency Abbreviation

usDol | ar [ USD] EXTENDS | NTERLI S. MONEY;
Eur o [ EURl EXTENDS | NTERLI S. MONEY;
Swi ssFrancs [ CHF] EXTENDS | NTERLI S. MONEY;

END Uni ts.

Examples

Cf. chapter Base units in the INTERLIS Version 2-Reference Manual.
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Appendix G (standard extension suggestion)
Time definitions

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.

Consult the corresponding INTERLIS 2-user manuals for examples of application.

The time model
'l File Tine.ili Release 2005-06-16

I NTERLI S 2. 3;

CONTRACTED REFSYSTEM MODEL Tine (en) AT "http://wwmv. interlis.ch/models"”

VERS| ON "2005-06-16" =
I MPORTS Uni ts;

STRUCTURE DayCf Year =

Month: 1 .. 12 [INTERLIS. M ;

SUBDI VI SION Day: 1..31 [INTERLIS.d];
END Dayf Year ;

STRUCTURE HWVDI f f Wt hi nDay =

Hours: -23 .. 23 CI RCULAR [ I NTERLI S. h];

CONTI NUOUS SUBDI VI SION M nutes: O .. 59 [INTERLIS. m n];
END HMD ff Wt hi nDay;

DOVAI N
WekDay = (WrkingDay (Mnday, Tuesday, Wdnesday,
Thur sday, Friday, Saturday),
Sunday) C RCULAR;

HVDi f f Wbay = FORMAT BASED ON HVDi f f Wt hi nDay (Hours ":" M nutes);
Di f ferenceToUTC EXTENDS HWDi f f Wbay = MANDATORY "-13: 00" .. "13:00";

'l UTC := LocTime + Dff

FUNCTI ON Appropri at eDate (dayO Year: MANDATORY DayOf Year;
weekDay: WekDay): DayOf Year
/1 returns first parameter if second is undefined,
returns first day from(incl) first paranmeter being the
requested weekday //;

FUNCTI ON DSTOrdered (dayl: DayO Year; day2: DayOf Year) : BOCOLEAN
/1 returns TRUE i f the second paraneter cones after the
first paranmeter or if both paraneters are equal //;

STRUCTURE DSTransition =
Transiti onDSTi me: MANDATORY HMVDI f f \WDay;
Fir st Dat e: MANDATORY DayOf Year ;
Day O Week: WeekDay;

Transiti onDat e: DayOf Year : = Appropri ateDate (FirstDate, DayOfWek);

END DSTransition;

STRUCTURE Dayl i ght Savi ngPeri od =
DSToUTC. DifferenceToUTC,
From MANDATORY | NTERLI S. G egori anYear;
To: MANDATORY | NTERLI S. G egori anYear ;
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DSStart: MANDATORY DSTransi tion;

DSEnd: MANDATORY DSTransiti on;
MANDATCORY CONSTRAI NT

DSTOrder ed (DSStart, DSEnd) ;
MANDATCORY CONSTRAI NT

To >= From
END Dayl i ght Savi ngPeri od;

FUNCTI ON DSPOverl aps (periods: BAG {1..*} OF DaylightSavingPeri od) : BOOLEAN
/1 returns TRUE i f any one of the periods overlap //;

TOPI C Ti neZone =

CLASS Ti meZone (ABSTRACT) EXTENDS | NTERLI S. SCALSYSTEM =
PARAMVETER

Unit ( EXTENDED): NUMERI C [I NTERLI S. Tl MVE] ;
END Ti neZone;

CLASS BaseTi meZone EXTENDS | NTERLI S. TI MESYSTEMS. TI MECFDAYSYS =
'l Ti meZone wit hout dayli ght saving
Di ff ToUTC. D ff erenceToUTC,
END BaseTi neZone;

CLASS Dayl i ght Savi ngTZ EXTENDS | NTERLI S. TI MESYSTEMS. TI MEOFDAYSYS =
Periods: BAG {1..*} OF DaylightSavi ngPeri od;

MANDATCORY CONSTRAI NT
NOT ( DSPOverlaps (Periods) );

END Dayl i ght Savi ngTZ;

ASSQCI ATI ON Dayl i ght Savi ngTzOF =
BaseTZ -<> BaseTi neZone;
DSTZ - - Daylight Savi ngTZ;

END Dayl i ght Savi ngTZOf ;

END Ti neZone;

END Ti me.

Exemplary data for the time model
The following example corresponds to the time model above.

<?xm version="1. 0" encodi ng="UTF-8" ?>
<!-- File SwissTi meData. xml 2005-06-16 (http://wamv interlis.ch/nodels) -->

<TRANSFER xm ns="http://www interlis.ch/l NTERLI S2. 3"
xm ns: xsi =" http: //ww. w3. org/ 2001/ XM_.Schena-i nst ance"
xsi:schemaLocati on="http://ww. interlis.ch/INTERLI S2.3
Swi ssTi neDat a. xsd" >
<HEADERSECTI ON VERSI ON=" 2. 3" SENDER="KOd S" >
<MODELS>
<MODEL NAME="Units" UR ="http://ww.interlis.ch/ nmdels"
VERSI ON="2005- 06- 16"/ >
<MODEL NAME="Ti me" URI="http://ww. interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >
</ MODEL S>

<AL| AS>

<ENTRI ES FOR="Ti ne">

<TAGENTRY FROME"Ti ne. Dayf Year" TO="Ti ne. Dayf Year"/ >
<TAGENTRY FROME"Ti ne. HVDI ff W t hi nDay" TO="Ti ne. HVDi ff Wt hi nDay"/ >
<TAGENTRY FROME"Ti me. DSTransition" TO="Ti ne.DSTransition"/>
<TAGENTRY FROM="Ti ne. Dayl i ght Savi ngPer i od" TG="Ti nme. Dayl i ght Savi ngPeri od"/>
<TAGENTRY FROME"Ti ne. Ti neZone" TO="Ti me. Ti meZone"/>
<TAGENTRY FROME"Ti ne. Ti neZone. BaseTi neZone"
TO="Ti me. Ti neZone. BaseTi neZone"/ >
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<TAGENTRY FROM="Ti nme. Ti neZone. Dayl i ght Savi ngTZ"
TO="Ti me. Ti meZone. Dayl i ght Savi ngTZ"/ >
<TAGENTRY FROME"Ti ne. Ti meZone. Dayl i ght Savi ngTZCOF ™
TO="Ti me. Ti neZone. Dayl i ght Savi ngTZzO'"/ >
</ ENTRI ES>
</ ALl AS>

<COMVENT >
exanpl e dataset ili2 refmanual appendix G
</ COWENT>
</ HEADERSECTI ON>

<DATASECTI ON>
<Ti me. Ti neZone Bl D="BTi neZones" >
<Ti me. Ti neZone. BaseTi neZone TI D="BTi neZones. VEZ" >
<Name>MEZ</ Nane>
<Di f f TOUTC>-1: 00</ D ff ToUTC>
</ Ti me. Ti meZone. BaseTi neZone>

<Ti nme. Ti neZone. Dayl i ght Savi ngTZ TI D="BTi nmeZones. MESZ" >
<Name>MESZ</ Nane>
<Per i ods>
<Ti me. Dayl i ght Savi ngPeri od>
<DSToUTC>- 2: 00</ DSToUTC>
<Fr onm>1983</ Fr on®
<T0>1995</ To>
<DSst art >
<Ti me. DSTransition>
<TransitionDSTi ne>3: 00</ Tr ansi ti onDSTi ne>
<FirstDate>
<Ti me. DayOf Year >
<Mont h>3</ Mont h>
<Day>25</ Day>
</ Ti me. Dayf Year >
</ Fir st Dat e>
<DayOf Week >Sunday</ Day Of \eek>
</ Ti me. DSTransi ti on>
</DSStart >
<DSEnd>
<Ti ne. DSTransi ti on>
<TransitionDSTi ne>3: 00</ Tr ansi ti onDSTi ne>
<FirstDate>
<Ti me. DayOf Year >
<Mont h>9</ Mont h>
<Day>24</ Day>
</ Ti me. Dayf Year >
</ Fi r st Dat e>
<DayOf Wek >Sunday</ Dayf Week>
</ Tinme. DSTransi ti on>
</ DSEnd>
</ Ti me. Dayl i ght Savi ngPeri od>
<Ti me. Dayl i ght Savi ngPeri od>
<DSToUTC>- 2: 00</ DSToUTC>
<Fr om>1996</ Fr on»
<T0>2999</ To>
<DSst art >
<Ti ne. DSTransi ti on>
<TransitionDSTi ne>3: 00</ Transi ti onDSTi ne>
<FirstDate>
<Ti me. DayOf Year >
<Mont h>3</ Mont h>
<Day>25</ Day>
</ Ti me. Dayf Year >
</ Fi r st Dat e>
<DayOf Wek >Sunday</ Dayf Week>
</ Time. DSTransi ti on>
</DSStart >
<DSEnd>
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<Ti ne. DSTransi ti on>
<TransitionDSTi ne>3: 00</ Transi ti onDSTi ne>
<FirstDate>
<Ti me. DayOf Year >
<Mont h>10</ Mont h>
<Day>25</ Day>
</ Ti me. Dayf Year >
</ Fir st Dat e>
<DayOf Week >Sunday</ Day Of Week>
</ Time. DSTransi ti on>
</ DSEnd>
</ Ti me. Dayl i ght Savi ngPeri od>
</ Peri ods>
</ Ti ne. Ti meZone. Dayl i ght Savi ngTZ>

<Ti me. Ti neZone. Dayl i ght Savi ngTZO Tl D="Dayl i ght Savi ngTZOf " >
<BaseTZ REF="BTi neZones. VEZ" ></ BaseTZ>
<DSTZ REF="BTi neZones. MESZ" ></ DSTZ>
</ Ti ne. Ti meZone. Dayl i ght Savi ngTZCf >
</ Time. Ti reZone>
</ DATASECT| O\>
</ TRANSFER>
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Appendix H (standard extension suggestion) Colour
definitions

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

Introduction

This specification states in detail why a certain color space named L*C¥yh%, is best suited for colour
definitions. It gives an exhaustive description of this color space, cites conversion formulas related to
other color spaces and gives instructions as to how a transformation of L*C%yh%,-coordinates into the
color-coordinate system of a concrete screen or printer may be implemented. Furthermore it lays the
foundation for the domains and precisions selected hereafter and indicates coordinates of especially
chosen examples.

Since, amongst other faculties, INTERLIS 2 enables the description of graphics, it must be possible to
specify colors. However a system and equipment neutral definition of "color" is surprisingly complex and
demands comprehension of concepts that are not generally known.

Color is a product of light (= color stimulus), eye (= color valence) and brain function (= sensation). It is
virtually impossible to describe colors through numbers in such a way, that two persons will conceive
them identically. However color values can be measured in a universally acknowledged way, thus
permitting a precise understanding amongst experts.

A method of specifying colors as strings should meet several requirements:

e Equipment independence — It ought to be clearly defined which color actually corresponds to a
certain indication. This is the only means of ascertaining that the result will fulfill all expectations,
whatever equipment is being used.

o Expressiveness — It ought to be possible to specify all colors that "normal" equipment (especially
also good quality printers and plotters) will be able to represent. The spectrum of colors to be
specified should be as wide as possible. Ideally it would comprise all colors a human being can
perceive.

e Intuition — While reading a color description, a human being should intuitively have a notion of the
color being described. An INTERLIS model always has a certain documentary character and
should be understandable to those concerned without demanding major efforts.

e System neutrality — The ways and methods of indicating color should neither give precedence to
a certain system (GIS, operating system, hardware), nor cause the acquisition of special devices.

Color space

The table below shows the suitability of different color spaces as far as application in INTERLIS-graphic
descriptions is concerned:

Color Equipment Expressive- Intuitive System
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space Independence ness Intelligibility Neutrality
RGB - - - -
HLS - - ++ -
HSV - - ++ -
CMY (K) - - - —
XYZ + + - +
SRGB + — — —
L* a* b* + + + +
L* C% h%p + + ++ +

Figure H.1: Suitability of different colorspaces for the purposes of INTERLIS.

The latter of the colorspaces mentioned in figure H.1 L* C%y, h%,, (d.h. L*a*b* with polar coordinates) meets
the requirements stated above in the most satisfactory manner.

L*a*b*

The colorspace L*a*b* (sometimes also called CIELAB) widely used in the graphic industry, can be
derived via transformation from XYZ as described in figure H.2.

n

_ . ; |
a* = 500 f(ij_ f(YLJ ’ Whereby .I: (X) — '\/; T X > 0.008856,

I 7.787x+4 else
b* = 200. f(iJ— f(EJ
Yn Zn

116

L* =116- f(ij—m
Y,

Figure H.2: The conversion of XYZ to L*a*b*.

In the calculation in figure H.2 a "reference white" is introduced by means of <X,, Y, Zy in order to
compensate an eventual tinge of light. Very often the values of CIE-standard light sources (mainly D50,
occasionally D65) are employed. The XY Z-coordinates of these light sources can be found for example in
[Sangwine/Horne, 1989], Table 3.1.

This range possesses a number of useful properties:

e Equipment independence — L*a*b* is derived from XYZ and hence independent of a certain
equipment. It is unequivocally defined which color belongs to a L*a*b*-Triple.

e Expressiveness — In L*a*b* a point is assigned to each color that can be emitted by a reflecting
surface.

e Intuitive Intelligibility — L* means luminance, whereby a completely black surface (which reflects
no light at all) possesses an L* of 0 and a perfect reflector (which reflects all light) an L* of 100. A
human observer will judge a colour with L* = 50 as average brightness. a* is the red-green-axis:
colors with a* = 0 will be perceived as neither red nor green, colours with a negative a* are red,
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colors with positive a* are green. Analogously b* is the blue-yellow-axis. Within a plane which is
spanned with a* and b* there is a distance from the zero point to a specific color value, the greater
the distance the more saturated a color becomes.

e System neutrality — L*a*b* is absolutely system neutral; being an internationale standard the
colorspace is independent of a specific firm.

e Increasing utilization — The utilization of L*a*b* in professional printing is widely spread.
Programs such as Adobe Photoshop or Acrobat (PDF) support L*a*b*.

e FEasy transformability to RGB — L*a*b*-triples can be transformed into the RGB-values of any
screen via multiplication with a 3x3-matrix, followed by a raise to higher power (gamma correction),
which may be carried out efficiently by means of a table (cf. [Adobe, 1992], chapter 23). Thus
system developers will only have to face minimal efforts.

e Good capacity for compression — There is only a marginal difference between L*a*h* and RGB
where processes are concerned that are likely to involve loss while compressing pictures. However
in connection with INTERLIS this is irrelevant.

C, = (a* )2 + (b)2 h,, = tan ‘1(b—i)

a

Figure H.3: Conversion of the cartesian L*a*b*-space to the polar form L*C%h%, (according to
[Sangwine/Home, 1998]).

L*Ciphhp
As described above, in the L*a*b*-space every single axis L* (dark —light), a* (green — red) and b* (blue
— yellow) corresponds to a property of colour which is immediately perceivable.

Nevertheless intuitive intelligibility can be further increased by indicating color coordinates in a polar
instead of a cartesian system (see figure H.4).

'y
+b*| yellow
* 5
c ‘)

—a* + a*
green red
—b*| blue
v

Figure H.4: The colorspace L*C%:h%, functions with polar coordinates onto L*a*b*.

The formulain figure H.3 for h%, is only applicable for positive a* and b*; a correct version would provide
case differentiation for every single quadrant. This polar system combines the intuitive intelligibility of HLS
and HSV with the numerous advantages of L*a*b* described above, since it means that the axes L*
(luminance), C* (chroma) und h* (hue) become separately available.
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In INTERLIS-models, whenever precise color indications are desired, they should be made based upon
this color coordinate system.

Required precision
It is part of an INTERLIS-model to indicate the degree of precision to be applied when recording numeric

values. The L*a*b*-space is defined in such a way that the difference between two colors is only just
perceptible, if the value calculated as shown in figure 1.5, equals 1.

Note: [Has/Newman, 0.D.] states that the perceptibility of color differences also depends on the amount of
time allowed for the comparison. The article relates an experiment, where the time needed to note
differences was measured in the case of an inexperienced observer. The figures mentioned are 5
seconds for AE,, = 15, 10 seconds for AE,, = 10 and 15 seconds for AE, = 5.

AE, =AL? + Aa’ + AD”

Figure H.5: Calculation of color differences in the Cartesian l*a*b*-space.

Precision of the L*-axis: For luminance a precision of one decimal is sufficient.

Precision of C%,- and h%,-axis: Theoretically a* and b* may be unrestricted, but in fact limits of +128,
rounded off to whole numbers, are considered largely sufficient (cf. [Adobe, 1992]). Thus what degree of
precision is necessary for C%, und h¥%, , to ensure that inaccuracy in the a*/b*-surface does not exceed 1?

Inaccuracy introduced through the indication of angle augments with increasing distance from the zero
point. Thus precision can still be considered sufficient as long as <127, 128> and <128, 128> within the
a*/b*-surface can be distinguished. As can be seen in figure H.6, one decimal may suffice in this extreme
case. It is a matter of two barely distinguishable hues of orange, however saturated to such a degree that
it seems improbable any apparatus would be able to reproduce them.

ar b* b hp
127 128 180.3 45.2
128 128 181.0 45.0

Figure H.6: Cartesian and polar coordinates of a color extremely far away from the zero point
(conversion see figure H.3).

Combination with names

Color names are easier to handle than color codes (i.e. numbers), however this proves to be a
disadvantage, as only a limited number of colors are thus available. In INTERLIS names can be
combined with a numeric specification, enabling users to define their own color names and to exchange
them among one another by the common means of INTERLIS.

Thanks to this definition it is also possible to employ INTERLIS - if need be — in the documenting and
utilization of existing color name systems or color sample catalogues, such as the Pantone- or HKS-
System.

This calls for the definition of a meta class (cf. chapter Meta models and meta objects in the INTERLIS
Version 2-Reference Manual). Its instances, so-called meta objects, are retained in a special transfer-file
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and are read by the INTERLIS 2-compiler. They are available for INTERLIS data-models and thus can be
used in graphic-definitions in order to determine the color of a certain symbol, etc.

Examples of application in INTERLIS-models

Il Conponent of the synbol ogy model

CONTRACTED SYMBOLOGY MODEL Synbol ogy Exanple AT "http://www interlis.ch/"
VERSI ON "2005-06-16" =

TOPIC Signs =

CLASS LChCol or EXTENDS | NTERLI S. METAOBJECT =

'l Attribute "Nanme" inherited from | NTERLI S. METAOBJECT

Lum nance = MANDATORY 0.0 .. 100.0;

Chroma = MANDATCRY 0.0 .. 181.1;

Hue = MANDATORY 0.0 .. 359.9 CIRCULAR [ DEGREE] COUNTERCLOCKW SE;
END LChCol or;

Il Conponent of the synbol class definition within the synbol ogy nodel
CLASS Col oredSynbol ogy EXTENDS SIGN =

PARAVETER
Col or: METAOGBJECT OF Synbol ogy Exanpl e. LChCol or;
END Col or edSynbol ogy;

END Si gns;

In a user-defined \isualization command (here called SimplePointGr) the color of a user-defined colored
symbol might appear as follows (cf. chapter Grafic description in the INTERLIS Version 2-Reference
Manual):

CONTRACTED MODEL Si npl eGraphic AT "http://ww. interlis.ch/"
VERSI ON "2005-06- 16" =

| MPORTS Synbol ogyExanpl e, Dat a;
SI GN BASKET Si mpl eSi gns ~ Symbol ogyExanpl e. Si gns

OBJECTS OF Col or: Brown
CBJECTS OF Col oredSynbol ogy: Dot ;

TOPI C Col oredDot Graphic =
DEPENDS ON Dat a. Dot s;

GRAPHI C Si npl eCol oredDot G BASED ON Dat a. Dots. Dot =
Synbol OF Synbol ogyExanpl e. Si gns. Col or edSynbol ogy: (
Sign := {Dot};
Pos := Position;
Col or := Brown;

)
END Si npl eCol oredDot G ;
END Col or edDot Gr aphi c;

END Si npl eG aphi c.
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We neither give a complete example nor represent the necessary meta table, instead we refer you to the
example stated in appendix C A small example Roads in the INTERLIS Version 2-Reference Manual.

Example values

Figure H.7 names some colors as well as their coordinates. Since it is uncertain whether this document
has been conceived in a system (and most likely also printed) which is able to render colors correctly, we
must at this stage do without a colorful representation.

Name L* a*x  b* b N
Black 0.0 0 0 0.0 0.0
Dark-grey 25.0 0 0 0.0 0.0
Middle-grey 50.0 0 0 0.0 0.0
Light-grey 75.0 0 0 0.0 0.0
White 100.0 0 0 0.0 0.0
Fuchsia 40.0 7 0 70.0 0.0
0
Light-blue 80.0 0 -30 30 270.0
Deep-yellow 90.0 0 100 | 100.0 90.0
Brown 50.0 3 50 58.3 59.0
0
Lilac 50.0 5 -50 | 70.7 315.0
0

Figure H.7: Cartesian and polar coordinates of some colors.

A concrete example of application with color-definitions is to be found in appendix C A small example
Roads.

Notes for system developers

System dewelopers of INTERLIS-conforming systems have to deal with the arising question, how to

transform color values from the independent L* C%, h%y-system into a color-coordinate-system of a
specific screen or printer.

A standardized file-format will allow you to record color-distortions of a certain imaging component in so-
called component or color matching profiles (so-called ICC-profile format). Amongst others, these files
contain parameters needed in the conversion of an independent color space to a component-s pecific
color-coordinate-system. The former are either XYZ or L*a*b*, the latter commonly RGB or CMYK.
Format and necessary conversion functions are defined by [ICC, 1996].

Thus in his product a system developer will be able to support directly ICC-profiles. The file format is of a
relatively simple structure, and the conversion functions will be easily implemented. For some platforms
ready-made program libraries (such as Apple ColorSync or Kodak KCMS) are available.

In this context we would like to draw your attention to the fact that PDF directly supports the colorspace
L*a*b*. PostScript even allows you to define your own color ranges in terms of any given transformation
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from XYZ. The inversion function of the formula indicated in figure H.2 is to be found as example 4.11 in
[Adobe, 1990]. It is relatively simple to program an analogous function in PostScript which will directly
accept L* C¥%y, h%y,.
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Appendix | (standard extension suggestion) Coordinate
systems and coordinate reference systems

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

Introduction

Coordinates describe the position of one point in space, provided a corresponding coordinate system has
been set up. If a coordinate system is fixedly positioned in relation to the earth — in other terms:
referenced — then it is called a coordinate reference system. However coordinates not only determine
positions, but also metric quantities which can be derived from coordinates, such as distances, surfaces,
volumes, angles and directions, as well as other properties, e.g. grades and curves.

There is a multitude of classes (types) of coordinate systems, and a greater number still of objects, i.e.
realizations (instances) of coordinate systems (cf. also e.g. [Voser1999]). The Swiss Federal coordinates
e.g. rely on a special instance (object) of a coordinate reference system [Gubler et al. 1996], which can
be derived from a geodetical reference system via map projection [Snyder 1987, Bugayewvskiy 1995].
These geodetical reference systems form a category of its own of coordinate reference systems that
describe the geometry of the earth model. For example to describe a two-dimensional position, a sphere
or an ellipsoid is used on whose surface geographical coordinates can be defined. It is slightly more
complicated as soon as altitude is concerned: To serve as geometrical-physical earth model we employ
either a geoid [Marti 1997] or a gravity model [Torge 1975] that defines orthometrical, resp. normal
altitudes. However in practice it is very often only heights in use that are applied.

Since geodata of geomatical applications always are space-related, each geodata-set must be based
upon a coordinate system. Considering that individual coordinate systems differ widely, it is necessary to
supply the corresponding reference-data along with the geodata. This is why INTERLIS enables you to
describe data belonging to a coordinate system.

It is only through knowledge of the underlying coordinate system that it is possible to transfer geodata into
another coordinate system. This again is necessary if geodata provided by different coordinate systems is
to be of common use [Voser 1996].

First we consider coordinate systems of a general type, then the relations (representations) between
(general) coordinate systems, thereafter we introduce coordinate reference systems and deal with those.

Coordinate systems

A coordinate system allows the "measuring" of metric space. A coordinate system possesses an origin,
coordinate axis (their number corresponding to the dimension of the space spanned), as well as measure
units assigned to the axis. Depending on whether the space in question is one-, two- or three-
dimensional, the coordinate system assigns either a single digit, double digit or triple digit to every point in
space as its coordinate(s).

The euclidic one-, two- or three-dimensional space is defined by its 1, 2 resp. 3 straight axis. Curved
spaces demand additional parameters to define the embedding of their curved axis into a euclidic space.
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For geodetical purposes, two-dimensional elliptic spaces as well as various systems of heights, both
treated as special cases of one-dimensional Euclidic spaces are needed in addition to Euclidic spaces of
different dimensions. This is when a gravity model or geoid is called for.

Slightly differing from the hitherto existing usage in geodesy we employ the term of geodetical date as a
synonym for geodatical reference system, designating thus nothing but a special coordinate system, that
is to say a 3D Cartesian coordinate system which has been positioned in relation to the earth. This may
be achieved in two different ways:

(@) The average center of gravity of the earth is defined as the zero point of the coordinate system, the
first axis through the average rotation axis of the earth, the second axis perpendicular to the former
through the average meridian of Greenwich, and the third axis again perpendicular to the former two,
thus creating a clockwise-rotating system. For example the coordinate system WGS84 is defined in
this manner.

(b) The surface of the earth of a certain area (mostly a country) is approximated in an optimal way by
means of a globe or rotation ellipse whose axis of rotation is set parallel to the average rotation axis
of the earth. This rotation ellipsoid defines a Cartesian coordinate system through its smaller half
axis which is parallel to the earth axis, through one of its longer half axis and through a third axis
perpendicular to the former two, thus again creating a clockwise-rotating system.

A 3D Cartesian coordinate system positioned on the earth in accordance to (a) or (b) is called a
geodetical date or geodetical reference system.

Different origin of coordinate systems in geomatics

Different backgrounds lead to various definitions of coordinate systems in:

Sensor techniques: The data capturing methods in classical geodesy (e.g. with theodolites) as well as
photogrammetry and remote sensing use a (local) coordinate system in accordance with each respective
method in their data capturing sensors.

Geopositioning: The description of position on the earth by means of a (geodatical) earth model. There
are three different types of geodatical earth models [Voser 1999]:

e physical: The earth model is either described by means of a gravitational field or a geoid.
e mathematical: The earth model is a symmetrical body (e.g. a globe or ellipsoid).

e topographical: The earth model also takes into consideration mountains and valleys (earth surface
model).

The above-mentioned earth models correspond to different coordinate systems.

Map positioning: Since the surfaces of the above-mentioned earth models are of curved or even more
complex form, the calculation of distances, angles etc. is very difficult. Hence we employ map projections
that represent the two-dimensional surface in a plane. A map projection is a geometrically clearly defined
way of representing the surface of a mathematical earth model in a plane. This process involves
distortions; these however can be determined and controlled in advance.

Mappings between coordinate systems

Since geodata usually are recorded in different coordinate systems or are administered by different
institutions in various systems, it is necessary to know the methods that permit conversion of data
supplied by a source coordinate system A into a target coordinate system Z. This conversion is called
mapping of coordinate system A, resp. of the space defined by A, in coordinate system Z, resp. the space
defined by Z. Mappings between two coordinate systems, resp. between the spaces they define, are
determined by the classes of the two coordinate systems concerned.
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We have to distinguish between two fundamentally different mappings of coordinate systems as far as the
origin of formulas and their parameters are concerned, these being conversion and transformation.

The term conversion means mapping between two coordinate systems strictly defined by formulas and
their parameters. These formulas and especially the values of the necessary parameters are determined
in advance [Voser 1999]. Into the category of conversions fall amongst others map projections, i.e.
mappings of ellipsoid surfaces in a plane, furthermore the conversion of elliptic coordinates into the
corresponding Cartesian coordinates with their origin in the center of the ellipse or vice-versa.

A transformation is a mapping between two coordinate systems where rules (formulas) are determined
based upon hypotheses, and parameters are established by means of a statistic analysis of
measurements in both coordinate systems [Voser 1999]. Typical transformations are effected when
replacing one geodatical earth model with another (geodatical date transformation) or when adjusting
local coordinates in a superior system, e.g. With digitizing: the transfomation of map- or table-coordinates
into projection-c oordinates.

Coordinate reference systems

The term Coordinate Reference System describes a coordinate system, which can be derived from a
geodetical reference system (i.e. a geodetical date) by means of conversion via a sequence of
intermediate coordinate systems.

Geodetical reference systems (or geodetical dates) as such are the most important coordinate reference
systems. They refer to a geodetical earth model (see above).

Survey of the most important coordinate reference systems

In the lower part of figure 1.1 some of the most important geodetical and cartographical expressions of
coordinate reference systems are depicted. It is the earth itself that is at the origin of any sequence of
coordinate systems or mappings. We try to assign it a geometrical earth model that would allow the
describing of positions on it. To begin with we can assign to the earth as a whole a 3D Cartesian
coordinate system with its zero point in the gravity center of the earth (cf. method a) in the chapter
Coordinate systems above). Subsequently however we treat the position and height of a point
independently. Firstly let us consider only what needs to be done in order to determine its position.
Geodetical measurements supply the necessary information to determine the size and form of a rotation
ellipsoid that approaches the earth surface locally in an optimal way. According to method b) in chapter
Coordinate systems this rotation ellipsoid can be assigned a geodetical date. Many of the earth models
selected for national surveying are "locally" referenced, i.e. the center of the ellipsoid does not coincide
with the gravity center of the earth. However, as stated above ((a) in the chapter Coordinate systems),
there are geodetical reference systems which are referenced to the gravitation center. Thus nowadays it
is relatively easy to determine the parameters of a date transformation to such a superior system. Once
such a local rotation ellipsoid has been decided upon, it is on the other hand possible to represent its
surface in a plane by means of an appropriate map projection and in accordance with all requirements.
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Figure 1.1: How to transform the earth surface into 2D horizontal coordinates.

Data structure for coordinate systems and mappings between them

The proposed structure for data necessary for the description of coordinate systems and mapping
between them is not limited to coordinate reference systems, but on purpose has been conceived for
coordinate systems in general. It is our intention to also permit the description of digitizer- and screen
coordinate systems or symbol coordinate systems without any explicit reference to the surface of the
earth.

Coordinate systems and mapping between them are the two key-concepts for the exact characterization
of spatial referencing of geodata. Accordingly the conceptual model (resp. the conceptual schema) of the
data structure features two major groups of classes, these being "Coordinate systems for geodetic
purposes” and "Mappings between coordinate systems”. The third dimension, height, is treated as
follows: In a 3D Cartesian coordinate system the height has been implicitly integrated as the third
coordinate. However in daily use coordinate systems usually are a combination of a 2D horizontal
coordinate systems and an additional 1D height system. The (meta) data of coordinate systems of this
type are described by two independent data sets, firstly by the data of a 2D coordinate system (2D
Cartesian or elliptic) and secondly by the data of a height system of appropriate type (normal, orthometric
or elliptic).

How do the proposed data structures help to effect mapping between coordinate systems? In the
following way: Coordinate systems form nodes and mappings between them constitute edges in a graph
structure. In the DOMAIN section of an application model (application schema) the name of the
coordinate system in use is to be found. If the given coordinates are to be mapped into another
coordinate system or for example if GeoTIFF-parameters, which correspond to such a mapping are to be
calculated, then an appropriate program within the graph-structure of coordinate systems and mappings
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has to find the shortest possible way from the node of the given coordinate system (according to
DOMAIN) to the node of the target system. Thereafter the necessary mappings from the source system
via possible intermediate coordinate systems to the target system hawve to be calculated.

For the description of coordinate systems two internal classes and key words are available in INTERLIS,
these being: AXIS and COORDSYSTEM. These are employ ed within the conceptual data model (the
coordinate system model or coordinate system schema) "CoordSys" (see below). Further details are to
be found in chapter Reference systems in the INTERLIS Version 2-Reference Manual.
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The reference system model

Data structure for coordinate systems and coordinate reference systems as well as mapping between
them. Conceptual data model (conceptual schema) with INTERLIS.

Il File CoordSys.ili Rel ease 2005-06-16
I NTERLI S 2. 3;

REFSYSTEM MODEL CoordSys (en) AT "http://ww:.interlis.ch/nodels”
VERSI ON "2005-06-16" =

UNIT
Angl e_Degree
Angle_M nute
Angl e_Second

180 / PI [INTERLI S.rad];
1/ 60 [Angl e_Degree];
1/ 60 [Angl e_Mnute];

STRUCTURE Angle_DM5_S =

Degrees: -180 .. 180 ClI RCULAR [Angl e_Degree];

CONTI NUOUS SUBDI VI SION Mnutes: 0 .. 59 C RCULAR [Angle_M nut e];

CONTI NUOUS SUBDI VI SI ON Seconds: 0.000 .. 59.999 C RCULAR [ Angl e_Second] ;
END Angl e_DMV5_S;

DOVAI N
Angl e_DMS = FORMAT BASED ON Angl e DVS_S (Degrees ":" Mnutes ":" Seconds);
Angl e_DMS 90 EXTENDS Angl e_DM5 = "-90:00: 00. 000" .. "90:00:00.000";

TOPI C Coor dsysTopic =

Il Speci al space aspects to be referenced

11 kkkkhkkkkhkhkhkhkhkkdkhhkkkdkhhdkdkhkhhkkdkddr*x *kk%x*%

CLASS El |ipsoid EXTENDS | NTERLI S. REFSYSTEM =
Ellipsoi dAl ias: TEXT*70;
Sem Maj or Axi s: MANDATORY 6360000. 0000 .. 6390000. 0000 [ I NTERLIS. n;
I nverseFl at t eni ng: MANDATCRY 0. 00000000 .. 350.00000000;
I'l The inverse flattening O characterizes the 2-di msphere
Remar ks: TEXT*70;
END El i psoid;

CLASS G avityMdel EXTENDS | NTERLI S. REFSYSTEM =
Gravit yModAl i as: TEXT*70;
Definition: TEXT*70;

END GravityMdel;

CLASS Ceoi dvbdel EXTENDS | NTERLI S. REFSYSTEM =
Geoi dModAl i as: TEXT* 70;
Defini tion: TEXT*70;

END Ceoi dModel ;

Il Coordinate systens for geodetic purposes

11 R Sk R SRR Rk S o kS R o o R R R o o o

STRUCTURE Lengt hAXI' S EXTENDS | NTERLI S. AXI S =
Short Nane: TEXT*12;
Descri ption: TEXT*255;
PARAMETER
Unit ( EXTENDED) : NUMERI C [I NTERLI S. LENGTH] ;
END Lengt hAXl S;

STRUCTURE Angl eAXI'S EXTENDS | NTERLIS. AXIS =
Short Nane: TEXT*12;
Descri ption: TEXT*255;

PARAMVETER
Unit ( EXTENDED): NUMERI C [I NTERLI S. ANGLE] ;
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END Angl eAXI S;

CLASS CGeoCart esi anlD EXTENDS | NTERLI S. COORDSYSTEM =
Axis (EXTENDED): LIST {1} OF LengthAXlS;
END GeoCartesi anlD,

CLASS CGeoHei ght EXTENDS GeoCartesianlD =
System MANDATORY (
nor mal ,
orthonetric,
el li psoi dal,
ot her);
Ref erenceHei ght : MANDATCRY -10000. 000 .. +10000.000 [INTERLIS. n;
Ref er enceHei ght Descr: TEXT*70;
END GeoHei ght ;

ASSCCI ATI ON Hei ghtEl li ps =
GeoHei ght Ref -- {*} GeoHeight;
Ell'i psoi dRef -- {1} Ellipsoid;

END Hei ghtEl | i ps;

ASSQOCI ATI ON HeightGravit =
GeoHei ght Ref -- {*} GeoHei ght;
GravityRef -- {1} G avityModel;

END Hei ght Gravit;

ASSCOCI ATI ON Hei ght Geoi d =
GeoHei ght Ref -- {*} GeoHei ght;
Geoi dRef -- {1} Ceoi dvbdel ;
END Hei ght Geoi d;

CLASS CeoCart esi an2D EXTENDS | NTERLI S. COORDSYSTEM =
Definition: TEXT*70;
Axis (EXTENDED): LIST {2} OF LengthAXlS;

END GeoCartesi an2D;

CLASS CeoCart esi an3D EXTENDS | NTERLI S. COORDSYSTEM =
Defini tion: TEXT*70;
Axis (EXTENDED): LIST {3} OF LengthAXlS;

END GeoCartesian3D,

CLASS GeoEl |i psoi dal EXTENDS | NTERLI S. COORDSYSTEM =
Defini tion: TEXT*70;
Axis (EXTENDED) : LIST {2} OF Angl eAX S;

END GeoEl | i psoi dal ;

ASSCCI ATION EIl CSEl i ps =
GeoEl | i psoi dal Ref -- {*} GeoEl |ipsoidal;
Ell'i psoi dRef -- {1} Ellipsoid;

END El | CSE i ps;

Il Mappi ngs between coordi nate systens

11 kkkkhkkkkhkhkkhkkkhkhhkdkkdkhddkdkhkhhkx*kh*kx*x %

ASSQOCI ATI ON ToGeoEl | i psoi dal =
From-- {1..*} CeoCartesi an3D,
To -- {1..*} CeoHlIli psoidal;
ToHeight -- {1..*} GeoHei ght;
MANDATCRY CONSTRAI NT
ToHei ght -> System == #el | i psoi dal ;
MANDATCRY CONSTRAI NT
To -> HlipsoidRef -> Name == ToHei ght -> El | ipsoi dRef -> Nane;
END ToGeoEl |'i psoi dal ;

ASSCCI ATI ON ToCGeoCart esi an3D =
From2 -- {1..*} GCeoEllipsoidal;
FronHei ght-- {1..*} CeoHeight;
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To3 -- {1..*} GeoCartesian3D,
MANDATORY CONSTRAI NT

FronHei ght -> System == #ellipsoidal;
MANDATCRY CONSTRAI NT

Fron2 -> El |ipsoi dRef -> Nane == FrontHei ght -> El|ipsoi dRef -> Nang;
END ToCGeoCart esi an3D;

ASSQCI ATI ON Bi di r ect GeoCart esi an2D
From-- {1..*} GeoCartesi an2D
To -- {1..*} CeoCart esian2b

END Bi di rect GeoCart esi an2D;

ASSCOCI ATI ON Bi di r ect GeoCart esi an3D
From-- {1..*} CeoCartesi an3D,
To2 -- {1..*} GeoCartesian3D,
Preci si on: NMANDATORY (

exact,
nmeasure_based);
Shi ft Axi s1: MANDATORY -10000. 000 .. 10000.000 [INTERLIS.nj;
Shi ft Axi s2: MANDATORY -10000. 000 .. 10000.000 [INTERLIS.ni;
Shi ft Axi s3: MANDATORY -10000. 000 .. 10000.000 [INTERLIS.nj;
Rot ati onAxi s1: Angl e_DVS_90;
Rot ati onAxi s2: Angl e_DVB_90;
Rot ati onAxi s3: Angl e_DVS_90;
NewScal e: 0.000001 .. 1000000. 000000;
END Bi di rect GeoCart esi an3D;

ASSQCI ATI ON Bi dir ect GeoEl |i psoidal =
Fromd -- {1..*} GeoEllipsoidal;
Tod4 -- {1..*} GeoE Il ipsoidal;

END Bi di rect GeoEl | i psoi dal ;

ASSQOCI ATI ON MapPr oj ect i on ( ABSTRACT) =

Fronb -- {1..*} CeoEllipsoidal;

To5 -- {1..*} GeoCartesian2D,

FronCol FundPt: MANDATCRY Angl e DVB_90;

FromCo2_FundPt: MANDATORY Angl e_DVS_90;

ToCoor d1_FundPt : MANDATCRY -10000000 .. +10000000 [INTERLIS. nj;

ToCoor d2_FundPt : MANDATCRY -10000000 .. +10000000 [INTERLIS. nj;
END MapProj ecti on;

ASSQCI ATI ON Transver seMercat or EXTENDS MapProjection =
END TransverseMer cator ;

ASSQOCI ATI ON Swi ssProj ecti on EXTENDS MapProj ecti on
| nt er mMFundP1: MANDATORY Angl e_DVS 90;
| nt ermFundP2: MANDATORY Angl e_DVS_90;

END Swi ssProj ecti on;

ASSCOCI ATI ON Mercat or EXTENDS MapProj ection =
END Mercator;

ASSQOCI ATI ON Obl i queMer cat or EXTENDS MapProj ecti on
END Obl i queMer cat or;

ASSQOCI ATI ON Lanbert EXTENDS MapProjection =
END Lanbert;

ASSQCI ATI ON Pol yconi ¢ EXTENDS MapProj ection =
END Pol yconic;

ASSQCI ATI ON Al bus EXTENDS MapProj ecti on =
END Al bus;

ASSQCI ATI ON Azi nutal EXTENDS MapProj ection =
END Azi mutal ;

ASSQCI ATI ON Stereographi c EXTENDS MapProj ection =
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END St er eographi c;

ASSQCI ATI ON Hei ght Conversion =

ToHei ght --

Frontei ght

Defini tion:

-- {1..*} CeoHeight;
{1..*} GeoHei ght;
TEXT*70;

END Hei ght Conversi on;

END Coor dsysTopi c;

END Coor dSys.

The file MiniCoordSysData, whose names might occur in MetadataBasketDef, contains the following data
in the INTERLIS 2-transfer format.

<?xm version="1. 0" encodi ng="UTF-8" ?>

<l-- File M niCoordSysData.xm 2005-06-16 (http://wwvinterlis.ch/nodels) -->

<TRANSFER xm ns="http://ww interlis.ch/l NTERLI S2. 3"
xm ns: xsi =" http: //ww.w3. org/ 2001/ XM_.Schena-i nst ance"
xsi:schemaLocati on="http://ww. interlis.ch/INTERLI S2.3

M ni Coor dSysDat a. xsd" >

<HEADERSECTI ON VERSI ON=" 2. 3" SENDER="KOdQ S'>

<MODELS>

<MODEL NAME="CoordSys" URI="http://ww.interlis.ch/nodels"
VERSI ON="2005- 06- 16"/ >

</ MODELS>

<AL| AS>
<ENTRI ES FOR=" Coor dSys" >

<TAGENTRY
<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<DELENTRY

<DELENTRY

<DELENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

FROME" Coor dSys. Angl e_DMS_S" TO="Coor dSys. Angl e_DM5_S"/ >
FROME" Coor dSy s. Coor dsys Topi ¢"

TO=" Coor dSys. CoordsysTopi c"/ >

FROM=" Coor dSy s. Coor dsysTopi c. El i psoi d"

TO=" Coor dSys. CoordsysTopi c. El | i psoi d"/ >
FROM=" Coor dSy s. Coor dsysTopi c. Gravi t yModel "
TO=" Coor dSys. CoordsysTopi c. Gravi t yModel "/ >
FROME" Coor dSy s. Coor dsys Topi ¢. Geoi dhbdel "

TO=" Coor dSys. Coor dsysTopi c. Geoi dModel "/ >
FROME" Coor dSys. Coor dsys Topi c. Lengt hAXI S*

TO=" Coor dSys. CoordsysTopi c. Lengt hAXI S"/ >
FROME" Coor dSy s. Coor dsys Topi ¢. Angl eAXI S*

TO=" Coor dSys. Coor dsysTopi c. Angl eAXI S"/ >
FROME" Coor dSys. Coor dsys Topi c. GeoCartesi anlD"
TO=" Coor dSys. Coor dsysTopi c. GeoCar t esi anlD'/ >
FROM=" Coor dSy s. Coor dsys Topi ¢. GeoHei ght "

TO=" Coor dSys. Coor dsysTopi c. GeoCar t esi anlD'/ >
TAG="Coor dSys. Coor dsysTopi c. GeoHei ght"
ATTR="Systen{ />

TAG="Coor dSys. Coor dsysTopi c. GeoHei ght"
ATTR="Ref erenceHei ght"/ >

TAG="Coor dSys. Coor dsysTopi c. GeoHei ght"
ATTR="Ref erenceHei ght Descr"/ >

FROME" Coor dSy s. Coor dsys Topi ¢. GeoHei ght "

TO=" Coor dSys. Coor dsysTopi c. GeoHei ght"/ >
FROM=" Coor dSy s. Coor dsysTopi c. Hei ght El | i ps”
TO=" Coor dSys. CoordsysTopi c. Hei ght El | i ps"/>
FROME" Coor dSy s. CoordsysTopi c. Hei ght Gavit"
TO=" Coor dSys. CoordsysTopi c. Hei ght G avi t"/>
FROME" Coor dSy s. Coor dsys Topi ¢. Hei ght Geoi d"
TO=" Coor dSys. Coor dsysTopi c. Hei ght Geoi d"/ >
FROME=" Coor dSy s. Coor dsys Topi c¢. GeoCart esi an2D"
TO=" Coor dSys. Coor dsysTopi c. GeoCar t esi an2D"'/ >
FROME" Coor dSys. Coor dsys Topi c. GeoCart esi an3D"
TO=" Coor dSys. Coor dsysTopi c. GeoCar t esi an3D"'/ >
FROM=" Coor dSys. Coor dsys Topi c. GeoEl | i psoi dal "
TO=" Coor dSys. CoordsysTopi c. GeoEl | i psoi dal "/ >
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<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

<TAGENTRY

FROM=" Coor dSy s. Coor dsysTopic. EI | CSEl | i ps"

TO=" Coor dSys. CoordsysTopic. EI | CSEl | i ps"/>
FROME" Coor dSys. Coor dsysTopi c. ToGeoE! | i psoi dal "

TO=" Coor dSys. CoordsysTopi c. ToGeoEl | i psoi dal "/ >
FROM=" Coor dSy s. Coor dsys Topi c. ToGeoCart esi an3D'

TO=" Coor dSys. CoordsysTopi c. ToGeoCart esi an3D"/ >
FROME" Coor dSy s. Coor dsys Topi ¢. Bi di rect GeoCar t esi an2D'
TO=" Coor dSys. CoordsysTopi c. Bi di rect GeoCart esi an2D'/ >
FROME" Coor dSys. Coor dsysTopi ¢. Bi di rect GeoCar t esi an3D'
TO=" Coor dSys. CoordsysTopi c. Bi direct GeoCart esi an3D'/ >
FROME" Coor dSy s. Coor dsysTopi c¢. Bi di rect GeoEl | i psoi dal "
TO=" Coor dSys. CoordsysTopi c. Bi di rect GeoEl | i psoi dal "/ >
FROME" Coor dSys. Coor dsysTopi ¢. TransverseMercat or "
TO=" Coor dSys. CoordsysTopi c. Transver seMercat or"/ >
FROME=" Coor dSy s. Coor dsysTopi c. Sw ssProj ection”
TO="Coor dSys. CoordsysTopi c. Swi ssProj ecti on"/>
FROME" Coor dSy s. Coor dsys Topi ¢c. Mercat or ™

TO=" Coor dSys. CoordsysTopi c. Mercat or"/ >
FROME" Coor dSys. Coor dsysTopi c. Col i queMercator”

TO=" Coor dSys. CoordsysTopi c. Obli queMercator" />

FROME" Coor dSy s. Coor dsysTopi ¢. Lanbert ™

TO=" Coor dSys. CoordsysTopi c. Lanbert"/>

FROME" Coor dSys. Coor dsys Topi ¢. Pol yconi c*"

TO=" Coor dSys. Coor dsysTopi c. Pol yconi ¢c"/ >
FROME=" Coor dSy s. Coor dsys Topi ¢. Al bus”

TO=" Coor dSys. CoordsysTopi c. Al bus"/ >

FROME" Coor dSy s. Coor dsys Topi ¢. Azi mut al "

TO=" Coor dSys. CoordsysTopi c. Azi nut al "/ >

FROME" Coor dSys. Coor dsys Topi ¢. St er eogr aphi ¢

TO=" Coor dSys. Coor dsysTopi c. St ereogr aphi c"/>

<TAGENTRY FROM:=" Coor dSys. Coor dsysTopi c. Hei ght Conver si on"
TO=" Coor dSys. Coor dsysTopi c. Hei ght Conversion"/>
</ ENTRI ES>
</ ALI AS>
<COMVENT >
exanpl e dat aset ili2 refmanual appendix |
</ COMMENT>

</ HEADERSECTI ON>

<DATASECTI ON>
<Coor dSys. CoordsysTopi ¢ Bl D="BCoordSys" >

<Coor dSys. CoordsysTopic. Ellipsoid TlID="BCoordSys. Bessel ">
<Name>Bes sel </ Nane>
<El | i psoi dAl i as>Bessel (1841)</EllipsoidAias>
<Sem Mj or Axi s>6377397. 1550</ Seni Maj or Axi s>
<l nverseFl att eni ng>299. 1528128</| nver seFl at t eni ng>
<Remar ks>Docunent ati on swi sstopo 19031266</ Rermar ks>

</ Coor dSys. Coor dsysTopic. El lipsoid >

<Coor dSys. CoordsysTopic. El | i psoid Tl D="BCoordSys. WGS72" >
<Name>WES72</ Nane>
<El | i psoi dAl i as>Worl d Geodetic System 1972</Elli psoi dAl i as>
<Sem Maj or Axi s>6378135. 000</ Seni Maj or Axi s>
<l nverseFl att eni ng>298. 2600000</ | nver seFl at t eni ng>

</ Coor dSys. Coor dsysTopi c. El | i psoi d>

<Coor dSys. CoordsysTopi c. Gravi t yModel
TI D="BCoor dSys. CHDevi at i on*f TheVertical ">
<Name>CHDevi at i onOf TheVerti cal </ Nane>
<Def i niti on>See software LAG sw sstopo</Definition>
</ Coor dSys. Coor dsysTopi c. G avi t yMbdel >

<Coor dSys. Coor dsysTopi c. Geoi dModel TI D=" BCoor dSys. CHGeoi d">
<Name>CHGeoi d</ Name>
<Def i niti on>See new Swi ss Geoi d swi sst opo</ Definition>

</ Coor dSys. Coor dsysTopi c. Geoi dModel >
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<Coor dSys. CoordsysTopi c. GeoHei ght TI D="BCoordSys. Swi ssOrthonetri cAlt" >
<Name>Swi ssO t horretri cAl t </ Nane>
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>h</ Shor t Nane>
<Description>Swi ss Othonetric Altitude</Description>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
</ AXi s>
<Systenrorthonetri c</ Systen»
<Ref er enceHei ght >373. 600</ Ref er enceHei ght >
<Ref erenceHei ght Descr>Pi erre du Niton</ReferenceHei ght Descr>
<El | i psoi dRef REF="BCoordSys. Bessel "/>
<Ceoi dRef REF="BCoor dSys. CHGeoi d" />
<G avityRef REF="BCoordSys. CHDevi ati onCf TheVerti cal "/ >
</ Coor dSys. Coor dsysTopi c. GeoHei ght >

<Coor dSys. CoordsysTopi c. GeoHei ght TI D="BCoordSys. Swi ssEl | i psoi dal Al t" >
<Name>Swi ssEl | i psoi dal Al t </ Name>
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>H</ Shor t Nane>
<Description>Swi ss Ellipsoidal Atitude</Description>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
</ AXi s>
<Systenpel | i psoi dal </ Systen»
<Ref erenceHei ght >0. 000</ Ref er enceHei ght >
<Ref erenceHei ght Descr>Sea | evel </ Ref er enceHei ght Descr >
<El | i psoi dRef REF="BCoordSys. Bessel "/>
<Ceoi dRef REF="BCoor dSys. CHGeoi d" />
<G avityRef REF="BCoordSys. CHDevi ati onOf TheVerti cal "/ >
</ Coor dSys. Coor dsysTopi c. GeoHei ght >

<Coor dSys. CoordsysTopi c. GeoCar t esi an2D TI D="BCoor dSys. COORD2" >
<Name>COORD2</ Name>
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>X</ Short Nane>
<Descri pt i on>X-axi s</ Descri ption>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>Y</ Short Nanme>
<Descri pt i on>Y-axi s</ Descri ption>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
</ AXi s>
<Def i niti on>Mat hemati cal Cartesian 2D Refsystenx/Definiti on>
</ Coor dSys. Coor dsysTopi c. GeoCart esi an2D>

<Coor dSys. Coor dsysTopi c. GeoCar t esi an2D Tl D="BCoor dSys. CHLV03" >
<Name>CHL V03</ Nane >
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>Y</ Shor t Nane>
<Descri pt i on>East - val ue</ Descri pti on>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>X</ Shor t Nane>
<Descri pti on>Nort h- val ue</ Descri pti on>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
</ AXi s>
<Def i niti on>CGeodetic Cartesi an 2D Refsystem</Definiti on>
</ Coor dSys. Coor dsysTopi c. GeoCart esi an2D>

<Coor dSys. Coor dsysTopi c. GeoCar t esi an3D Tl D="BCoor dSys. COORD3" >
<Name>COORD3</ Nanme>
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>X</ Short Nane>
<Descri pt i on>X-axi s</ Descri ption>
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</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>Y</ Shor t Nane>
<Descri pt i on>Y-axi s</Description>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>Z</ Shor t Nane>
<Descri pt i on>Z-axi s</ Descri ption>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
</ AXi s>
<Def i niti on>Mat hemati cal Cartesian 3D Refsystenx/Definiti on>
</ Coor dSys. Coor dsysTopi c. GeoCart esi an3D>

<Coor dSys. Coor dsysTopi c. GeoCar t esi an3D Tl D="BCoor dSys. CH1903" >
<Name>CH1903</ Nane >
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>XC</ Shor t Name >
<Descri pt i on>Equat or Greenw ch</Descripti on>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>YC</ Shor t Name>
<Descri pt i on>Equat or East </ Descri ption>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>ZC</ Shor t Nane>
<Descri pt i on>Nort h</Descri pti on>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
</ AXi s>
<Definiti on>Swi ss Geodetic Cartesian 3D Ref systenx/Definition>
</ Coor dSys. Coor dsysTopi c. GeoCart esi an3D>

<Coor dSys. CoordsysTopi c. GeoCar t esi an3D Tl D="BCoor dSys. WGS84" >
<Name>W5584</ Nane>
<AXi s>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>XW«/ Shor t Nane >
<Descri pt i on>Equat or G eenw ch</Descri pti on>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>YW«/ Shor t Nanme>
<Descri pt i on>Equat or East </ Descri ption>
</ Coor dSys. CoordsysTopi c. Lengt hAXI S>
<Coor dSys. Coor dsysTopi c. Lengt hAXI S>
<Shor t Name>ZW«/ Shor t Nare >
<Descri pt i on>Nort h</Descri pti on>
</ Coor dSys. Coor dsysTopi c. Lengt hAXI S>
</ AXi s>
<Def initi on>Worl d Geodetic System 1984</Definiti on>
</ Coor dSys. Coor dsysTopi c. GeoCart esi an3D>

<Coor dSys. Coor dsysTopi c. GeoEl | i psoi dal TID="BCoordSys. Switzerland">
<Name>Swi t zer | and</ Nane>
<AXi s>
<Coor dSys. Coor dsysTopi c. Angl eAXI S>
<Shor t Name>Lat </ Short Name>
<Description>Latitude</Descri ption>
</ Coor dSys. Coor dsysTopi c. Angl eAXI S>
<Coor dSys. Coor dsysTopi c. Angl eAXI S>
<Shor t Name>Long</ Short Nanme>
<Descri pt i on>Longi t ude</ Descripti on>
</ Coor dSys. Coor dsysTopi c. Angl eAXI S>
</ Axi s>
<Def i niti on>Coordi nates on the Swiss Ellipsoid 1903</ Defi nition>
<El | i psoi dRef REF="BCoordSys. Bessel "/>
</ Coor dSys. Coor dsysTopi c. GeoHEl | i psoi dal >

<Coor dSys. CoordsysTopi c. ToGeoEl | i psoi dal
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TI D="BCoor dSys. FronCH1903t oSwi t zer | and" >

<Fr om REF="BCoor dSys. CH1903" ></ Fr on®

<To REF="BCoordSys. Swit zerl and"></To>

<ToHei ght REF="BCoordSys. Swi ssEl | i psoi dal Al t"></ ToHei ght >
</ Coor dSys. Coor dsysTopi c. ToGeoEl | i psoi dal >

<Coor dSys. CoordsysTopi c. ToGeoCart esi an3D
TI D="BCoor dSys. FronBwi t zer | andToCH1903" >
<Fron2 REF="BCoordSys. Swi tzerl and"></ Fron2>
<FronHei ght REF="BCoor dSys. Swi ssEl | i psoi dal Al t"></ FronHei ght >
<To3 REF="BCoordSys. CH1903"></ To3>
</ Coor dSys. Coor dsysTopi c. ToGeoCart esi an3D>

<Coor dSys. CoordsysTopi c. Bi direct GeoCart esi an3D
TI D="BCoor dSys. WS84t 0CH1903" >
<Fr om REF="BCoor dSys. W5S84" ></ Fr on®
<To2 REF="BCoordSys.CH1903"></To2>
<Preci si on>measur e_based</ Pr eci si on>
<Shi ft Axi s1>- 660. 077</ Shi f t Axi s1>
<Shi ft Axi s2>- 13. 551</ Shi ft Axi s2>
<Shi ft Axi s3>- 369. 344</ Shi ft Axi s3>
<Rot ati onAxi s1>-0: 0: 2. 484</ Rot ati onAxi s1>
<Rot at i onAxi s2>-0: 0: 1. 783</ Rot ati onAxi s2>
<Rot ati onAxi s3>-0: 0: 2. 939</ Rot at i onAxi s3>
<NewScal e>0. 99444</ NewScal e>

</ Coor dSys. Coor dsysTopi c. Bi di r ect GeoCart esi an3D>

<Coor dSys. CoordsysTopi c. Bi di rect GeoCart esi an3D
TI D="BCoor dSys. CH1903t o WGS84" >
<Fr om REF="BCoor dSys. CH1903" ></ Fr on»
<To2 REF="BCoordSys. W5584"></To2>
<Preci si on>neasur e_based</ Pr eci si on>
<Shi ft AXi s1>660. 077</ Shi ft Axi s1>
<Shi ft AXi s2>13. 551</ Shi ft Axi s2>
<Shi ft Axi s3>369. 344</ Shi ft Axi s3>
<Rot at i onAxi s1>0: 0: 2. 484</ Rot ati onAxi s1>
<Rot ati onAxi s2>0: 0: 1. 783</ Rot ati onAxi s 2>
<Rot ati onAxi s3>0: 0: 2. 939</ Rot at i onAxi s3>
<NewScal e>1. 00566</ NewScal e>
</ Coor dSys. Coor dsysTopi c. Bi di r ect GeoCart esi an3D>

<Coor dSys. Coor dsysTopi c. Transver seMer cat or
TI D="BCoor dSys. FronCH1903ToSwi t zer | and" >
<Fronb REF="BCoordSys. Swi tzerl and" ></ Fronb>
<To5 REF="BCoordSys. CHLV03"></ To5>
<FronmCol_FundPt >46:57: 08. 66</ FromCol_FundPt >
<FrontCo2_FundPt >7: 26: 22. 50</ Fr onCo2_FundPt >
<ToCoor d1l_FundPt >600000</ ToCoor d1_FundPt >
<ToCoor d2_FundPt >200000</ ToCoor d2_FundPt >

</ Coor dSys. Coor dsysTopi c. Transver seMer cat or >

<Coor dSys. Coor dsysTopi c. Hei ght Conversi on TI D="BCoordSys. El | i phToO'th" >
<FrontHei ght REF="BCoor dSys. Swi ssEl | i psoi dal Al t"></ FronHei ght >
<ToHei ght REF="BCoordSys. Sw ssO't homet ri cAl t"></ ToHei ght >

</ Coor dSys. Coor dsysTopi c. Hei ght Conver si on>

<Coor dSys. Coor dsysTopi c. Hei ght Conversi on Tl D="BCoordSys. Ot hToEl | i ph" >
<FronmHei ght REF="BCoor dSys. Swi ssOrt hometri cAl t"></Frontei ght >
<ToHei ght REF="BCoor dSys. Sw ssEl | i psoi dal Al t"></ ToHei ght >
</ Coor dSys. Coor dsysTopi c. Hei ght Conversi on>
</ Coor dSys. Coor dsysTopi c>
</ DATASECTI O\>
</ TRANSFER>

Example
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What information within an application model (resp. application schema) is needed in order to identify

unequivocally the coordinate system employed, resp. the coordinate reference system?

MODEL Exanpl e (en) AT "http://wwwinterlis.ch/"
VERSI ON "2005-06-16" =

| MPORTS Coor dSys;

REFSYSTEM BASKET BCoor dSys ~ Coor dSys. CoordsysTopic
OBJECTS OF GeoCartesian2D: CHLVO3
OBJECTS OF GeoHei ght: SwissOthonetri cAt;

DOVAI N
LCoord = COORD
480000. 000 .. 850000.000 [INTERLIS. ni {CHLVO3[1]},
60000. 000 .. 320000.000 [INTERLIS. nj {CHLVO3[2]},
ROTATION 2 -> 1;
Hei ght = COORD
-200.000 .. 5000.000 [INTERLIS.n] {SwissOthonetricAt[1]};
HCoord = COORD
480000. 000 .. 850000.000 [INTERLIS. nj {CHLVO3[1]},
60000. 000 .. 320000.000 [INTERLIS. nj {CHLVO3[2]},
-200. 000 .. 5000. 000 [INTERLIS. n] {Swi ssOrthometricA t[ 1]},
ROTATION 2 -> 1;

TOPIC T =
CLASS Control Point =
Nane: TEXT* 20;
Posi ti on: LCoor d;
END Cont r ol Poi nt;
END T;

END Exanpl e.
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Appendix J (standard extension suggestion)
Symbology models

Note

The following specification is not a normative component of INTERLIS. This is a standard extension
suggestion based upon the INTERLIS Version 2-Reference Manual in the sense of a recommendation.
However we intend to put it up for discussion and possibly convert it into a more definite regulation.
Consult the corresponding INTERLIS 2-user manuals for examples of application.

Abstract symbology model
Description of the abstract symbology model.
I'l File AbstractSynbology.ili Release 2005-06- 16

I NTERLI S 2. 3;

CONTRACTED SYMBOLOGY MODEL Abst ract Synbol ogy (en)
AT "http://ww. interlis.ch/nodel s"
VERSI ON "2005-06- 16" =

UNIT
MIlineter [rmj = 0.001 [INTERLI S.ni;
Angl e_Degree = 180 / Pl [INTERLI S.rad];

DOVAI N
Styl e COORD2 (ABSTRACT)
Styl e_COORD3 ( ABSTRACT)
Styl e POLYLI NE ( ABSTRACT)

COCRD NUMERI C, NUMERI C;

COORD NUMERI C, NUMERI C, NUMERI C

POLYLI NE WTH ( STRAI GHTS, ARCS)

VERTEX Style_COORD2; !'! {Planar}?
SURFACE W TH ( STRAI GHTS, ARCS)

VERTEX St yl e_ COORDZ;

NUMERIC; I! [Units?]

NUMERIC, !'! [Units?]

0.000 .. 359.999 Cl RCULAR [Angl e_Degree]
COUNTERCLOCKW SE; !'! Ref Syst en?

Styl e_SURFACE (ABSTRACT)

Styl e INT (ABSTRACT)
Styl e FLOAT ( ABSTRACT)
Styl e_ANGLE ( ABSTRACT)

TOPIC Signs =
'l Graphic interface

CLASS Text Si gn (ABSTRACT) EXTENDS | NTERLIS. SIGN =

PARAMETER
Txt . MANDATORY TEXT;
Geonetry : MANDATORY Styl e COORDZ;
Rotation : Styl e_ANGLE;, !! Default 0.0
HAl i : HALI GNMENT; !'! Default Center
VAl : VALI GNVENT; !'! Default Half

END Text Si gn;

CLASS Synbol Sign (ABSTRACT) EXTENDS | NTERLIS. SI GN =

PARAMETER
Geonet ry : MANDATORY Styl e COORD2;
Scal e : Styl e_FLOAT;
Rotation : Style ANGLE, !! Default 0.0

END Synbol Si gn;

CLASS Pol ylineSi gn (ABSTRACT) EXTENDS INTERLIS. SIGN =
PARAVETER
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Geonetry : MANDATORY Styl e_PCLYLI NE;
END Pol yl i neSi gn;

CLASS SurfaceSign (ABSTRACT) EXTENDS | NTERLI S. SIGN =
PARAMETER
Geonetry : MANDATORY Styl e SURFACE;
END Surf aceSi gn;
END Si gns;

END Abstract Synmbol ogy.

Standard symbology model

Description of the extended standard symbology model built upon its abstract version.
I'l File StandardSymnbol ogy.ili Rel ease 2005-06- 16
I NTERLI S 2. 3;
CONTRACTED SYMBOLOGY MODEL St andar dSynbol ogy (en)
AT "http://ww. interlis.ch/nodel s"
VERSI ON "2005-06- 16" =
1l Extended symbol ogy nodel with synbol libraries and priorities.

| MPORTS Abstract Symbol ogy;

UNI'T
Angl e_Degree = 180 / Pl [INTERLI S.rad];
DOVAI N
SS Priority = 0 .. 9999;
SS_Fl oat = -2000000000. 000 .. 2000000000. 000;
SS_Angl e = 0.000 .. 359.999
Cl RCULAR [ Angl e_Degree] COUNTERCLOCKW SE;
SS _Coord2 = COORD -2000000000. 000 .. 2000000000.000 [INTERLIS. nj,
-2000000000. 000 .. 2000000000. 000 [INTERLIS.nj,
ROTATION 2 -> 1;
SS Polyline = POLYLINE WTH (STRAI GHTS, ARCS)
VERTEX SS_Coor d2;
SS_Surface = SURFACE W TH ( STRAI GHTS, ARCS)

VERTEX SS_Coord2;

TOPI C Standar dSi gns EXTENDS Abstract Symbol ogy. Si gns =

Standar dSi gns contains synbol |ibraries and synmbol interfaces.

1
'l The libraries (colors, fonts/synbols and line patterns) formthe

Il base for the construction of concrete synbols. The symbol interfaces
!

extend the symbol interfaces of AbstractSynbology by priorites.

I'l Library section
P bt 4+ +

Il Colors are defined by LCh val ues with transparency.

CLASS Color =
Nane: TEXT*40; !! name of color, i.e. "light green”
L: MANDATORY 0.0 .. 100.0; !! Lum nance
C: MANDATORY 0.0 .. 181.1; !! Chroma
H: MANDATORY 0.0 .. 359.9 C RCULAR [Angl e_Degree] COUNTERCLOCKW SE;
T: MANDATORY 0. 000 .. 1.000; !! Transparency: O=totally transparent, 1l=opaque
END Col or;
Il Polyline attri butes
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I e o
Il Presentati on paranmeters for sinple continuous lines. Polyline attributes
Il are used by all other polyline definitions (see bel ow).

CLASS PolylineAttrs =
W dt h . SS Float;
Join (! connection formfor |ine segnments
bevel ,
round,
mter
)
MterLimt : 1.0 .. 1000.0; !! only for Join = miter
Caps :( !'! termnation format end of line
round,
but t

)
END PolylineAttrs;

Font- and synbol |ibrary

I
!
I'l Synmbols are a collection of |ines and surfaces. Synbol s are

Il organized in fonts. A font can be either a text font or a synbol

1l font. If the font is atext font (Type = #text), every symbol

I'l (Character) has an UCS4 code (Unicode) and a spacing parameter assigned.

STRUCTURE Font Symbol _Geonet ry (ABSTRACT) =
I'l Basic structure for uniformtreatnment of all synbol geometries.
END Font Synbol _Geonetry;

STRUCTURE Font Symbol _Pol yl i ne EXTENDS Font Synbol _Geonetry =

Col or : REFERENCE TO Col or; !'! only for synbols
LineAttrs : REFERENCE TO Pol ylineAttrs;
Geonet ry : MANDATORY SS Pol yline;

END Font Synbol _Pol yli ne;

STRUCTURE Font Symbol _Surface EXTENDS Font Synbol _Geonetry =
Fill Col or : REFERENCE TO Col or; !'! only for synbols
Geonet ry : MANDATORY SS_Sur f ace;
'l Remark: Has no |ine synbol ogy, because the boundary is *not* part
I'l of the surface. Wth FillColor you define only the color of the
I'l surface filling.

END Font Synbol _Surface;

CLASS Font Symbol =
I'l All font synbols are defined for size 1.0 and scale 1.0.
'l The value is neasured in user units (i.e. normally [n]).

Nane . TEXT*40; !! Synmbol nane, if known

uc+4 : 0 .. 4000000000; !! only for text synbols (characters)
Spaci ng . SS Float; !! only for text synbols (characters)

Geonet ry : LIST OF Font Synbol _Geonetry

RESTRI CTI ON (Font Synbol _Pol yline; Font Symbol _Surface);
END Font Synbol ;

CLASS Font =
Nane . MANDATORY TEXT*40; !! Font nanme or name of external font
I nternal : MANDATORY BOCLEAN; !! Internal or external font
Il Only for internal fonts the geonetric
Il definitions of the synbols i s contained
I'l in Font Synbol .
Type : MANDATCRY (
synbol ,
t ext
)
BottomBase : SS Float; !! Only for text fonts, neasured relative to text
'l height 1.0
END Font ;

ASSQOCI ATI ON Font Assoc =
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Font -<#> {1} Font;
Synbol -- {0..*} FontSynbol;
END Font Assoc;

Li ne synbol ogy library

I
I
'l Wth the |ine sybology library the user can define continuous, dashed or
Il patterned lines. It is also possible to define nulti |ine synbol ogies.
1l Each line in a multi line symbol ogy can be continuous, dashed or patterned
Il for itself. The offset indicates the distance fromthe nmddle axis. Al
Il are stored in the library relative to the width 1.0. The width can be over
'l witten by the synbol ogy parameter Wdth in the synbol ogy interface. For
1l continuous lines the Wdth paraneter defines the total width of the line,
'l for multi lines the paraneter Wdth scales the attribute value offset.
CLASS Li neStyl e ( ABSTRACT) =

Nane : MANDATORY TEXT*40;
END LineStyle;

CLASS Li neStyle_Solid EXTENDS Li neStyle =
END LineStyle_Sol i d;

ASSQOCI ATI ON Li neStyl e_Sol i dCol or Assoc =
Color -- {0..1} Color;
LineStyle -- {1} LineStyl e_Sol i d;

END LineStyle_Sol i dCol or Assoc;

ASSQOCI ATI ON LineStyle_SolidPolylineAttrsAssoc =
LineAttrs -- {0..1} PolylineAttrs;
LineStyle -- {1} LineStyl e_Solid;

END LineStyl e_Sol i dPol yl i neAttrsAssoc;

STRUCTURE DashRec =
DLengt h : SS Float; !! Length of dash
END DashRec;

CLASS Li neStyl e_Dashed EXTENDS LineStyle =
Dashes : LIST OF DashRec; !! 1. dash is conti nuous
Il 2, dash is not visible
I'l 3. dash is conti nuous
Il etc.
END LineStyl e_Dashed;

ASSCQCI ATI ON Li neStyl e_DashedCol or Assoc =
Color -- {0..1} Color;
Li neSt yl e_Dashed -- {1} LineStyle Dashed;
END Li neStyl e_DashedCol or Assoc;

ASSQOCI ATI ON Li neStyl e_DashedLi neAttrsAssoc =
LineAttrs -- {0..1} PolylineAttrs;
Li neSt yl e_Dashed -- {1} LineStyle_ Dashed;
END Li neStyl e_DashedLi neAtt rsAssoc;

STRUCTURE Pat tern_Synbol =
Font SynmbRef : MANDATCORY REFERENCE TO Font Synbol ;

Col or Ref : REFERENCE TO Col or;

Wei ght : SS Float; !! Wdth for synbol |ines

Scal e . SS Float; !! Default: 1.0

Di st . MANDATORY SS Float; !! Distance along pol yline

Of f set : MANDATORY SS Float; !'! Vertical distance to polyline axis

END Patt er n_SyﬁboI ;

CLASS Li neStyle_Pattern EXTENDS LineStyle =
PLengt h : MANDATORY SS_Fl oat;
Synbol s : LIST OF Pattern_Synbol;
I'l after PLength the pattern is repeated
END LineStyle_Pattern;
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Il Synmbology interface
L i T o o o

Il Text interface
I

CLASS Text Si gn ( EXTENDED)

Hei ght : MANDATORY SS Fl oat;
Wei ght . SS Float; !! line width for line fonts
Sl ant ed . BOOLEAN;
Underl ined : BOOLEAN;
Stri ked . BOCLEAN,
Cl i pBox : SS Float; !! Defines a rectangular surface around the text
'l with distance dipBox fromtext.
PARAMETER
Priority : MANDATORY SS Priority;

END Text Si gn;

ASSQCI ATI ON Text Si gnFont Assoc =
Font -- {1} Font;
TextSign -- {0..*} TextSi gn;
MANDATORY CONSTRAI NT
Font -> Type == #text;
END Text Si gnFont Assoc;

ASSQOCI ATI ON Text Si gnCol or Assoc =
Color -- {0..1} Color;
TextSign -- {0..*} TextSi gn;

END Text Si gnCol or Assoc;

ASSQCI ATI ON Text Si gnd i pFont Assoc =
ClipFont -- {0..1} Font;
TextSign2 -- {0..*} TextSign;

END Text Si gnCl i pFont Assoc;

1l Synbol interface

CLASS Synbol Si gn (EXTENDED) =

Scal e . SS Float;
Rot ati on : SS_Angl e;
PARAMETER
Priority : MANDATORY SS Priority;

END Synmbol Si gn;

ASSQCI ATI ON Synbol Si gnSynbol Assoc =
Synbol -- {1} Font Synbol;
Synbol Sign -- {0..*} Synbol Sign;
END Synbol Si gnSynbol Assoc;

ASSQCI ATI ON Synbol Si gnd i pSynbol Assoc =
ClipSynbol -- {0..1} Font Synbol ;
Synbol Sign2 -- {0..*} Synbol Si gn;

END Synbol Signd i pSynbol Assoc;

ASSQOCI ATI ON Synbol Si gnCol or Assoc =
Color -- {0..1} Color;
Synbol Sign -- {0..*} Synbol Sign;
END Synbol Si gnCol or Assoc;

'l Polyline interface
I

CLASS Pol ylineSign (EXTENDED) =
I'l The parameter Wdth of the interface influences the wi dth *and*
I'l the scal e of start- and endsynbols.

PARAMETER
Priority : MANDATORY SS Priority;
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W dt h : SS Float; !'! Wdth of line synbology, default = 1.0
END Pol yl i neSi gn;

ASSQCI ATI ON Pol yl i neSi gnLi neStyl eAssoc

Style -- {1} LineStyle;

PolylineSign -- {0..*} PolylineSign;
ATTRI BUTE

Of f set : SS Float; !! Default 0.0
END Pol yli neSi gnLi neSt yl eAssoc;

ASSQCI ATI ON Pol yl i neSi gnCol or Assoc =
Color -- {0..1} Color;
PolylineSign -- {0..*} PolylineSign;
END Pol yl i neSi gnCol or Assoc;

ASSQCI ATI ON Pol yl i neSi gnd i pStyl eAssoc =
ClipStyle -- {0..1} LineStyle; !! Used as a mask for clipping
PolylineSign2 -- {0..*} PolylineSign;

END Pol yli neSi gnClipStyl eAssoc;

ASSQCI ATI ON Pol yl i neSi gnSt art Synmbol Assoc =
Start Synbol -- {0..1} Symbol Sign; !! Symbol at start of line in opposite
I'l direction of line
PolylineSign -- {0..*} PolylineSign;
END Pol yl i neSi gnSt art Synbol Assoc;

ASSQOC!I ATI ON Pol yl i neSi gnEndSynbol Assoc =
EndSymbol -- {0..1} Synbol Sign; !! Synbol at end of line in sanme
I'l direction as |ine
Pol yli neSign3 -- {0..*} PolylineSign;
END Pol yl i neSi gnEndSymbol Assoc;

Il Surface interface

CLASS SurfaceSi gn (EXTENDED) =

Clip :
i nsi de,
out si de

)
Hat chOf fset : SS Fl oat;

PARAMETER
Priority : MANDATORY SS Priority;
Hat chAng : SS Angle; !l Default 0.0
Hat chOr g : SS Coord2; !! Default 0.0/0.0, Anchor point for hatching

'l or filling
END Surf aceSi gn;

ASSQOCI ATI ON Sur faceSi gnCol or Assoc =
FillColor -- {0..1} Color; !! Fill color
SurfaceSign -- {0..*} SurfaceSign;

END Surf aceSi gnCol or Assoc;

ASSQOCI ATI ON Sur faceSi gnBorder Assoc =
Border -- {0..1} PolylineSign; !! Border synbol ogy
SurfaceSign -- {0..*} SurfaceSign;

END Surf aceSi gnBor der Assoc;

ASSQCI ATI ON Sur f aceSi gnHat chSynbAssoc =
Hat chSynmb -- {0..1} PolylineSign; !'! Hatch synbol ogy
SurfaceSign2 -- {0..*} SurfaceSign;
END Surf aceSi gnHat chSynbAssoc;
END St andar dSi gns;

END St andar dSynbol ogy.
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Example

Cf. appendix C A small example Roads.
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Appendix K (informative) Glossary

Common abbreviations, abbreviation of technical terminology see definitions
Abbr. Abbreviation.

Art. Article (in legal texts).
Par. Paragraph (in legal texts).
Def. Definition.

de deutsch (German).

en English.

fr francais (French).

Syn. Synonym.

INTERLIS The note INTERLIS e.g. INTERLIS 2.6.4 signifies that in paragraph 2.6.4 of this INTERLIS
Version 2-Reference Manual (SN 612031) further information concerning this term can be
found.

- A A is a term that has been defined in this glossary.

Definitions
Abstract class
— Class, which cannot contain — objects.

Note: An abstract class is always incomplete and forms the base for — subclasses (i.e. —»
specializations) whose object set then need not be void.

Aggregation

Directed — proper relationship between a superior — class and an inferior —» class. Seweral parts
(sub-objects) of an inferior — class are assigned to an entity (meta object of the superior —
class). It is also possible to assign several entities to a part. When copying an entity all assigned
parts are copied as well. When deleting an entity assigned parts may continue existing.

Note 1: By means of an aggregation the — relationship between an entity and its parts is
described (e.g. car/motor). The — role of the — subclass can be termed with "is-part-of".

Note 2: In — INTERLIS 2 an aggregation is indicated analogous to the —» UML class diagram
notation with a (void) rhombus (-<>).

Note 3: See also — composition.
Amendment
Consistency-saving — operation on a — database.
Area
— Planar general surface of an — area division.
Syn. area object.
Area division

Set of —» planar general surfaces which do not have any — points or only boundary points in
common.
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Area object

Syn. for — area.
Argument

— Value of a —» parameter.
Assaociation

Proper relationship, which does not restrict the independence of the — classes concerned.
Assigned — objects can, independently of each other, be copied or deleted.

Note 1: In » INTERLIS 2 the — association class is available for describing an association.
Note 2: See also — reference attribute, — aggregation and — composition.

Association class
— Class element to describe an — association, — aggregation or — composition.

Attribute

Data (elements) corresponding to a specific characteristic of — objects of a — class and of —»
structure elements of a — structure (cf. INTERLIS 2.6.4). Each attribute has an attribute-name
and a — domain.

Syn. property (en).
Note: Each — object of a — class likewise contains a — data element of an attribute with an
individual — value. Graphically an attribute corresponds to the column of a — table.

Attribute specialization
Restriction of the —» domain of an — attribute.
Note: Attribute specialization is also employed when defining — inheritance relations hips.
Basic class
Ambiguous syn. for — super class and — view base class.
Basic data type
Predefined — value domain such as TEXT or BOOLEAN (cf. INTERLIS 2.8).
Basic view
— View whose — objects contribute to the set-up of a new — view.
Basket
Collection of — objects that belong to a — topic or to its — extensions.
Bi-directional association
Def. cf. — association.
Boundary of a surface
Set of all boundary points of a — surface.
Cardinality
Number of — objects of — class B (resp. A) which can be assigned to an — object of — class A
(resp. B) through the — relationship between the — classes A and B.
Syn. multiplicity.
Note: In - UML the term — multiplicity is also employed; in which case "cardinality” means the
concrete number of — object relationships between — object instances.
Cartesian coordinate system

— Coordinate system of the Euclidic — space whose axes are straights set perpendicularly and
in pairs.
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Cartographic sign system

Set of graphical representation possibilities for — graphic symbols.

Note 1: A concrete — graphic element shown on screen or printed on paper is the result of a
multi-level process whereby — objects are selected (selection), then represented on — graphic
symbols (mapping) and assembled, graphically rendered (rendering) and represented (display).

Note 2: In — INTERLIS 2 the first two levels are determined by means of a — representation
description, all other levels are subject to the implementation of each system resp. "driver”, in
some cases certain graphic standards exist such as PostScript, HPGL, OpenGL, Java2D, SVG.

Change database

Class

Temporary — database with whose — objects — amendments can be executed. A change
database receives its — objects from a — primary database and returns them after their
processing (— update).

Note: A change database may operate on the same — system as the — primary database
(internal change database) or on another — system (external change database).

Set of — objects with the same properties and — operations. Each property is described by an —
attribute, each — operation by a — signature.

Syn. object class, set of entities, object type, feature type, feature.

Note 1: A class described with — INTERLIS 2 corresponds to a UML-class with nothing but
"public”, i.e. visible — attributes.

Note 2: Cf. — super class, — subclass, — table as well as — class element.

Note 3: Classes need not necessarily contain — objects. If they do contain — objects we speak of
— concrete classes, if not of —» abstract classes.

Class diagram

Graphic representation of — classes and their — relationships.

Class element

— Modeling element "of the modeling level class". To be exact: class elements are called —
class, — structure, — association class, — view, — view projection and — graphic definition.

Class interface

Function call of a part or of the entirety of the — operations of a — class.
Syn. program interface, software interface, interface.

Note 1: One — class may have several class interfaces. For each of them a separate — interface
class can be defined. The — conceptual schema of an — interface class consists only of—
signatures.

Note 2: See also — user interface and — data interface.

Class specialization

Restrictions of a — class through additional — attributes, — relationships, — consistency
restraints or — attribute specialization.

Note: Class specializations are used for defining — inheritance relationships.

Complete data transfer

— Data transfer of a complete — database state from — sender (source) to — receiver (target).

Comportment rule
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Conditions under which on the one hand — messages from a sender system will be received, on
the other hand a —» message containing output arguments of the — class interface will be
retransferred to the sender system of the — message including a call of a — class interface.
Composition

Directed — proper relationship between a superior — class and a subordinate — class. Several
parts (sub-objects of the subordinate — class) are assighed to an entirety (super-object of the
superior — class), while there is a maximum of one entirety that can be assigned to one part.
When copying an entirety all assigned parts are copied at the same time. Likewise when deleting
an entirety all assigned parts are also deleted.

Note 1: All parts are dependent; they inalterably form part of the entirety. Thus all — classes
inwolved do not lead equal — relationships, but form a consists-of hierarchy.

Note 2: In — INTERLIS 2 a composition is defined as an — association class.
Note 3: Cf. — structure attribute.
Conceptual schema
Def. cf. — data schema (note 2).
Syn. conceptual — data schema.
Concrete class
— Class which can contain — objects.
Note: Cf. — abstract class.
Consistency constraints
Restrictions all — objects must comply with.
Syn. condition, limiting condition, assurance, constraint (en).

Note: Certain consistency constraints are predefined in — INTERLIS 2. Other consistency
constraints can be formally defined by means of — functions, — logical expressions or rules and
are subject to a — contract.

Constraint attribute

— Attribute, for which a — consistency constraint has been defined.
Constraint class

— Class, for which a — consistency constraint has been defined.
Constraint

Syn. for — consistency constraint.
Contract

Agreement with software-tool suppliers.

Note: Contracts are e.g. required, if in INTERLIS 2 data models not predefined — functions, —
symbology models or not predefined — line form types are used.

Conversion

— Mapping of a — coordinate system (resp. of its — space) to another — coordinate system
(resp. to its — space), strictly defined by formulas and their — parameters.

Note: The term conversion occasionally is used for the reformatting of — transfer files.
Coordinate reference system
Syn. for — reference system.

Coordinate system
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Base of an Euclidic vector space, resp. original base of the assigned Euclidic vector space when
dealing with map homomorphism of a diversity (for details see vector analysis).

Note: From the viewpoint of data a coordinate system is defined by its axes which either are
straights (in — INTERLIS 2 so-called LengthAXIS) or elliptic arcs (so-called AngleAXIS)
depending on the type of — space they permit to measure.

Corner

Not smooth part of a — line string.
CSL

Abbr. for Conceptual Schema Language.
Curve segment

Subset of the — space, it is the image set of a smooth and injective — mapping of an interval of
the numerical straight line.

Syn. line segment.
Data abstraction
Abstracting (amongst others omitting) of unimportant details via data.

Note 1: Separating What? (— class interface — type) from How? (— class, concrete
implementation). — generalization and — specialization are possible principles of abstraction.

Note 2: The actual realization of the — operations and the inner structure of the — object or —
structure element are hidden, i.e. characteristics are considered in an abstract way and no
attention is being paid to the actual implementation.

Data catalogue
Syn. for — object catalogue.
Data description
Syn. for — data schema and — data model.
Data description language (DDL)
Formal language for the exact description of data structures.
Syn. Conceptual Schema Language (CSL).
Data element
Def. cf. Informatics, cf. - domain.
Data interface
Program for the reformatting of — transfer files or — protocol for the — data transfer.
Syn. interface.
Note: See also — class interface and — user interface.
Data model
Exact description of a data structure (so-called conceptual — data schema), which is a complete
and self contained unit. From the hierarchy point of view a d. is the highest — modeling element.
Syn. model, data description.
Note 1: Beware! In database theory data model is a common synonym for conceptual formalism
(i.e. a data model is considered as a — method for the creating of a — conceptual schema).
Note 2: A data model consists of at least one — topic.
Note 3. In — INTERLIS 2 described by the key word MODEL. The — package, which
corresponds to this data model, is above all other — packages, which correspond to the — topics
of a data model.
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Data schema

Description of content and organization of data characterizing a user-specific facet of reality, as
well as rules governing these and of — operations which can be executed with such data.

Syn. data description, schema, conceptual schema, ontology.
Note 1: Plural: data schemas.

Note 2: Depending on the abstraction level at which the data are described, we distinguish
between the — conceptual schema, the logical schema and the physical schema. When
formulating a data schema we dispose of appropriate — data description languages.

Note 3: When dealing with — databases the logical schema formulated in accordance with the —
conceptual schema and the system specific possibilities of organization, is also called internal
schema. Logical as well as physical schemas of peripheral instruments or exchange files are
often called external schemas or format schemas.

Data transfer

Transfer of data from one — database A to another — database Z A is known as primary
system, source, — sender, sender system, Z as — target system, — receiver. The delivery of
data to be transferred by — system A is also called export; its acceptance by — system Z is
called import.

Syn. transfer, data transmission.
Data transfer mechanism

(Conceptual) — data description language and (physical) — transfer format as well as rules
governing the derivation of such a — transfer format of a data structure that is described by
means of a — data description language.

Data type
Syn. for - domain.

Database
Logical administration unit for the treatment and long-term memorization of — objects.
Abbr. DB.

Note: It is possible to run several databases on one — system. It is also conceivable that one
database has been divided into several — systems.

Database state

Totality of all data and — relationships of a — database at one given moment. Each database
state has its name.

Note: By means of one or several - amendments a — database is transferred from one
database state to the next (— update).

Date
Ambiguous syn. for — geodetical date and indication of time (e.g. 2002-06-25).
Date transformation

— Transformation of a — geodetical date (resp. of the — space defined thereby) on another —»
geodetical date (resp. its — space).

Derived attribute

— Attribute, whose — domain is calculated by means of a function regulation (— logical
expression, calculation).

Note 1: Derived attributes cannot be altered.
Note 2: In —» INTERLIS 2 the function regulation is defined via a — function.
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Directed relationship
— Aggregation or —» composition or — reference attribute or — inheritance relations hip.
Domain
Set of homogeneous — data elements. A — data element of a domain is called — value.
Syn. data type.
Note 1: Cf. — basic data type.
Note 2: A value can also consist of — structure elements of a — sub-structure.
Domain of a name

— Namespace of the — name category of this name corresponding to the — modeling element,
in which this name is defined.

Note 1: Within the domain of a name each name may only have one definition/meaning. However
the same name can be defined once within the — namespace of every — name category of the
same — modeling element.

Note 2: The domain of a name is part of the — visibility domain of a name.
Drawing rule

Language element of a — graphic definition. A drawing rule assigns a — graphic symbol to the —
objects) of a — class and determines the corresponding graphic symbol arguments according to
the attribute values (i.e. data) of the — objects.

Syn. symbol attribute.
Element
Fundamental idea of the set theory. A set consists of elements.
Syn. instance.
Note: See also — modeling element or — graphic element.
Ellipsoid coordinate system

— Coordinate system on the 2-dimensional boundary surface of a 3-dimensional (rotation-)
ellipsoid.

Ellipsoid height

Euclidic distance of a point measured from the ellipsoid along the normal line to surface through
this point.

End point of a curve segment
Picture of the other interval end point with the — mapping which defines the — curve segment.
Entity
Syn. for — object.
Expression
Syn. for — logical expression.
Extension
Syn. for — specialization.
Feature
Syn. for — object, resp. often also for — class.
Feature type
Syn. for — class.
File
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Def. cf. informatics.
Force

Link between parts (sub-objects of the subordinate — class) and the entirety (super object of the
superior — class) in a — proper relations hip.

Function

— Mapping of —» value domains of input-parameters into a — value domain of an output-
parameter by means of a calculation-rule (— parameter).

Note: In - INTERLIS 2 certain functions are predefined, others are subject to a — contract.
General identification

— Identification for all (modeled) — objects of a — transfer community.

Note: See also — object identification.
General surface

— Surface with an additional finite number of — singular points however with a continuous —
interior of the surface.

Generalization
— Role of the — super class in an — inheritance relationship.

Note 1: Generalization is occasionally used as a synonym for — inheritance (even though it
actually means the opposite direction).

Note 2: In cartography generalization describes all activities due to the scaled and reduced —
mapping of real-world — objects.

Geodetical date

3-dimensional — Cartesian coordinate system, whose axes have a fixed position and orientation
as to the center of gravity and the rotation axis of the earth.

Syn. geodetical reference system.
Geodetical reference system

Syn. for — geodetical date.

Geoide
Equipotential surface of the field of gravity.
Note: A geoide supplies a physical earth model that adjusts to the gravity field of the earth. It is of
irregular form since it takes into consideration the irregular mass distribution of the earth. It has to
be imagined as if the average ocean surface were to continue beneath the continents.

GIS

Abbr. for geo-information system or geographical information system.

Graphic definition
— Class element of a — graphic topic, i.e. each — graphic topic of a — graphic description is a
collection of graphic definitions (not of — classes!). Each graphic definition belongs to a — class
(BASED ON) of the corresponding data-topic, assigns by means of — drawing rules — one or
seweral — graphic symbols to objects of this — class and determines the — arguments of the —
graphic symbol according to the data of the — objects.

Note: The data of the — graphic symbols, i.e. their names and graphic \isualization are
comprised in a — symbol library described in the corresponding — symbology model.

Graphic description
Syn. for — representation description.
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Graphic element

Graphic description of an — object taking into consideration its 2-dimensional geometry and
further — attributes of this — object, after possibly necessary processing ready for output by a
suitable peripheral device.

Syn. graphic object.

Graphic model

Syn. for — graphic description.

Graphic object

Syn. for — graphic element.

Graphic parameter

Syn. for — parameter of a — graphic symbol.

Graphic symbol

Data for the graphic representation of an — object still independent of 2-dimensional geometry
and further attribute values of this — object. A — graphic parameter is called — parameter of
graphic symbol.

Syn. symbol, style.

Note 1: There are four types of graphic symbols: (1) text, resp. text symbol (sometimes called text
label or simply label), (2) point symbol (sometimes also called point sign or simply — symbol or
pictogram), (3) line symbol and (4) (single) surface symbol.

Note 2: In — INTERLIS 2 the data structure and possible — parameters of a graphic symbol are
specified within a —» symbology model and the corresponding data are stored within a — symbol

library. A graphic symbol is referenced via its graphic symbol-name within a — graphic definition.
Thereby corresponding — arguments for eventual — parameters have to be defined.

Graphic topic

Def. cf. — representation description.

Gravity model

Height

Description of the gravity field of the earth.

Either — ellipsoid height or — normal height or — orthometrical height.

Help line

IDDL

Linear — graphic element which links two — graphic elements or one — graphic element and a
label.

Note: A typical case of a help line is the representation of a join from a line or surface symbol to a
label or its corresponding measurement line.

Abbr. for > INTERLIS Data Description Language (IDDL).

Identification

— Attribute or combination of attributes whose — value unequivocally determines an — object
within its — class.

Abbr. ID.

Syn. identifier, identity.

Note: Within an INTERLIS-transfer file each — object is assigned an identification in addition to
the attribute values described in the — data schema, thus being unequivocally identified within
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the — transfer file. This is a so-called — transfer identification (— TID). If sucha — TID is a —»
general and — stable identification, then it is called an — object identification (— OID).

Identifier

Syn. for — identification.
Identity

Syn. for — identification.
ILI

Abbr. for - INTERLIS.

Note: Also common as data name extension of — files which contain a — data schema
conceived in —> INTERLIS (version 1 and 2).

Implemented class
Executable software module with — operations realized as — methods.
Incremental data transfer

— Data transfer of the difference between two — states of database from a — senderto a —»
target system.

Incremental update

— Complete or — incremental — data transfer of a — database state of the — primary database
to a — secondary database.

Note 1: An incremental update always proceeds sequentially, i.e. one — secondary database will
never have to receive several incremental updates at the same time.

Note 2: Cf. — synchroniz ation.
Information layer

Non-void set of — topics.
Inheritance

— Method for the definition of — inheritance relationships between — super classes and —
subclasses. These —» methods are — class specialization and — attribute — specialization.

Note 1: — Subclasses correspond to the same idea; they have the same properties as their —
super classes that they specialize.

Note 2: We distinguish between — single inheritance and — multiple inheritance. In the case of a
— single inheritance (de: Einfachvererbung; fr: héritage singulaire) one — subclass inherits —
only from one direct — super class. In the case of a — multiple inheritance one — class inherits
from several — super classes.

Note 3: — INTERLIS 2 only admits simple inheritance (such as Java).
Inheritance relations hip

— Directed — relationship between a superior — class, called — super class, and a subordinate
— class, called — subclass, defined by — inheritance. The — role of the — super class is called
— generalization; the — role of the — subclass is called specialization.

Note 1: The — objects of the — super class are — generalizations of the — objects of the —
subclass. The — objects of the — subclass are restrictions (— specializations, — extensions) of
the — objects of the — super class.

Note 2: The inheritance relationship is a subset relationship, the — objects of the — subclass
form a subset of the — objects of the — super class. Thus in the case of — objects of the —»
subclass we do not deal with new — objects, but with a part or subdivision of the — objects of the
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— super class. Both — objects of an object pair of the inheritance relationship possess the same
— OID.

Inner boundary

Subset of the — edge of a — planar surface, it is an interior — simple closed line string.
Instance

Syn. for — element (concrete specimen) of a set (abstraction).

Note: Examples of an instance: A — value is an instance of a — data type. An — object is an
instance of a — class. A — basket is an instance of a — topic. An object pair is an instance of an
— association class.

Interface
Ambiguous syn. for — class interface, — user interface and — data interface.
Interface class
Def. cf. — class interface.
Syn. class of class interface.
Interior of a surface
Set of all inner points of a — surface.
INTERLIS 2

— Data transfer mechanism for geodata consisting of - INTERLIS Data Description Language
(— IDDL) and the INTERLIS-XML transfer format (IXML) as well as rules for the derivation of
IXML for a data structure described with — IDDL. — IDDL, IXML and conversion rules are
defined in the Swiss — Standard SN 612031.

Abbr. for "INTER land information systems"” (i.e. between — GIS).
INTERLIS-Compiler

Program that derives the description of the corresponding INTERLIS — transfer format from a —
data schema in — IDDL. At the same time the syntactic correctness of the data schema is
examined (so-called parsing), cf. INTERLIS appendix A.

INTERLIS Data Description Language (IDDL)
(Conceptual) — data description language of the — data transfer mechanism INTERLIS.

Note: A — data schema described in — IDDL can be memorized as a text file. For such schema
files it is common to add the abbreviation "ILI" to the file name. Example: The schema file of the
database set of Cadastral Surveying is thus called DMO1AV.ILI.

Layer

Within the scope of CAD a common term for the collection of graphic data of a certain — type.
Occasionally used in GIS for — topic.

Layout of the plan

Description of plan by means of —» meta data title, — legend, producer description, issue date,
definition of sign type and graphic representation of further — elements such as grid intersections
and north direction.

Syn. layout of the map.

Legend
Labeling and explanation of a map, resp. plan and the — graphic symbol employed therein.
Note: Cf. — graphic description as well as — symbol library.

Line form type
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Form of curves that make up a line string (straights, arcs and other connecting geometries). For
the definition of object geometries supported by — INTERLIS 2, see INTERLIS 2.8.12 and 2.8.13.

Line segment
Syn. for — curve segment.
Line string

Subset of the — space, image set of a continuous and partially smooth (but not necessarily
injective) — mapping (the so-called assigned — mapping) and which only features a finite
number of not-smooth parts (so-called — corners).

Logical expression
Predicates joined by means of Boolean operators.
Syn. expression.
Map frame
Confines the limits within which the contents of a plan are represented.
Note: Towards the exterior edge it is possible to define graded covering regions.
Map projection
— Conversion of an elliptic or spherical — space into an Euclidic — plane.
Map symbol
Syn. for — graphic symbol.
Mapping
(From space A, defined by a — coordinate system in another space Z, defined by a second —
coordinate system:) Regulation which assigns exactly one point z of Z to each point a of A.

Note: Special cases of mappings are — transformation and — conversion.
Message

Data containing calls for — class interfaces including — arguments for the input resp. data
containing — arguments for the output of — class interfaces.

Metadata
Data dealing with data.

Note: Especially in geo-informatics metadata is data that indicate amongst others object-
descriptions in colloquial language, of — objects, organization, space reference, quality,
availability and origin, etc.

Metamodel
— Data model of - metadata.
Metaobject
— Object, whose subject of the real world is a set of — objects.

Note 1: Thus a metaobject consists of - metadata. Metaobjects exist for individual — objects
and/or for all — objects of a — modeling element.

Note 2: — Metadata for the — values of individual — attributes of — objects are additional —
attributes of the — class of these — objects.

Metaobject-names
— Name category that solely consists of names of — metaobjects.
Method

Implementation of an — operation by a series of instructions (i.e. by a program).
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Model

Note: ambiguous term, often used as synonym for — operation.

Syn for — data model.

Note: The object-oriented modeling distinguishes between object models (as synonym for the
part of a — data schema which describes content and organization of data) and models of
behavior (as synonym for the part of a — data schema which describes — operations that can be
executed with the data).

Model driven approach

Approach which leads from user-specific detail of reality via a — conceptual schema to data and
programs for their processing.

Syn. model driven architecture (en).
Abbr. MDA (en).

Note 1: There are four phases to the model driven approach which lead to the following results:
(1) Description of the real world detail in colloquial language, (2) conceptual, (3) logical, (4)
physical — data schema. Both phases (1) and (2) and their results are system-independent.

Note 2: For the establishment of a — conceptual schema tools such as - UML and — INTERLIS
2 will be used. — INTERLIS 2 also supplies coding rules which permit the deriving of physical —
data schema of a — transfer file (the — transfer format) from a — conceptual schema (in —»
INTERLIS 2 —» CSL).

Note 3: One of the main advantages of a model driven approach consists in the precise wording,

above all of the — conceptual schema, which then permits communication about and
comprehension of data structure between experts.

Model driven method

Syn. for - model driven approach.

Model driven protocol

— Protocol whose — class interfaces and — messages are described by means of a (system-
independent) — conceptual schema.

Modeling element

Special -» schema element. There are three modeling elements, namely — data model, — topic
and — class element.

Note: Modeling element and — name category define the — namespace.

Multiple inheritance

— Inheritance relationship that assigns more than one — super class to one — subclass.

Note: Multiple inheritance is not provided in — INTERLIS 2.

Multiplicity

Syn. for — cardinality.

Name category

Subset of the names of a conceptual — data schema. There are three name categories, namely
— type names, — part names and — metaobject names.

Note: Name category and — modeling element define the — namespace.

Namespace

Set of (unequivocal) names of a —» name category in a — modeling element.

Note: The namespace is of importance when determining the — domain and the — \isibility
domain of a name.
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Normal height (of a point)

Object

Distance between the point and the quasi-geoid.

Note: The normal height is a rigorous height with respect to potential theory. The mean normal
gravity is taken into account.

Data of a real-world object together with the — operations that can be executed with these data
and with an — object identification.

Syn. entity, tuple, object instance, feature, feature instance.
Note 1: Cf. — instance, — class.

Note 2: As opposed to a — value, an object possesses an — identity, exists in time and — space,
can be altered while keeping its — identity and by means of a reference it can be of common use.
An object is concrete. It is tightly connected with the existence of real things.

Note 3: In object-oriented literature we find the following flowery definition of the term object: A
concrete existing unit with its own (unchangeable) — identity and defined limits (in the figurative
sense of the word) which encapsulate state and characteristics. Its state is represented by —
attributes and — relationships, its characteristics by — operations. Each object belongs exactly to
one — class. The defined structure of their — attributes, as well as their characteristics, applies
likewise to all objects of one — class. However the — values of the — attributes are specific for
each object.

Object catalogue

Informal enumeration of — classes with colloquial definitions (name and description of the —
class) of all data objects relevant for one utilization.

Abbr. OC.
Syn. data catalogue.

Note 1: An object cataloque comprises indications concerning degree of detailed description
quality requirements (mainly geometrical quality) as well as rules for recording.

Note 2: An object catalogue is a preliminary and a complement of the conceptual — data model.

Object class

Syn. for — class.

Object identification

— General and — stable identification.
Syn. object identifier, object identity.
Note 1: Usually the object identification is only altered by a — system and not by a user. An

object identification is a property that distinguishes one — object from all others, even though it
may possess the same attribute values.

Note 2: Cf. — transfer identification.

Note 3: In appendix D of the INTERLIS Version 2-Reference Manual you will find a suggestion for
an object identification.

Object identifier

Syn. for — object identification.

Object identity

Syn. for — object identification.

Object instance

Syn. for — object.
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Object relationship

Two — objects assigned to each other by a — relationship between the — classes they belong
to.

Syn. link.
Object type

Syn. for — class.
Official height

Sum of all leveling measurements (height differences) along a leveling run of one point of —
height O to a point with wanted G.

OID

Abbr. for —» object identification.
Onesided relationship

Syn. for — reference attribute.
Ontology

Syn. for — data schema.

Note 1: Ontology is an "explicit formal specification of a shared conceptualization”, i.e. in graphic
terms, a repository of concepts.

Note 2: Ontologies use UML/OCL or their own languages such as DAM/OIL (DARPA Agent
Markup Language + Ontology Interchange Language). Typically ontologies consist of —
conceptual data schema, a taxonomic hierarchy of — classes (vocabulary, thesaurus) and
axioms, which restricts possible interpretations of the defined terms (in most cases with a logic-
language). (In the future) ontologies should be used as higher abstractions of — data schemas
for the specification of software and for the communication between individuals.

Operation

— Mapping from the attribute domains of a — class and/or from — domains of input-parameters
into the —» domain of an output-parameter.

Note 1: The implementation of an operation by means of a series of instructions (i.e. by a
program) is called — method.

Note 2: The description of an operation is called — signature and consists of operation nhames
and description of the — parameters.

Optional
Not compulsory, need not exist or be applicable. Contrary: mandatory.

Note 1: — Attributes are optional, unless it is stated that they are to be mandatory. For mandatory
— attributes we dispose of the keyword MANDATORY in — IDDL.

Note 2: In — IDDL the term "not mandatory" refers to the — transfer file.
Orthometric height

Length of curve of the (curved) perpendicular between — geoid and point.
Outer boundary

Subset of the — edge of a — planar surface, the outermost — simple closed line string.
Package

Element of the UML-language for the description of - models, — topics and parts of topics.
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Note 1: A package defines a —» namespace, i.e. within a package the names of the — schema
elements contained must be unequivocal. Each designated — schema element can be
referenced in a different package, but it belongs to exactly one (source-) package.

Note 2: In the case of - UML packages themselves can contain other packages. The top
package contains the entire system according to the — data model of — INTERLIS 2.

Parameter

Data (elements), whose — values are transmitted to a — function, an — operation or a —» meta
object and/or have been returned by — functions or — operations. Each parameter is supplied
with a name, a — domain and - where — functions or — operations are concerned - a transfer
direction (in, out, inout). The concrete — value of a parameter is called — argument.

Note 1: Cf. — run time parameter.

Note 2: By means of parameters we describe those properties of - meta objects which do not
concern the — meta object itself, but its use within the application.

Part names

— Name category consisting of names of — run time parameters, — attributes, — drawing rules,
— parameters, — roles, — relationship access and — basic views.

Path

Series of names of — attributes and/or — classes and/or — roles of — association classes, which
define an — object or the — value of an — attribute which are to be processed by a — logical
expression.

Planar curve segment

— Curve segment which is a subset of a — plane.
Planar general surface

— General surface which is a subset of a — plane.
Planar surface

— Surface which is a subset of a — plane.
Plane

2-dimensional sub-space of a —» space.
Point

(Set) element of the — space (considered as a set).
Polymorphism of objects

Wherever — objects of a — super class are expected it is also possible to have — objects of an
— extension.

Syn. polymorphy, polymorphism.

Note 1: See also — polymorphism of operations.

Note 2: In » INTERLIS 2 we refer mainly to polymorphism of objects.
Polymorphism of operations

Based upon the — signature it is conceivable that — objects of different — classes respond to
identical operation names (messages), i.e. they are processed by — operations with identical
names.

Syn. polymorphy, polymorphism.
Note 1: See also — polymorphism of objects.

Note 2: In INTERLIS 2 mainly — polymorphism of objects is applied.
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Primary database

— Database that deals with long-term administration of — objects of certain — topics of a certain
field.

Program

Syn. for - method.
Program interface

Syn. for — class interface.

Examples: Java-API or Open Database Connectivity (ODBC).
Program system

Entirety of all > methods of — classes necessary for the processing of an application by means
of electronic data processing.

Propeller set

Union of a finite number of triangular surfaces which have exactly one — point in common, the
centre.

Proper relations hip

Def. cf. — relationship.
Property

Syn. for — attribute.
Protocol

Entirety of all > class interfaces — messages and — comportment rules of a set of » systems
which contribute to the solution of an application task.

Receiver
Def. cf. —» data transfer.
Syn. target system.
Reference attribute
— Relationship which is only known to the first — object of each object pair of the — relations hip.
Syn. onesided — relationship.
Reference system

— Coordinate system, appearing at the end of a series of — coordinate systems and —
conversions where exactly one — geodetical date occurs and which stands at the start of the
series.

Referential integrity

Rule, which determines what is to happen with an — object relationship, resp. with the — objects
concerned, if the — objects involved or the — relationship itself is deleted.

Relationship
Set of object pairs (resp. in the general case of object-n-tuples also known as — relationship
objects). The first — object of a pair belongs to a first — class A, the second object to a second
— class B. The attribution of — objects to such pairs shall be predefined; hence it must only be
described, i.e. modeled. We distinguish between — proper relationship (that is —» association, —
aggregation, — composition), — inheritance relationship and — reference attribute.
Note 1: As proved by the view concept, it is on the other hand also possible to calculate such
assignments by means of algorithms, e.g. based upon attribute values.

Note 2: Cf. — object relationship.
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Note 3: For a proper relationship both — force and — cardinality are defined.
Relationship access

Conditions and possibilities to refer to — relationship objects and by these means also — objects
of (ordinary) — classes via — paths.

Relationship object
Def. cf. — relationship.

Replicate
To copy whereby the copied — object may not be altered independently of the original.
Note: Term mainly used in connection with — incremental update.

Representation description

— Conceptual schema, which describes the assignment of — graphic symbols to — objects and
consists of graphic — topics. The — objects can be selected in a — view.

Syn. graphic model, graphic description.

Note 1: A representation description in — INTERLIS 2 consists of graphic — topics each of which
corresponds to a data topic (DEPENDS ON). A graphic — topic is a collection of — graphic
definitions (not of — classes!).

Note 2: The representation description itself can also contain — data schemas (e.g. — classes
which describe text positions).

Role
Significance of the — objects of a — class within a — relationship.

Note: In a — proper relations hip the role of each — class inwlved is described by its name, its —»
force and its — cardinality. A — reference attribute describes the role of the — class with this —»
attribute. Within an — inheritance relationship roles are implicitly defined.

Run time parameter

— Parameter whose — value is supplied at run time by a treatment, evaluation or representation
system.

Note: Examples are representation scale, — date.
Schema
Syn. for — data schema.
Schema element
Partial schema of a conceptual — data schema that possesses a name.
Note: All - modeling elements are schema elements.
Secondary database
Copy of the — database state of a — primary database.

Note: Usually a secondary database cannot be found on the same — system as the — primary
database.

Sender
Def. cf. —» data transfer.
Set of entities
Syn. for — class.
Sign
Letter or digit or blank or punctuation mark or symbol.
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Signature

Describing the call of an — operation, consisting of the name of the — operation, its — data types
and possible names of their — parameters and possibly indication of a return-data type.

Simple closed line string

— Line string whose assigned — mapping is injective, with the exception of its — start point and
— end point which coincide.

Simple inheritance
Def. cf. — inheritance.
Simple line string
— Line string whose assigned — mapping is also injective.
Singular point
— Point which, together with its environment can be deformed into a planar — propeller set, the
point itself being at its centre.
SN
Abbr. for Swiss — Norm.
Software interface
Syn. for — class interface.
Space
3-dimensional Euclidic space.
Specialization
— Role of the — subclass of an — inheritance relationship, often also synonym for — inheritance.
Syn. extension.
Note 1: Cf. — class specialization und — attribute specialization.

Note 2: Since more text will be necessary for the description of a — class or — attribute
specialization than for — the super class or the original attribute, we often rather speak of —
extension than of specialization.

Stable identification

— Ildentification which is independent of time, i.e. it cannot be altered during the life cycle of an —
object. Once an — object has been deleted, its stable identification no longer can be used.

Note: Cf. — object identification.
Standard

A 'de jure' standard (or short standard) is a technical regulation laid down by national or
international committees for standardization. A 'de facto' standard is a generally acknowledged
and majority used technical regulation, but less binding than a 'de jure' standard.

Note 1: A law is a regulation superior to both 'de jure' and 'de facto' standards.

Note 2: German synonym for 'de facto' standard is "standard". In English standard is used for 'de
facto’ or 'de jure' standards.

Starting point of a curve segment

Representation of one of the interval end points when establishing the — mapping defining the —
curve segment.

String
Succession (i.e. ordered set) of — signs.

Structure
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Set of — structure elements with the same properties and — operations. Only such — operations
are permitted which will not alter the data of the — structure elements. Each property is described
by an — attribute, each — operation by its — signature.

Note 1: Structures occur either within LIST- or BAG-attributes (— substructure) or exist only
temporarily as the result of — functions.

Note 2: Cf. —» class element.

Structure attribute

— Attribute with the INTERLIS 2-data type BAG or LIST.

Note: As opposed to the definition of a — compaosition by means of the — association class, with
a structure attribute — structure elements cannot be referenced, i.e. outside of the — object to
whose structure attribute value they belong to, they have no identity.

Structure element

Data of an object of the real world with — operations that could be executed with these data,
however without permission to alter them, and without — object identification.

Note: A structure element is the — instance of a — structure.

Structured domain

INTERLIS 2 language element for the description of compound — attributes such as — date or
time.

Subclass

Def. cf. — inheritance relationship.

Substructure

— Domain that has been defined by means of a — structure.

Note: Cf. — structure attribute.

Super class

Surface

Surface

Symbol

Def. cf. — inheritance relationship.

Union F of a finite number of — surface elements which is continuous and complies with the
following condition: for every — point P of the surface there exists an environment which can be
deformed into a planar polygon (i.e. permits homeomorph mapping). If in the course of such a
deformation — point P should be placed in the boundary of the polygon, it becomes a boundary
point of F, otherwise it remains an inner point of F.

element

A surface element is a subset of the — space, which is the image set of a smooth and injective —
mapping of a planar regular polygon.

Ambiguous syn. for — graphic symbol, language symbol or semiotic symbol.

Symbology

Symbol

Symbol

Subset of elements of a — cartographic sign system consisting of —» graphic symbols, fonts,
diagrams, half-tones.

Note: Cf. — symbol library.
attribute
Syn. for — drawing rule.

library
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Collection of — graphic symbols, structured according to a — symbology model.
Note 1: A symbol library always is a — basket, i.e. an XML-file.

Note 2: In most cases a symbol library is a concrete, user-specific collection of — graphic
symbols.

Symbology model

— Conceptual - schema which describes the data structure of — graphic symbols and their —
parameters.

Note 1: Symbology models always demand — contracts.

Note 2: In appendix J of the INTERLIS Version 2-Reference Manual you will find a suggestion for
an extended symbology model.

Note 3: Cf. - symbol library.
Symbol object

Syn. for — graphic symbol.
Synchronization

Automatic and regular adjustment of the — database states of two — databases.
System

Totality of all components (hardware and software) forming a data processing-system and being
put to a certain use.

Table
— Class for whose — objects it is impossible to explicitly define — operations.
Target system
Syn. for — receiver.
TID
Abbr. for — transfer identification.
Topic
Set of —» classes whose data in a certain sense belong together, e.g. they have a relations hip,

belong to the same data processing authority or possess a similar rhythm of updates. —
Instances of topics are — baskets (recipients).

Note 1: In —» UML, a — topic is described by a — package beneath a — data model described,
with the additional significance that this — package (a) possesses its own — namespace and (b)
may depend (be an extension) of other — packages. A UML-package, assigned to a topic, may
contain other (nested) — packages.

Note 2: Beware: With — layer, in CAD terms a commonly used expression for "surface", we mean
a collection of graphic data. A topic may comprise several (graphic) — layers plus additional
structured thematic data.

Transfer
Syn. for — data transfer.
Transfer community
Community of — senders and — receivers who both participate in a — data transfer.
Transfer file
— File prepared for — data transfer — in an appropriate — transfer format.
Transfer format

System of data fields within a transfer file.
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Syn. format.
Transfer identification
Def. cf. — identification.
Abbr. TID.
Transformation

— Mapping from one — coordinate system (resp. from its — space) to another — coordinate
system (resp. to its — space), where the mapping regulation (formula) is based on hypotheses
and the — parameters are established by means of mostly statistical analysis of measurements
in both — coordinate systems.

Tuple
Syn. for — object.
Type
Ambiguous syn. for — data type (i.e. - domain), — class interface, and — signature.
Type name
— Name category consisting of — topics — classes, — associations, — \iews, — graphic
definitions, — baskets, — units, — functions, — line form types, — domains, — structures.
UML
Abbr. for Unified Modeling Language.
Def. cf. www.omag.org/.
Unit
Basic element of a measuring scale (examples: meters, seconds).
Update

One or several > amendments on a — primary database. By means of an update the — primary
database is transferred from one — database state to the next.

Note: Several - amendments on the — primary database may occur parallel at the same time. In
the case of parallel - amendments, the — primary database must guarantee the consistency of
the result.

User interface
Graphic interface of a computer program.
Syn. interface, graphic user interface.

Note: See also — class interface and — data interface.

Value

— Data element of a — domain.
Vertex

Syn. for — corner.
View

— Class whose — objects are created by combining and selecting (to be exact by — \iew
operations) — objects of other — classes or views.

Note 1: — Objects of a view are not "original" in the sense that they do not directly correspond to
a real world object. Thus a view is sort of a virtual — class.

Note 2: Cf. — class element.

View base class
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— Vlass whose — objects participate in the forming of a — view.
View operation

Regulation for the definition of a new — object from the — objects of —» view base classes, resp.
— basic views.

Note: View operations of — INTERLIS 2 are projections, joins, unions, aggregations and
inspections. Subsequently the object set can be restricted by means of selections.

View projection
— Class whose — objects are determined by complementing — attributes selected from —

objects of another — class, — view or view projections. In particular it is possible to define further
(virtual) — attributes whose — values are determined by — functions.

Note 1: — Extensions of view projections are possible. However their — objects will always
remain subsets of the object-set of the — basic class, — basic view or basic view projection.

Note 2: Cf. — class element.
Visibility domain of a name

Set of all - namespaces out of which the name may be referenced in an unqualified manner.
The \isibility domain of the name consists of its definition domain and of the — namespaces of its
— name category in all > modeling elements that hierarchically are subordinated to the modeling
element of its definition domain.

Note: Besides the — namespace of its definition domain a name can be newly defined in each —
namespace of its visibility domain. Thus this — namespace will become the new — domain of a
name. This new definition domain and its assigned visibility domain "override" part of the original
visibility domain in so far as in this subdomain (which forms a subtree of the modeling element-
hierarchy) only the new definition/ meaning of the name will apply.
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156 UNDEFINED ........ccoooiiiieieeeeeeeeeee, 25, 37,59, 61, 64, 67
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RenamedView ableRef . ... 34,66, 67 UNION oo 25, 65, 67
REQUIRED .....ocviivieeteeceeeeeee et 25, 49, 59 UNIQUE .....oooviiiiiiiieees 7,25, 57, 58, 59, 93, 127, 128
RestrictedClasSOrASSRES ........covverercreinnne. 32, 34, 61, 63 UNIQUEED oottt 59, 60, 67
RestrictedClassOrStructureREl ...vvveeeeeeeeeeee, 32 UniquenessCONSEIaint .........cccevvevriereenieieie e e 58, 59
RESHNCtEdSIIUCIUTERET ....v.vveeeeieeeeeeeee e 31,32 UNIT ..... 25, 41, 43, 54, 55, 92, 94, 101, 130, 148, 157,158
RESTRICTION ..o, 25, 32, 33, 34, 45, 64, 93, 159 UNIEDBF ..o 27, 28,55

UNIERET oo 42,55
UNQUALIFIED ... 25, 27, 28
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URI i 25, 27, 38, 86, 92, 124
\%

ValENETY .o 78, 82
VALIGNMENT ....oooviiiiinineneneneneeenes 25, 40, 87, 92, 157

VERSION . 25, 27, 80, 81, 92, 101, 102, 112, 128, 130, 132,
140, 148, 156, 157, 158

VERTEX .ooooiiiiciiccieecees 25, 49, 101, 127, 128, 157, 158
VIEW oo 25, 28, 30, 65, 68, 75, 83, 112
ViewableRef ... 45,59, 61, 67, 69
VIEWALHDULES ...vvveiieieieee e 65, 67
VIBW DES ..t 28, 65
VIBW RES ..o 63, 65
W

WHEN L. 25,70, 72

WHERE ......cccooeveis 25, 59, 60, 67, 68, 69, 72, 112, 113
WITH e, 25, 49, 101, 127, 128, 157,158
WITHOUT ....ooiiiiiiecceeceeeee e, 25, 48, 49, 101, 127, 128
X

XML e e e e e e 45
XMLAANY oo 76, 87
XML-DaSEBABINAIY ......ccccvveiiiieiiieiiiecieie e 76, 87
XMLAID o 76, 83, 84, 85, 86, 90
XML-NCNAME it 76
XML-NormalizedString ........c.cocevveevieenieeeenne. 76, 77, 86, 87
XML-SENG v 76, 77,79, 86
XML-ValU€ ....ccovveieieieecee e 76, 78, 79, 83, 84
XML-ValueDElimiter .......cc.eeeeeeveeeiiciee e 76

The index features the reserved words in capitals (cf. chapter 2.2.7 Special symbols and reserved words),
the syntax definitions of the description language in ordinary script (cf. chapter 2 Description language)
and the syntax definitions of the transfer in italics (cf. chapter 3 Sequential transfer). The page number
printed in bold indicates the passage in the reference manual which offers the most comprehensive

definition of a term.
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